**PROJECT: MVA DOC READER USING ML**

**GOAL:**

The primary goal of this project is to process scanned documents and generate a well-designed JSON object containing key-value data using machine learning techniques. The solution integrates image preprocessing, text detection, text recognition, and entity extraction with custom NLP models.

As of now the developed model can effectively identify 10 fields from any document if it is scanned well.

1. Document Name

2. Document Date

3. Applicant Name

4. Date of Birth

5. Driver’s License Number

6. Address (only if it is labelled with Address)

7. Conviction Date

8. Citation Date

9. Conviction Reason

10. NY Ref Id

**Tools & technologies:**

Python

IDE (vs code)

NLP Spacy NER

EAST text Detector (Deep learning model)

Tesseract ocr

1. **WORKFLOW DIAGRAM:**

![](data:image/png;base64,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)

#### ****2. Project Directory****

* **config/**: Contains configuration files.
  + config.toml: Configuration parameters for the project.
* **logs/**: Stores log files generated during processing.
* **src/**: Core implementation code.
  + image\_filter.py: Handles image preprocessing (e.g., filtering, enhancing).
  + textdetector.py: Implements text detection and bounding box creation.
  + text\_recognition.py: Recognizes text within bounding boxes using Tesseract OCR.
  + key\_value\_extraction.py: Extracts key-value entities using SpaCy and other NLP techniques.
  + image\_processor.py: Orchestrates the image processing pipeline.
  + json\_cleaning.py: Cleans and formats the JSON output.
  + logger.py: Implements logging functionality.
* **main.py**: Entry point of the application.
* **requirements.txt**: Lists dependencies required for the project.
* **models/**: Contains pre-trained models (e.g., SpaCy models, EAST text detector).
* **config.ini**: Contains runtime configuration settings.
* **app.log**: Log file for tracking application execution.
* **web.config**: Configuration file for hosting on IIS.

**3.1. Image Preprocessing**

**Goal**

Enhance the input image to improve the accuracy of text detection by applying filtering techniques using OpenCV.

**Steps**

1. **Load the Image**
   1. Accepts input as a single file, a folder of images, or from a directory path.
   2. Reads the image using OpenCV and prepares it for processing.
2. **Apply OpenCV Filtering Techniques**
   1. **Contrast Enhancement**: Converts the image to grayscale and applies thresholding to separate text from the background.
   2. **Line Filtering**: Detects vertical and horizontal lines using morphological transformations.
      1. **Vertical Line Detection**:
         1. Uses vertical structuring elements to isolate vertical lines based on the image's height.
      2. **Horizontal Line Detection**:
         1. Applies horizontal structuring elements to detect horizontal lines based on the image's width.
   3. Combines vertical and horizontal lines for a unified mask.
3. **Remove Lines**
   1. Removes detected lines from the image using inpainting techniques.
   2. Inpainting fills the regions of the lines with surrounding pixel information.
4. **Save or Pass the Processed Image**
   1. The enhanced image is saved or passed to the next step in the pipeline for text detection.

**3.2. Text Detection & Box Bounding**

**Goal**

Detect dense text areas within an image and draw bounding boxes around them. This will enable the identification of regions containing text for further processing, such as text recognition and entity extraction.

**Steps**

1. **Use the EAST Text Detector:**
   * Utilize the pre-trained EAST (Efficient and Accurate Scene Text Detector) model to localize text in the image.
   * Perform forward propagation of the image through the model to obtain scores and geometry data for potential text regions.
2. **Non-Max Suppression:**
   * Eliminate overlapping bounding boxes to retain the most relevant ones by applying non-max suppression (NMS). This helps in refining the detection results by removing redundant boxes.
3. **Bounding Box Processing:**
   * Adjust and dilate the detected boxes to ensure no significant text area is missed.
   * Use morphological operations to refine the bounding box boundaries further.
4. **Draw Bounding Boxes:**
   * Apply the detected bounding boxes to the original image, highlighting the text regions.
   * The output is the image with drawn boxes and the coordinates of the detected bounding boxes.

**Output**

* **Image with Bounding Boxes:** The original image with rectangular boxes drawn around detected text areas.
* **Bounding Box Coordinates:** A list of coordinates for the detected bounding boxes, each in the format (startX, startY, endX, endY).

**3.3. Text Recognition**

**Goal:**  
To recognize and extract text from the regions of interest (ROIs) defined by bounding boxes on the preprocessed image using Tesseract OCR.

**Steps:**

1. **Input Preparation**:
   * The input includes:
     + The preprocessed image.
     + Bounding box coordinates of text-dense areas.
   * Bounding boxes are sorted by their Y-coordinates and then by X-coordinates to maintain a natural reading order.
2. **Region Extraction**:
   * Each bounding box is used to extract a region of interest (ROI) from the image.
3. **Text Recognition**:
   * Apply Tesseract OCR to each ROI using the --psm 6 configuration (assumes a single block of text with uniform alignment).
   * Extracted text is cleaned by removing unwanted newline characters and trailing spaces.
4. **Parallel Processing**:
   * Leverage multithreading with ThreadPoolExecutor to perform OCR on multiple bounding boxes simultaneously, improving efficiency.
5. **Output Generation**:
   * Filter out empty results to ensure meaningful text data.
   * Return a list of recognized text, maintaining the reading order.

**3.4. NLP SpaCy Model Development**

**Goal**

To train a custom SpaCy NER model to recognize specific entities (DOC\_NAME, DOC\_DATE…..) from the detected text in the scanned documents.

**Introduction**

SpaCy is a library for building Natural Language Processing (NLP) applications. One of its prominent features is Named Entity Recognition (NER), which identifies and classifies entities in text into predefined categories.

**Steps**

1. **Prepare Training Data**:
   * Annotate the text data with entity labels (APPLICATION, LICENSE\_NO, etc.).
   * Save the annotated data in JSON format. For example:
2. **Load and Preprocess Data**:
   * Load the training data from a JSON file and preprocess it into SpaCy's DocBin format.
3. **Train the Model**:
   * Create a blank NLP pipeline.
   * Add the annotated data to the pipeline using DocBin.
   * Use the spacy init config command to generate a configuration file for training.
   * Train the model using the spacy train command.
   * Specify the training and development datasets in .spacy format.
   * Train the NER model using SpaCy commands.

!python -m spacy init config --lang en --pipeline ner config.cfg --force

!python -m spacy train config.cfg --output ./Model\_123456789\_T1 --paths.train ./DC\_train\_T.spacy --paths.dev ./DC\_test\_T.spacy

1. **Save the Trained Model**:
   * Save the trained SpaCy model in the models/ directory for use in the entity extraction step.

**3.5. Key- Value Extraction with Spacy**

**Goal**: The goal of the **Key-Value Extraction** step is to accurately recognize and extract meaningful key-value pairs from the text obtained in the previous stages (i.e., after text recognition). The extracted data will represent specific document entities such as APPLICANT\_NAME, LICENSE\_NO, DATE OF BIRTH, DOCUMENT DATE, etc. The extracted key-value pairs will then be cleaned, formatted, and converted into a structured JSON object.

1. **Noise Removal**
   * **Objective**: Eliminate unwanted text noise that may distort the OCR output.
   * **Implementation**:
     + Use the CleanText class to remove specific noise patterns from recognized text.
     + Text noise includes unwanted words and characters that appear due to OCR artifacts (e.g., DRIVER, MIDDIE, special characters).
     + The noise patterns to remove are defined in the CLEANING\_PATTERNS dictionary.
2. **NLP Key-Value Extraction**
   * **Objective**: Extract key-value pairs from cleaned text using the custom SpaCy NER model.
   * **Implementation**:
     + Pass the cleaned text to the NLPKeyValueExtraction class.
     + Use the SpaCy model to recognize named entities.
     + Map recognized entities to predefined labels (e.g., APPLICATION, LICENSE\_NO).
     + Aggregate key-value pairs while ensuring unique entries.
3. **Data Cleaning**
   * **Objective**: Clean the extracted JSON data to remove unwanted patterns and special characters.
   * **Implementation**:
     + Use the clean\_ocr\_json() method to clean up the key-value pairs.
     + Apply predefined cleaning patterns stored in the CLEANING\_PATTERNS dictionary.
     + Remove specific patterns (e.g., names, license identifiers) to ensure proper formatting and readability.
4. **Generate Clean JSON**
   * Format the key-value pairs into a well-structured JSON object.
   * Return the cleaned and formatted JSON to be stored or outputted according to downstream application requirements.

**4.Generating a Requirements File in Python**

A **requirements.txt** file lists all the dependencies (Python packages) required for your project. This file allows others to set up the same environment easily by installing the necessary packages with a single command.

**Steps to Generate a Requirements File**

**Option 1: Using pipreqs**

The pipreqs package automatically generates a requirements.txt file based on the imported libraries in your project.

1. **Install pipreqs**:

pip install pipreqs

1. **Generate the requirements.txt File**:
   * Navigate to your project directory in the terminal.
   * Run the following command:

pipreqs . --force

* + - The . specifies the current directory.
    - --force overwrites an existing requirements.txt file.

1. **Result**:
   * A requirements.txt file will be generated in your project directory containing all imported dependencies.

**Option 2: Using pip freeze**

pip freeze captures all installed packages in your current Python environment and their versions.

1. **Generate the requirements.txt File**:
   * Run the following command in your virtual environment:

pip freeze > requirements.txt

1. **Customize the requirements.txt File (Optional)**:
   * Open the file in a text editor.
   * Remove unnecessary packages if they are not used in your project.

**Using the Requirements File**

1. To install the dependencies listed in requirements.txt in a new environment, use the following command:

pip install -r requirements.txt

1. Ensure that the environment matches the Python version used to create the file to avoid compatibility issues.

### 5.Internet Information Services (IIS) Hosting Documentation

**Overview**

IIS (Internet Information Services) is Microsoft’s web server used for hosting, deploying, and managing web applications. IIS allows internet users to access web pages and supports both static content (e.g., HTML, CSS, JavaScript) and dynamic content generated via web applications like Flask.

Key Components:

1. **Handler Mappings**: Manage URL handlers that process requests for specific file types.
2. **Fast CGI**: A protocol to reduce the overhead between web servers and CGI applications, enabling faster request handling**Hosting**

**Flask Applications on IIS**

Flask applications can be hosted on IIS to serve HTML, CSS, and APIs with Flask's data-passing capabilities. Below are the steps and troubleshooting notes for deploying a Flask app in IIS**.**

**Preparation**

1. **Set up your Flask Project**:
   * Ensure all .py files and dependencies are in a project directory.
   * Add a web.config file to the root directory.
2. **Set up a Python Virtual Environment**:
   * Create a virtual environment (preferably with Anaconda or venv).
   * Install the required dependencies using pip install -r requirements.txt.
   * Verify your Flask app runs correctly by testing locally.

**Steps to Host Flask Application on IIS**

**Step 1: Create a New Website in IIS**

1. Open **IIS Manager**:
   * Right-click **Sites** > **Add Website**.
2. Enter the following:
   * **Site Name**: A descriptive name for your site.
   * **Physical Path**: Directory path where the Flask project is located.
   * **Port**: Assign a unique port number.
3. Click **OK** to create the site.

**Step 2: Configure Handler Mappings**

1. Install **wfastcgi**:
   * Run the command:

pip install wfastcgi

1. Enable FastCGI for Flask using:

wfastcgi-enable

* + This will output the script processor path (e.g., c:\projects\env\scripts\python.exe|c:\projects\env\lib\site-packages\wfastcgi.py).

1. Add the script processor path to **Handler Mappings**:
   * Open IIS > Navigate to your website > **Handler Mappings** > **Add Module Mapping**.
   * Enter the following:
     + **Request Path**: \*.
     + **Module**: FastCgiModule.
     + **Executable**: Paste the script processor path from the previous step.
     + **Name**: Any descriptive name (e.g., FlaskHandler).
   * Click **Request Restrictions**:
     + Under **Access**, select **Execute**.
   * Click **OK** to save the handler.

**Step 3: Configure FastCGI Settings**

1. In IIS, go to **FastCGI Settings**.
2. Verify the script processor path is added correctly.
3. Edit the FastCGI settings if needed (e.g., modify timeouts for long-running requests).

**Step 4: Assign Permissions**

Flask applications require appropriate permissions to access files and execute scripts.

1. **Grant Folder Permissions**:
   * Right-click your project directory > **Properties** > **Security** > **Edit**.
   * Click **Add** > **Object Types** > Check **All** > OK.
   * Click **Locations** > Select the root machine > OK.
   * Search for **IUSR** and **IIS\_IUSRS**, then click **OK**.
   * Assign **Modify** and **Full Control** permissions.
   * Apply changes.
2. **Grant Python Executable Permissions**:
   * If using Anaconda, ensure **conda.exe** and Python executables have similar permissions.

**Step 5: Update web.config File**

1. Create a web.config file in your project directory.
2. Include the following content, adjusting paths as needed:

<configuration>

<system.webServer>

<handlers>

<add name="Python FastCGI" path="\*" verb="\*" modules="FastCgiModule" scriptProcessor="C:\path\_to\_python\python.exe|C:\path\_to\_wfastcgi\wfastcgi.py" resourceType="Unspecified" />

</handlers>

</system.webServer>

</configuration>

**Step 6: Test Your Application**

1. Open your web browser and navigate to http://localhost:<port> or your assigned domain.
2. If you encounter errors, check the **Event Viewer** logs for debugging.

**Troubleshooting**

**Error: HTTP Error 500.0 - Internal Server Error**

* **Cause**: The FastCGI process exited unexpectedly.
* **Solution**:
  1. Verify IUSR and IIS\_IUSRS permissions for your project directory.
  2. Ensure the Python executable and dependencies are accessible.
  3. Restart IIS using the following command:

Iisreset

s

**Other Common Issues:**

* **Port Conflicts**: Check that the assigned port is not already in use.
* **Invalid Handler Path**: Ensure the script processor path matches the output of the wfastcgi-enable command.

**Reference Steps for IIS Hosting**

1. Create a project folder and ensure all .py files and dependencies (e.g., requirements.txt, web.config) are included.
2. Set up a virtual environment and install required dependencies.
3. Run and test your Python application locally.
4. Use the wfastcgi-enable command to configure FastCGI and copy the script processor path.
5. Add a new site in IIS with the project folder path and assign a port.
6. Configure handler mappings using the script processor path.
7. Grant appropriate permissions to IUSR and IIS\_IUSRS.
8. Restart IIS and test your hosted application.

**References**

* [wfastcgi GitHub Documentation](https://github.com/Microsoft/PTVS/wiki/Flask-Web-Project)
* YouTube Tutorial: [Hosting Flask App on IIS](https://youtu.be/En9vo7Ognm0)
* IIS Official Documentation: [FastCGI Configuration](https://learn.microsoft.com/en-us/iis/)

# **6. To Run Application**

**OPTION 1:**

1. Create a Virtual Environment by below command  
   py -m venv <name\_of\_env>
2. Activate the Virtual Environment:  
   .<name\_of\_env>\Scripts\activate
3. Install Dependencies: pip install -r requirements.txt

**OPTION 2:**

1. Create a Conda Environment: conda create -p <path\_to\_env> python==<version> -y
2. Activate the Conda Environment: conda activate <path\_to\_env>
3. Install Dependencies: pip install -r requirements.txt.

# **7. Hosting & Deployment**

**Hosting On IIS**

* 1. Configure web.config for IIS hosting
  2. Use the conda virtual env for runtime dependencies

# **8. Conclusion**

This project automates the extraction of structured data from scanned documents into JSON format using advanced image processing and NLP techniques. The modular design ensures scalability and maintainability.