**Functors, Functor Classes, Functions, etc.**

Functor class have state where as function don’t.

class IncrementFunctor {

public:

IncrementFunctor() :num(0){}

void operator() (int &x){

x=num+x;

num++;

}

int num;

};

std::vector<int>v = { 1,2,3,4,5,6,7,8,9 };

std::for\_each(v.begin(), v.end(), IncrementFunctor());

But no ways can perform same with the function since it don’t have the state.

**Item 38. Design functor classes for pass-by-value.**

*Note: functors class not functors argument.*

**Item 39. Make predicates pure functions.**

* A ***predicate***is a function that returns bool . Predicates are widely used in the STL. The comparison functions for the standard associative containers are predicates, and predicate functions are commonly passed as parameters to algorithms like find\_if and the various sorting algorithms.
* A ***pure function***is a function whose return value depends only on its parameters. If f is a pure function and x and y are objects, the return value of f(x, y) can change only if the value of x or y changes.

Note: If a pure function consulted data that might change between calls, invoking the function at different times with the same parameters might yield different results, and that would be contrary to the definition of a pure function.

* A ***predicate class***is a functor class whose operator() function is a predicate, i.e., its operator() returns true or false. The STL expects a predicate, it will accept either a real predicate or an object of a predicate class.

Function objects are always passed by value. So, function objects that are predicate always should behave well when they are copied.

Algorithms may make copies of functors and hold on to them a while before using them, and some algorithm implementations take advantage of this freedom. A critical observation is that ***predicate functions must be pure functions.***

Before Proceed further, check below implementation:

***find\_if()***

Returns an iterator to the first element in the range [first,last) for which pred returns true. If no such element is found, the function returns last.

template<class InputIterator, class UnaryPredicate>

InputIterator find\_if (InputIterator first, InputIterator last, UnaryPredicate pred)

{

while (first!=last) {

if (pred(\*first)) return first;

++first;

}

return last;

}

Consider the below bad predicate class. Regardless of the arguments that are passed, it returns true exactly once: the third time it is called. The rest of the time it returns false.

class BadPredicate : public unary\_function<int, bool> {

public:

BadPredicate() : timesCalled(0) {}

bool operator()(const Widget& ) {

return ++timesCalled == 3;

}

private:

size\_t timesCalled;

};

// Suppose we use this class to eliminate the third element from vector

vector<int> vw; // create vector and put some Widgets into it

vw.erase(remove\_iff(vw.begin(),// eliminate the third Widget;

vw.end(), BadPredicate()), vw.end())

And consider below in our own remove\_iff() implementation:

template <typename Fwdlterator, typename Predicate>

Fwdlterator remove\_iff(Fwdlterator begin, Fwdlterator end, Predicate p)

{

begin = find\_if(begin, end, p);

if (begin == end) return begin;

else {

Fwdlterator next = begin;

return remove\_copy\_if(++next, end, begin, p);

}

}

vector<int> v{ 1,2,3,4,5,6,7,8,9,10,11,12,13,14,15};

v.erase(remove\_iff(v.begin(), v.end(), BadPredicate ()),v.end());

for\_each(v.begin(), v.end(), displayEle);

Output is: ![](data:image/png;base64,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)

It will eliminate not just the third element from v, it will also eliminate the sixth! But Why?

Here we can ignore the implementation of remove\_iff method. The predicate p is passed first to find\_if, then later to remove\_copy\_if. In both cases, p is passed by value —

is *copied* — into those algorithms.

The initial call to remove\_iff creates an anonymous BadPredicate object, one with its internal timesCalled member set to zero. This object (known as p inside *remove\_iff)* is then copied into find\_if, so find\_if also receives a BadPredicate object with a timesCalled

value of 0.

find\_if "calls" that object until it returns true, so it calls it three times, find\_if then returns control to remove\_iff. Remove\_iff continues to execute and ultimately calls remove\_copy\_if, passing as a predicate another copies of p. But p's timesCalled member is still 0!

Find\_if never called p. it called only a copy of p. As a result, the third time remove\_copy\_iff calls its predicate, it, too, will return true. And that's why remove\_iff will ultimately remove two int values from v instead of just one.

We Can avoid this problem by rewriting predicate like this:

class BadPredicate : public unary\_function<int, bool> {

public:

BadPredicate() : timesCalled(0) {}

bool operator()(const Widget& )const {

return ++timesCalled == 3; //Error, now method is const.

}

private:

size\_t timesCalled;

};

Note: But only const operator() is not enough. Even const member functions may access mutable data members, non-const local static objects, non-const class static objects, non-const objects at namespace scope, and non-const global objects. A well-designed predicate class ensures that its operator() functions are independent of those kinds of objects, too.

Declaring operator() const in predicate classes is *necessary* for correct behavior, but it's not *sufficient.* A well-behaved operator() is certainly const, but it's more than that. It's also a pure function.

We now understand that operator() functions in predicate classes should be pure functions, so this restriction extends to predicate functions, too. This function is as bad a predicate as the objects generated from the Bad-Predicate class:

bool anotherBadPredicate(const Widget&, const Widget&){

static int timesCalled = 0; // No! No! No! No! No! No! No!

return ++timesCalled == 3; // Predicates should be pure functions,

} // and pure functions have no state.

**Item 40. Make functor classes adaptable.**

Before proceeds with next explanation need to know blow thing:

* *Unary/Binary function object base class*
* *pointer\_to\_unary\_function/binary\_function*
* *Ptr\_func*
* *Unary\_negate/Binary\_negate*
* *adapters (not1, not2, bind1st, and bind2nd)*
* ***Unary/Binary function object base class***

This is a base class for standard unary/binary function objects.

Function objects are instances of a class with member function operator() defined.

And we can call operator() using function object like any other method call.

*unary\_function* is just a base class, from which specific unary function objects are derived. It has no operator()member defined. It simply has two public data members that are typedefs of the template parameters. It is defined as:

template <class Arg, class Result>

struct unary\_function {

typedef Arg argument\_type;

typedef Result result\_type;

};

// unary\_function example

#include <functional> // std::unary\_function

struct IsOdd : public std::unary\_function<int,bool> {

bool operator() (int number) {return (number%2!=0);}

};

int main () {

IsOdd isOddObject;

IsOdd::argument\_type input;

IsOdd::result\_type result;

std::cout << "Please enter a number: ";

std::cin >> input;

result = isOddObject (input);

}

* ***pointer\_to\_unary\_function/binary\_function***

Generates a unary function object class from a pointer to a function that takes a single argument of type Arg and returns a value of type Result.  
  
pointer\_to\_unary\_function is generally used as a type. The function [ptr\_fun](http://www.cplusplus.com/ptr_fun) can be used to directly construct an object of this type. This class is derived from [unary\_function](http://www.cplusplus.com/unary_function) and is typically defined as:

template <class Arg, class Result>

class pointer\_to\_unary\_function : public unary\_function <Arg,Result>{

protected:

Result(\*pfunc)(Arg);

public:

explicit pointer\_to\_unary\_function ( Result (\*f)(Arg) ) : pfunc (f) {}

Result operator() (Arg x) const { return pfunc(x); }

};

#include <functional>

#include <algorithm>

#include <cmath>

using namespace std;

int main () {

pointer\_to\_unary\_function <double,double> LogObject (log);

double numbers[] = {10.0, 20.0, 40.0, 80.0, 160.0};

double logs[5];

transform (numbers, numbers+5, logs, LogObject);

for (int i=0; i<5; i++)

cout << logs[i] << " ";

cout << endl;

return 0;

}

* ***Ptr\_func***

It Convert function pointer to function object (having member function operator()) and Returns a function object that encapsulates function f. Several standard [algorithms](http://www.cplusplus.com/algorithm)

and [adaptors](http://www.cplusplus.com/functional) are designed to be used with function objects. It is defined as:

template <class Arg, class Result>

pointer\_to\_unary\_function<Arg,Result> ptr\_fun (Result (\*f)(Arg)){

return pointer\_to\_unary\_function<Arg,Result>(f);

}

template <class Arg1, class Arg2, class Result>

pointer\_to\_binary\_function<Arg1,Arg2,Result> ptr\_fun (Result (\*f)(Arg1,Arg2)){

return pointer\_to\_binary\_function<Arg1,Arg2,Result>(f);

}

Return Value: A function object equivalent to f (function pointer).

int main () {

double numbers[] = {10.0, 20.0, 40.0, 80.0, 160.0};

double logs[5];

transform (numbers, numbers+5, logs, ptr\_fun<double,double>(log));

for (int i=0; i<5; i++)

cout << logs[i] << " ";

cout << endl;

return 0;

}

* ***Unary\_negate/Binary\_negate***

Negate unary function object class. Unary function object class whose call returns the opposite of another unary function, passed to its constructor. Object of type unary\_negate are generally constructed using function [not1](http://www.cplusplus.com/not1).

template <class Predicate> class unary\_negate

: public unary\_function <typename Predicate::argument\_type,bool>{

protected:

Predicate fn\_;

public:

explicit unary\_negate (const Predicate& pred) : fn\_ (pred) {}

bool operator() (const typename Predicate::argument\_type& x) const {return !fn\_(x);}

};

struct IsOdd\_class {

bool operator() (const int& x) const {return x%2==1;}

typedef int argument\_type;

} IsOdd\_object;

int main () {

std::unary\_negate<IsOdd\_class> IsEven\_object (IsOdd\_object);

int values[] = {1,2,3,4,5};

int cx;

cx = std::count\_if ( values, values+5, IsEven\_object );

std::cout << "There are " << cx << " elements with even values.\n";

return 0;

}

**Binary\_negate**: Negate binary function object class. Binary function object class whose call returns the opposite of another binary function, passed to its constructor. Object of type binary\_negate are generally constructed using function [not2](http://www.cplusplus.com/not2).

template <class Predicate> class binary\_negate : public binary\_function <typename Predicate::first\_argument\_type, typename Predicate::second\_argument\_type, bool>

{

protected:

Predicate fn\_;

public:

explicit binary\_negate ( const Predicate& pred ) : fn\_ (pred) {}

bool operator() (const typename Predicate::first\_argument\_type& x,

const typename Predicate::second\_argument\_type& y) const {

return !fn\_(x,y);

}

};

int main () {

std::equal\_to<int> equality;

std::binary\_negate < std::equal\_to<int> > nonequality (equality);

int foo[] = {10,20,30,40,50};

int bar[] = {0,15,30,45,60};

std::pair<int\*,int\*> firstmatch,firstmismatch;

firstmismatch = std::mismatch (foo,foo+5,bar,equality);

firstmatch = std::mismatch (foo,foo+5,bar,nonequality);

std::cout << "First mismatch in bar is " << \*firstmismatch.second << "\n";

std::cout << "First match in bar is " << \*firstmatch.second << "\n";

return 0;

}

Output:

|  |
| --- |
| First mismatch in bar is 0  First match in bar is 30 |

* ***adapters (not1, not2, bind1st, and bind2nd)***

**not1:** Return negation of unary function object

template <class Predicate>

unary\_negate<Predicate> not1 (const Predicate& pred){

return unary\_negate<Predicate>(pred);

}

Constructs a unary function object (of a [unary\_negate](http://www.cplusplus.com/unary_negate) type) that returns the opposite of *pred* (as returned by operator !).

struct IsOdd {

bool operator() (const int& x) const {return x%2==1;}

typedef int argument\_type;

};

int main () {

int values[] = {1,2,3,4,5};

int cx = std::count\_if (values, values+5, std::not1(IsOdd()));

std::cout << "There are " << cx << " elements with even values.\n";

return 0;

}

**Not2:** Return negation of binary function object

Constructs a binary function object (of a [binary\_negate](http://www.cplusplus.com/binary_negate) type) that returns the opposite of *pred* (as returned by operator !). A binary function object with the opposite behavior of pred.

template <class Predicate>

binary\_negate<Predicate> not2 (const Predicate& pred){

return binary\_negate<Predicate>(pred);

}

int main () {

int foo[] = {10,20,30,40,50};

int bar[] = {0,15,30,45,60};

std::pair<int\*,int\*> firstmatch,firstmismatch;

firstmismatch = std::mismatch (foo, foo+5, bar, std::equal\_to<int>());

firstmatch = std::mismatch (foo, foo+5, bar, std::not2(std::equal\_to<int>()));

std::cout << "First mismatch in bar is " << \*firstmismatch.second << '\n';

std::cout << "First match in bar is " << \*firstmatch.second << '\n';

return 0;

}

----------------------------------------------------------------------------------------------

Suppose We have a list of Widget\* pointers and a function to determine whether such a pointer identifies a Widget that is interesting:

list<Widget\*> widgetPtrs;

bool islnteresting(const Widget \*pw);

list<Widget\*>::iterator i = find\_if(widgetPtrs.begin(), widgetPtrs.end(), islnteresting);

if ( i != widgetPtrs.end()) {

// process the first interesting pointer-to-widget

}

Not if we want to find out first Widget pointer which is not interesting: not(islnteresting).

However below line of code not will compile.

list<Widget\*>::iterator i=find\_if(widgetPtrs.begin(), widgetPtrs.end(), not1(islnteresting))

Instead of that need to apply this:

i = find\_if(widgetPtrs.begin(), widgetPtrs.end(), not1(**ptr\_func**( islnteresting))); //fine

Consider the below example:

struct IsOdd{

bool operator() (const int& x) const { return x % 2 == 1; }

};

int values[] = { 1,2,3,4,5 };

int cx = std::count\_if(values, values + 5, std::not1(IsOdd()));

std::cout << "There are " << cx << " elements with even values.\n";

Above example will not work. If we change the definition of IsOdd() like below then will start working:

struct IsOdd:public unary\_function<const int& ,bool > {

bool operator() (const int& x) const { return x % 2 == 1; }

};

OR,

struct IsOdd {

bool operator() (const int& x) const { return x % 2 == 1; }

typedef int argument\_type;

};

Why?

Not1 demands the typedefs, which is absent in IsOdd() method. Either we extend the interface unary\_function or define typedef both will work. Similarly, islnteresting lacks the typedefs that not1 demands.

Other ways we can do one thing applay ptr\_fun on IsOdd() method, which convert normal function to slandered function object (implemented with unary\_function or binary\_function).

Note: Each of the four standard function adapters (not1, not2, bind1st, and bind2nd) requires the existence of certain typedefs. So, either we write the correct function object with all required typedef or convert any predicate (function which returns bool) to standard predicate class (function object having operator () and well defined typedef like Arg and Result) using ptr\_fun.

Function objects that provide the necessary typedefs are said to be *adaptable,* while function objects lacking these typedefs are not adaptable. Adaptable function objects can be used in more contexts than can function objects that are not adaptable, so we should make our function objects adaptable whenever we can.

So, what are those typedefs?

Ans: argument\_type, first\_argument\_type, second\_argument\_type, and result\_type e.t.c.

Different kinds of functor classes are expected to provide different subsets of these names

which not easy to remember.

Any ways we don't need to know anything about these typedefs. That's because the conventional way to provide them is to inherit them from a base class, or. more precisely, a base struct. For functor classes whose operator() takes one argument, the struct to inherit from is std::unary\_function. For functor classes whose operator() takes two arguments, the struct to inherit from is std::binary\_function.

unary\_function and binary\_function are templates, so we can't inherit from them directly. Instead that we can inherit from structs they generate, and that requires to specify some type arguments. Here are a couple of examples:

template<typename T>

class MeetsThreshold: public std::unary\_function<Widget, bool>{

private:

const T threshold;

public:

MeetsThreshold(const T& threshold);

bool operator()(const Widget&) const;

…

};

struct WidgetNameCompare: std::binary\_function<Widget, Widget, bool>{

bool operator()(const Widget& lhs, const Widget& rhs) const;

};

In above example we can see how argument type and return type passed in unary and binary functions. Also we can notice, MeetsThreshold is a class, while WidgetNameCompare is

a struct. MeetsThreshold has internal state (its threshold data member), and a class is

the logical way to encapsulate such information. WidgetNameCompare has no state,

hence no need to make anything private. Declaration of such functors as classes or structs is purely a matter of personal style.

Look again at WidgetNameCompare:

struct WidgetNameCompare: std::binary\_function<Widget, Widget, bool> {

bool operator()(cost Widget& lhs, const Widget& rhs) const;

}

Even though operator's arguments are of type const Widget&, the type passed to binary\_function is Widget. In general, non-pointer types passed to unary\_function or binary\_function have consts and references stripped off.

The rules change when operator() takes pointer parameters. Here's a struct analogous to WidgetNameCompare, but this one works with Widget\* pointers:

struct PtrWidgetNameCompare: std::binary\_function<const Widget\*, const Widget\*, bool> {

bool operator()(const Widget\* lhs, const Widget\* rhs) const;

}

Here, the types passed to binary\_function are the *same* as the types taken by operator(). The general rule for functor classes taking or returning pointers is to pass to unary\_function or binary\_function whatever types operator() takes or returns.

**Note: Functor class inherited with binary or unary base class makes “class adoptable”.**