***Vectors***

1. **why should I use vector?**

Vector is a template-based container that behaves just like a Dynamic Array. It can expand its memory at run time and always store elements in contiguous memory location just like Array. We can store any type of element in vector by specifying the type as template argument.

**Ordered Collection:** In vector all elements will remain in same order in which they are inserted.

**Provides random access:** Indexing is very fast in vector using opeartor [], just like arrays.

**Performance:** It Performs better if insertion and deletion is in end only and gives worst performance if insertion/deletion is at middle or at starting of vector.

**Contains Copy:** It always stores copy of the object not the same reference. So, if you are adding objects of user defined classes the you should define copy constructor and assignment operator in you class.

# How does vector work internally ?

vector allocates a memory on heap and store all its elements in contiguous memory location. But what if memory it allocated initially is filled?

a.) It will allocate a bigger chunk of memory on heap i.e. almost double the size of previously allocated.  
b.) Then it copies all the elements from old memory location to new one. Yes it copies them, so in case our elements are user defined objects then their copy constructor will be called. Which makes this step quite heavy in terms of speed.  
c.) Then after successful copying it deletes the old memory.

We can check the current capacity of vector i.e. how much elements it can store in current allocated memory using capacity() member function. To check the count of currently stored elements in vector one can use size() member function.

# 3. How to fill a vector with random numbers in C++

We can fill a std::vector with random numbers using std::generate.

template<typename \_FIter, typename \_Generator>

void generate(\_FIter start, \_FIter end, \_Generator gen);

std::generate() copies the elements i.e. it does not push elements. So, it expects that vector is already has the capacity i.e. vector’s size is already n.

We can fill random number by using lambda function or using functors.

// Initialize a vector with 10 ints of value 0

std::vector<int> vecOfRandomNums(10);

// Generate 10 random numbers by lambda func and fill it in vector

std::generate(vecOfRandomNums.begin(), vecOfRandomNums.end(), []() {

return rand() % 100;

});

struct RandomGenerator {

int maxValue;

RandomGenerator(int max) :

maxValue(max) {

}

int operator()() {

return rand() % maxValue;

}

};

struct RandomGenerator {

int maxValue;

RandomGenerator(int max) :

maxValue(max) {

}

int operator()() {

return rand() % maxValue;

}

};

// Generate 10 random numbers by a Functor and fill it in vector

std::generate(vecOfRandomNums.begin(), vecOfRandomNums.end(), RandomGenerator(500));

Here, std::generate iterates the vector from begin to end. During each iteration calls the lambda function or functors and assigns each returned value to corresponding entry in vector.

# Importance of Constructors while using User Defined Objects with std::vector

For User Defined classes if Copy Constructor and Assignment Operator are public then only one can insert it’s object in std::vector.

This is because of two reasons,

* All STL contains always stores the copy of inserted objects not the actual one. So, whenever we insert any element or object in container then it’s copy constructor is called to create a copy and then this copy is inserted in the container.
* While insertion in std::vector it might be possible that storage relocation takes place internally due to insufficient space. In such cases assignment operator will be called on objects inside the container to copy them from one location to another.

std::vector<Sample> vecOfSample(2); //Size is 2

Here 2 objects of Sample will be created using default constructor. But if default constructor is not available then it will give compile error.

std::vector<Sample> vecOfSample;

vecOfSample.reserve(10); //Size is 0 Capacity is 10.

Note: reserve() just increases the capacity of vector not the size.

# How to use vector efficiently in C++?

**1.) Vector will be more efficient if elements are inserted or removed from the backend only: V**ector internally stores all the elements in consecutive memory location. Therefore, if an element is added/erased in middle, then vector right and left respectively shifts all the right-side elements of that location by 1. Also, if elements were user defined objects then copy constructors for all those elements are called.

# ****2.)  Set the storage of vector initially using reserve() member function:****

# reserve() function requests the vector capacity to be at least enough to contain n elements. It only increases the vector’s capacity, size remains same.

**3.)  Instead of adding single element in multiple calls, large set of elements is added in single call:**

Adding single element can cause

* Shifting of some elements in vector.
* Allocation of new memory and movement of all elements on new location.

If we add a single element multiple times than all the above things can happen multiple times. Whereas, if we insert elements in together i.e. in a set than this shifting and copying can happen only once. vector can check if it has the capacity to store **n** elements or not or it needs to shift some elements by **n** location.

# vector and Iterator Invalidation

An Iterator becomes invalidate when the container it points to changes its shape internally i.e. move elements from one location to another and the initial iterator still points to old invalid location.

**Iterator invalidation in vector happens when,**

* An element is inserted to vector at any location
* An element is deleted from vector.

std::vector<int> vecArr;

for (int i = 1; i <= 10; i++)

vecArr.push\_back(i);

// Erase and element with value 5.

auto it = std::find(vecArr.begin(), vecArr.end(), 5);

if (it != vecArr.end())

vecArr.erase(it);

// Now iterator 'it' is invalidated because it still points to

// old location, which has been deleted. So, if you will try to

// do the use the same iterator then it can show undefined

// behavior.

for (; it != vecArr.end(); it++)   // Unpredicted Behavior

std::cout << (\*it) << "  ";          // Unpredicted Behavior

erase() function returns an iterator pointing to the new location of the element that followed the last element erased by the same function. Also, if the element deleted was the last element of the container then it returns the end of the container.

// Erase and element with value 5.

auto it = std::find(vecArr.begin(), vecArr.end(), 5);

if(it != vecArr.end())

   it = vecArr.erase(it);

**Iterator Invalidation Example on Element Insertion in vector:**

When a new element is inserted in vector then it internally shifts its elements and hence the old iterators become invalidated. Reasons for element shift are as follows,

* If element is inserted in between then it shifts all the right elements by 1.
* If the new size of vector is more than its current capacity, then it relocates a bigger chunk of memory and copies all the elements there.

it = vecArr.begin();

    vecArr.insert ( it + 2 , 1 , 200 ); // Insert an element in position 2,

    // Now old iterator it has become invalidated

    // SO, using it as it is can result in undefined behavior

    for(; it != vecArr.end(); it++)   // Undefined Behavior

        std::cout<<(\*it)<<"  ";          // Undefined Behavior

Solution: After calling the insert function update the value of iterator **‘it’**i.e. by re-assigning it.

// Insert an element in position 2,

vecArr.insert ( it + 2, 1 , 200 );

// Reinitialize the invalidated iterator to the begining.

it = vecArr.begin();

# *Use Erase-Remove idiom for removing elements from vector.*

# Let’s say vector contain following numbers 1,2,5,4,5,1,5,7,8,9. Now we want to delete all the occurrences of 5 from it, so that vector contents should become – 1 2 4 1 7 8 9 .

std::remove transforms the given range into a range with all the elements that compare not equal to given element shifted to the start of the container. So, don’t remove the matched elements. It just shifted the non-matched to starting and gives an iterator to new valid end. It just requires O(n) complexity.

Output of remove algorithm will be : 1 2 4 1 7 8 9 ? ? ?

Now use vector’s erase function to delete elements from new end to old end of vector. It requires O(1) time.

vec.erase(std::remove(vec.begin(), vec.end(), elem), vec.end());

vec.erase(std::remove\_if(vec.begin(), vec.end(), predicate), vec.end());

# Be careful with hidden cost of std::vector for user defined objects.

class Item {

public:

static int m\_ConstructorCalledCount;

static int m\_DestCalledCount;

static int m\_CopyConstructorCalledCount;

Item() {

m\_ConstructorCalledCount++;

}

~Item() {

m\_DestCalledCount++;

}

Item(const Item& obj) {

m\_CopyConstructorCalledCount++;

}

};

int Item::m\_ConstructorCalledCount = 0;

int Item::m\_CopyConstructorCalledCount = 0;

int Item::m\_DestCalledCount = 0;

And we want to create a vector of 10000 Item objects. So, let’s create a factory class for it:

class ItemFactory{

public:

static std::vector<Item> getItemObjects(int count){

std::vector<Item> vecOfItems;

vecOfItems.reserve(count);

for (int var = 0; var < count; ++var) {

vecOfItems.push\_back(Item());

}

return vecOfItems;

}

};

int count = 10000;

std::vector<Item> vecOfItems;

vecOfItems = ItemFactory::getItemObjects(count);

std::cout << "Total Item Objects constructed = " << (Item::m\_ConstructorCalledCount + Item::m\_CopyConstructorCalledCount);

std::cout << "Constructor called " << Item::m\_ConstructorCalledCount << "times";

std::cout << "Copy Constructor called " << Item::m\_CopyConstructorCalledCount;

std::cout << "Total Item Objects destructed = " << Item::m\_DestCalledCount;

Above code seems fine, we created 10000 objects of class Item. But while creating these 10000 objects we wasted  20000 objects, that’s double of what we needed.
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# Culprit in this case is the getItemObjects function from ItemFactory class:

* Inside the for loop we created 10000 objects, so constructor is called 10000 times.
* Then after creating every object we inserted the newly created object in vector 10000 times, therefore copy constructor is called 10000 times and destructor of old 10000 Item object is called.
* In last line of function, we returned the vector and all its content was copied to vecOfItems vector, so again 10000 times copy constructor is called and destructor of old 10000 Item object is called.

Now with a small change we can reduce the wasted object count to 10000 from 20000.

# std::vector<Item> vecOfItems = ItemFactory::getItemObjects(count);

# With this, instead of copying 10000 objects, all objects will be moved to new vector. So, now output will be:

# 

# But still we are wasting 10000 objects. How to fix that?

# Instead of returning the whole new vector from factory function, just passing the new vector as a reference to factory function

static void getItemObjects(std::vector<Item> & vecItems, int count){

vecItems.assign(count, Item());

}
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1. Just use the vector’s assign function to create the 10000 copies of 1 object i.e.

static std::vector<Item> getItemObjects( int count){

std::vector<Item> vecOfItems;

vecOfItems.assign(count, Item());

return vecOfItems;

}
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# Map Tutorial Part 1: Usage Detail with examples

Map is an associative container that store elements in key-value pair.

## **Benefits of using std::map :**

* It stores only unique keys and that too in sorted order based on its assigned sorting criteria.
* As keys are in sorted order therefore searching element in map through key is very fast i.e. it takes logarithmic time.
* In std::map there will be only one value attached with the every key.
* std::map can be used as associative arrays.
* It might be implemented using balanced binary trees.

## **Different between operator [] and insert function:**

If specified key already existed in map, then operator [] will silently change its value whereas insert will not replace already added key instead it returns the information i.e. if element is added or not. e.g.

# Using User defined class objects as keys in std::map

We have two options:

* **Overloading operator < for sorting of keys :** Default sorting criteria i.e. operator < defined for our Class.

class User

{

std::string m\_id;

std::string m\_name;

public:

User(std::string name, std::string id)

:m\_id(id), m\_name(name)

{}

const std::string& getId() const {

return m\_id;

}

const std::string& getName() const {

return m\_name;

}

bool operator< (const User& userObj) const { //Overloaded Operator.

if (userObj.m\_id < this->m\_id)

return true;

}

## };

std::map<User, int> m\_UserInfoMap;

    m\_UserInfoMap.insert(std::make\_pair<User, int>(User("Mr.X", "3"), 100) );

    m\_UserInfoMap.insert(std::make\_pair<User, int>(User("Mr.X", "1"), 120) );

    m\_UserInfoMap.insert(std::make\_pair<User, int>(User("Mr.Z", "2"), 300) );

*Note: I usually prefer custom comparator instead of that.*

* **Using Comparator for sorting of keys: M**ap should be assigned with an external sorting criterion i.e. comparator that can compare two objects of your user defined class.

struct UserNameComparator: public binary\_function< User, User,bool>{

bool operator()(const User & left, const User & right) const {

return (left.getName() > right.getName());

}

};

std::map<User, int, UserNameComparator> m\_UserInfoMap;

m\_UserInfoMap.insert(std::make\_pair<User, int>(User("Mr.X", "3"), 100));

m\_UserInfoMap.insert(std::make\_pair<User, int>(User("Mr.X", "1"), 120));

m\_UserInfoMap.insert(std::make\_pair<User, int>(User("Mr.Z", "2"), 300));

# Set vs Map : How to choose a right associative container ?

**Set :**

* Set is an associative container which we need to store unique elements.
* It always keeps the elements in sorted order.
* Internally it maintains a balanced binary search tree of elements. Therefore, when we search an element inside the set then it takes only log(n) complexity to search it.

**Important Point about set – Once added then cannot change i.e.**

Each element added inside the set is const i.e. you cannot modify that element, because if you could, then it would hamper set’s internal data structure i.e. it will lose its internal balanced binary search tree property and results in undefined behavior.

*But what if want to associate some Value with this key and want to change that associated value at run time. Then we need something other than SET and that’s it MAP.*

**Map:**

* Map is an associative container that is used to store key-value pair of elements with unique keys.
* It always keeps the inserted pairs in sorted order based on the key.
* Internally it maintains a balanced binary search tree to store keys. Therefore, when searching key inside the map takes only log(n) complexity.
* We cannot modify the key of any inserted pair in map.
* We can modify the value associated with a key in any inserted pair in map.

**When to choose SET and when MAP?**

So, if you want to maintain a data structure of unique keys only without any associated value that plan to modify in future then use set. If you want to modify any element in set, then erase it and then insert the new one. Whereas, use map if you want to maintain a data structure of unique keys and some associated value with each key that you want to change in future.

Unordered\_map

Unordered\_map provides a functionality of map i.e. it stores the elements in key value pair and with unique key only.

Unordered\_map internally uses the hashing to achieve this. It internally uses a hash table to implement this hashing feature. In an unordered\_map elements are stored in a key value pair combination. But elements are stored in arbitrary order unlike associative containers where elements were stored in sorted order of keys.

string str = "Rajeev Kumar Sharma";

map<char, int> mp;

unordered\_map<char, int> um;

for (char c : str) mp[c]++; //Count number of char in str.

for (char c : str) um[c]++; //Count number of char in str.

for (auto &iter : mp) cout << iter.first <<"->" << charToShort(iter.first)

<< " " << iter.second << endl;

for (auto &iter : um) cout << iter.first <<"->" <<charToShort(iter.first)

<< " " << iter.second << endl;

![](data:image/png;base64,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)

Here we can clearly see the oput of Map in sorted order while

Unordered\_map in random order.

| map | unordered\_map

---------------------------------------------------------

Ordering | increasing order | no ordering

| (by default) |

Implementation | Self balancing BST | Hash Table

| like R & B tree |

search time | log(n) | O(1) -> Average

| | O(n) -> Worst Case

Insertion time | log(n) + Rebalance | Same as search

Deletion time | log(n) + Rebalance | Same as search

## How unordered\_map store elements?

Whenever we try to insert an element in a unordered\_map, it internally does the following steps:

* First hash of key is calculated using Hasher function and then based on that hash an appropriate bucket is choose.
* Once bucket is identified then it compares the key with key of each element inside the bucket using Comparator function to identify if given element is a duplicate or not.
* If it’s not a duplicate, then only it stores the element in that bucket.

Insert, find and delete into unordered\_map

//Diffrence between operator[] and insert method.

//operator[] perform insert & update operation based on key

//While MAP::insert() perform only insert. Refuse to insert or

//update when key available in container.

typedef map<char, int> CharMapType;

map<char, int> charMap;

pair<map<char, int>::iterator, bool> isInsert;

charMap['A'] = 65; //Key Not found, insert new node

charMap['B'] = 66; //Key Not found, insert new node

charMap['C'] = 67; //Key Not found, insert new node

//charMap['A'] = 100; //Key found, Update the value only.

isInsert = charMap.insert({ 'A',100 }); //Refuse to update value.

//OR, isInsert = charMap.insert(CharMapType::value\_type({ 'A',100 }));

**Like map, unordered\_map has same behavior to insert, find and erase.**

typedef std::unordered\_map<std::string, int>::iterator UOMIterator;

// Pair of Map Iterator and bool value

std::pair< UOMIterator, bool> result;

// Inserting an element through pair

result = wordMap.insert(std::make\_pair<std::string, int>("Second", 6));

//result=wordMap.insert({“Second”,6});

if (result.second == false)

cout<<”Element not inserted\n”

unordered\_map<char,int>::iterator it=um.find('R');

if (it != um.end()) {

cout << "Element found\n";

}

int &x = charMap['A']; //If Key ‘A’ is available in map, return its

x = 100; //value reference, we can also change its value.

//If key not found then create

**Erasing via key and iterator.**

*// Initialize an unordered\_map through initializer\_list*

std::unordered\_map<std::**string**, **int**> wordMap( { { "First", 1 }, { "Second",

2 }, { "Third", 3 }, { "Fourth", 4 }, { "Fifth", 5 } });

*//Erase element by key*

**if** (wordMap.erase("Second") == 1)

std::**cout** << "Element Deleted" << std::endl;

*// Iterator pointing to first element of unordered\_map*

std::unordered\_map<std::**string**, **int**>::iterator it = wordMap.find("Fourth");

*// Erase the element pointed by iterator it*

**if** (it != wordMap.**end**())

wordMap.erase(it);

**Erase while iterating**

// Erase all element whose key starts with letter 'F' in an iteration

while (it != wordMap.end()) {

// Check if key's first character is F

if (it->first[0] == 'F') {

// erase() function returns the iterator of the next

// to last deleted element.

it=wordMap.erase(it); // Or wordMap.erase(it++)

}

else

it++;

}

**Map vs unordered\_map | When to choose one over another ?**

Both std::map & std::unordered\_map store elements in key value pair & provide member functions to efficiently insert, search & delete key value pairs, but they are different in following areas:

* **Internal Implementation:**
* **Memory Usage:** Memory usage is more in unordered\_map as compared to map because unordered\_map need space for storing hash table too.
* **Time Complexity:** Time complexity for searching elements in **std::map** is

O(log n). Even in worst case it will be O(log n) because elements are stored internally as Balanced Binary Search tree (BST).

Whereas, in **std::unordered\_map** best case time complexity for searching is O(1).

If hash code function is not good then, worst case complexity can be O(n) (In case

all keys are in same bucket).

* **Using user defined objects as keys:**

For std::map to use user defined object as keys, we need to override either < operator or pass external comparator i.e. a functors or function pointer that can be used by map for comparing keys. Whereas, For **std::unordered\_map** we need to provide definition of function std::hash<K> for our key type K. Also, we need to override == operator.

**std::map** Internally store elements in a balanced BST. Therefore, elements will be stored in sorted order of keys.

**std::unordered\_map** store elements using hash table. Therefore, elements will not be stored in any sorted order. They will be stored in arbitrary order.

**When to choose map instead of unordered\_map**

* **When we need Low Memory:** Unordered\_map consumes extra memory for internal hashing, so if you are keeping millions and billions of data inside the map and want to consume less memory then choose std::map instead of std::unordered\_map.
* **When we are interested in Ordering too:**
* **When you need guaranteed Performance:** For searching an element, unordered\_map gives the complexity O(1) in best case but O(n) in worst case (if hash implementation is not perfect).

**When to choose unordered\_map instead of map**

* **When we have good hasher and no memory limitation:** Unordered\_map consumes extra memory for internal hashing. But to due to this searching complexity is O(1), if hasher function is good.

unordered\_set

**std::unordered\_set** is an STL container and its introduced in C++11. It provides a functionality of a Set i.e. it can contain the unique elements only. unordered\_set stores the elements internally using a [Hash Table](https://thispointer.com/what-is-hashing-and-hash-table/).

std::unordered\_set<T> setOfTypeT;

Elements of Type with which an unoredered\_set is declared can only be added in it. Also, all elements of Type T should be:

* Copiable or Movable
* Comparable

Why because of the element added in unordered\_set will act as both key and value for internal Hash Table. As it’s a key therefore it should be comparable and copy able.

Also, all elements in the **unordered\_set** are **immutable** i.e. they cannot be modified once inserted. They can only be deleted after the insertion.

std::unordered\_set<std::string> setOfStrs; // Creating an Unoredered\_set of type string

setOfStrs.insert("First"); // Insert strings to the set

setOfStrs.insert("second");

setOfStrs.insert("third");

  setOfStrs.insert("second"); // Try to Insert a duplicate string in set

// Iterate Over the Unordered Set and display it

for (std::string s : setOfStrs)

std::cout << s << std::endl;

Output:

third

second

First

Initialization of unoredered\_set:

int arr[] = { 2, 4, 6, 1, 3, 6, 8, 3, 2 };

// Create an unoredered set and initialize it with the array. Set will

// contain only unique elements

std::unordered\_set<int> setOfNum(arr, arr + sizeof(arr) / sizeof(int));

// Create an unoredered set and initialize it initializer\_list, Set will // contain only unique elements

std::unordered\_set<int> setOfNum2( { 1, 2, 3, 1, 3, 4, 2 });

std::vector<int> vec( { 14, 5, 6, 7 });

// Create an unoredered set and initialize it with vector

std::unordered\_set<int> setOfNum3(vec.begin(), vec.end());

## Inserting element in unordered\_set by value

std::unordered\_set provides the different overloaded versions of insert() member function to insert elements:

pair<iterator,bool> insert ( const value\_type& val );

void insert ( InputIterator first, InputIterator last );

void insert ( initializer\_list<value\_type> il );

**Insert via pair object. What does this pair contain?**

If an element equivalent to passed **element is not present in the set,** then new element will be inserted successfully and it will return the pair with following values,

* Iterator will point to newly inserted element
* Bool flag will be true.

If an element equivalent to**passed element is already present in set**, then new element will be not be inserted in set and it will return the pair with following values.

* Iterator will point to the position of first matched equivalent element.
* Bool flag will be false.

// Declare a pair of iterator and bool flag

std::pair<std::unordered\_set<int>::iterator, bool > result;

// Try to insert a Duplicate Element, it will return a pair of iterators

// and bool

result = setOfNum.insert(6);

if(result.second == false) // Check if element inserted or not

std::cout<<"Failed to Insert 6"<<std::endl;

**How to search, if an element is present in an unordered\_set or not?**

std::unordered\_set provides a member function find () that accepts an element of same type as set and search for that element in set. If element is found, then it returns the iterator pointing to that element else it returns an iterator pointing to end of set.

std::unordered\_set<int> setOfNum( { 1, 2, 3, 1, 3, 4, 2 });

std::unordered\_set<int>::const\_iterator it = setOfNum.find(4);

if (it != setOfNum.end())

std::cout << "4 exist in the set" << std::endl;

it = setOfNum.find(9);

if (it == setOfNum.end())

std::cout << "9 dont exist in the set" << std::endl;

Using unordered\_set with custom hasher and comparison function

Unordered\_set uses the Hash table implementation to provide the set functionality. Whenever we insert an element in unordered\_set two things happen:

* It calls the hasher function on passed element and compute the hash code. Now based on this hash code it selects the appropriate bucket for the element.
* Then compares the given element with all the elements in the bucket to check if any similar element is already present. If not, then it stores the element in that bucket.

Therefore, if two elements are equal then there hash code should always be same. Otherwise it will impossible to search for correct element in unordered\_set.

While declaring an unordered\_set we provides the type of element that can be stored in set. Along with that we can also provide the type of custom hasher and comparison functions.

Now, suppose our unordered\_set is of type T and didn’t supplied any default custom hasher function and comparison function. Then in that case default hasher and comparison function will be used i.e.

* std::hash<T>()
* std::equal\_to<T>

For example, if create a unordered\_set of std::string:

std::unordered\_set<std::string> setOfStrs;

Above unordered\_set uses the default hasher and comparison function and it is equivalent to:

unordered\_set<string, std::hash<string>,std::equal\_to<string> > setOfStrs;

std::hash calculates the hash of primitive data types and std::equals\_to internally calls == function on the passed elements for comparison. Let’s see an example of  custom hasher and comparison function.

Custom Hasher and Comparator for unordered\_set of unique length strings

Suppose, we want to create an std::unordered\_set of std::string and want to store strings of unique lengths only. As, the default equals\_to<>() function uses the == operator to compare the elements. But in our scenario, we want to compare elements based on length i.e. two elements should be considered equal if they have the same length. For that we need to create our custom Comparison Function i.e.

// Custom comparator that compares the string objects by length

struct StringEqualBySize {

public:

bool operator()(const std::string & str1, const std::string & str2) const{

if (str1.length() == str2.length())

return true;

else return false;

}};

For example, according to above compare function “abc” and “def” are equal because their length is same. But their hash code can be different if computed with default std::hash<std::string>. Therefore, we need custom hasher function, so that elements which are equal based on above compare function should have same hash code.

// Custom Hash Functor that will compute the hash on the passed string

// objects length

struct StringHashBySize {

public:

size\_t operator()(const std::string & str) const {

int size = str.length();

return std::hash<int>()(size);

}

};

Declaring unordered\_set with custom hasher and compare function:

// Declaring unordered\_set with Custom Hash Function and comparator

unordered\_set<std::string, StringHashBySize, StringEqualBySize> setOfStrs;

# How to use Unordered\_set with User defined classes

std::unordered\_set uses the hasher and comparison function. For primitive data types like int, string etc. default hasher and comparison functions will work i.e.

* std::hash<T>()
* std::equal\_to<T>

But for User defined Objects, these default implementations will not work. We need to provide some extra to make this default functions work.

There are 2 ways to make an unordered\_set of User Define Types / Classes i.e.

* Create special functions to make default std::hash<> & std::equals\_to<> functions to work with User Defined classes
* Creating Custom Hasher and Comparison Functors and pass it to unordered\_set.

Let’s see them one by one. But, first create a Student class i.e.

class Student{

int mId;

std::string mName;

public:

Student(int id, std::string name) :mId(id), mName(name){}

void displayInfo(){

std::cout << mId << " :: " << mName << std::endl;

}

bool operator ==(const Student & obj) const {

if (mId == obj.mId) return true;

else return false;

}

Int getId() const {return mId;}

std::string getName() const {

return mName;

}

# };

## Unordered\_set of User Defined Class with default Hasher & Comparison Function

Let’s create an unordered\_set of type Student that should store unique Student objects based on ID.

// Declaring unordered\_set of Student

std::unordered\_set<Student> setOfStudents;

Here, we have not provided any Custom Hasher or Comparison function hence default hasher and comparison function will be used.

**Default Hasher Function for class Student**

std::hash<Student>(const Student & obj);

**Default Comparison Function for class Student**

std::equals\_to<Student>(const Student & obj1,const Student & obj2 );

This will internally class the == operator() function. So, to make this unordered\_set<Student> work, we need to implement the above hasher and == operator for class Student.

**Implementing std::hash<Student>**

namespace std{

template<>

struct hash<Student>{

size\_t operator()(const Student & obj) const {

return hash<int>()(obj.getId());

}

};

}

It will compute the hash on only member variable ID for an object of class Student.

**Implementing == operator for class Student,**

This will compare the ID only to check if two objects of class Student are equal or not i.e.

bool operator ==(const Student & obj) const{

if (mId == obj.mId) return true;

else return false;

}

Now we can use the std::unordered\_set of type Student with default hasher and comparator i.e.

std::unordered\_set<Student> setOfStudents;

// Inserting elements

setOfStudents.insert(Student(11, "John"));

setOfStudents.insert(Student(12, "Harry"));

setOfStudents.insert(Student(13, "Ritz"));

setOfStudents.insert(Student(14, "John"));

// Trying to insert with duplicate ID

// It will not be inserted

auto res = setOfStudents.insert(Student(12, "Varun"));

if (res.second == false)

std::cout << "Failed to insert with ID 12" << std::endl;

The above Unordered Set will store elements with unique size only. Now, suppose a new requirement comes and we also want to store objects in a new unoredered\_set with unique names instead of unique ID. How to do that?

## unordered\_set of User Defined Class with Custom Hasher and Comparator

As, now we need to create a new unordered\_set of type Student that can store unique Student objects based on name instead of ID, so we cannot use the above implementation of std::hash<Student> and operator==.

So, to achieve this we can create custom Hasher and Comparator.

**Custom Hasher for class Student**

It will compute the hash based on name of Student:

// Custom Hash Functor that will compute the hash on the

// passed string objects length

struct StudentHasher{

size\_t operator()(const Student & obj) const{

return std::hash<std::string>()(obj.getName());

}

};

**Custom Comparator for class Student,**

It will compare the two Student objects based on name instead of ID i.e

// Custom comparator that compares the string objects by length

struct StudentComparator{

bool operator()(const Student & obj1, const Student & obj2) const{

if (obj1.getName() == obj2.getName())

return true;

return false;

}

};

// Declaring unordered\_set of Student

std::unordered\_set<Student, StudentHasher, StudentComparator> setOfStudByName;

***Hashing with Chaining Code.***

long HashCode(std::string text) {

long hash = 0;

size\_t strlen = text.length(), i;

char character;

if (strlen == 0)

return hash;

for (i = 0; i < strlen; i++) {

character = text.at(i);

hash = (31 \* hash) + static\_cast<short>(character);

}

return hash;

}

template<typename K,typename V>

class HashNode{

public:

K m\_key;

V m\_value;

HashNode<K, V> \*m\_pNext; // Reference to next node

HashNode(K key, V value) :m\_key(key), m\_value(value),m\_pNext(NULL) {}

};

template<typename K, typename V>

class HashTable {

vector< HashNode<K, V>\* > bucketArray; // bucketArray is used to store array

// of chains

int numBuckets; // Current capacity of array list(bucketArray)

int size; // Current size of array list

// This implements hash function to find index for a key

int getBucketIndex(K key) {

long hashCode = HashCode(to\_string(key));

int index = hashCode % numBuckets;

return index;

}

public:

HashTable(const int sz) {

numBuckets = sz;

size = 0;

//bucketArray.reserve(sz);

for (int i = 0; i < numBuckets; i++) { // Create empty chains

bucketArray.push\_back(NULL);

}

}

~HashTable() {

for (int i = 0; i < numBuckets; i++) {

HashNode<K, V> \*head = bucketArray[i];

while (head) {

HashNode<K, V> \*tmp = head;

cout << "index:: " << i <<"Key:: "<< head->m\_key << endl;

head = head->m\_pNext;

delete tmp;

}

}

}

int getSize() { return size; }

bool isEmpty() { return bucketArray->empty(); }

void insert(pair<K, V> &tupple) {

int index = getBucketIndex(tupple.first);

HashNode<K, V> \*walker = bucketArray[index];

if (walker == NULL) {

walker = new HashNode<K, V>(tupple.first, tupple.second);

size++;

bucketArray[index] = walker;

}

else {

while (walker->m\_pNext) { // If Key is already present

if ((walker)->m\_key == tupple.first) {

(walker)->m\_value = tupple.second; // Only update the value of existing key and return

return;

}

walker = (walker)->m\_pNext; // Otherwise point to the last of list.

}

size++;

walker->m\_pNext = new HashNode<K, V>(tupple.first, tupple.second);

}

// load\_factor processing. If load factor goes beyond threshold, then

// double hash table size.

if ((1.0\*size) / numBuckets >= 0.7){

bucketArray.resize(numBuckets \* 2);

numBuckets = numBuckets \* 2;

/\*

vector< HashNode<K, V>\* > tmp; // Creates the tmp Vector of array

for (int i = 0; i < numBuckets\*2; i++) { // Creates empty chains.

tmp.push\_back(NULL);

}

for (int i = 0; i < numBuckets; i++) {

if( bucketArray[i] )

tmp[i] = bucketArray[i];

}

bucketArray = tmp;

numBuckets = numBuckets \* 2;

\*/

}

}

void displayHashTable() {

for (int i = 0; i < numBuckets; i++) {

cout << "[" << i <<"]:: ";

HashNode<K, V> \*head = bucketArray[i];

while(head) {

cout<<head->m\_key<< " --> "<<head->m\_value.c\_str()<<"--> ";

head = head->m\_pNext;

}

cout << endl;

}

}

V getElement(const K key) {

int index = getBucketIndex(key);

HashNode<K, V> \*head = bucketArray[index];

while (head){

if (head->m\_key == key) {

return head->m\_value;

}

head = head->m\_pNext;

}

return NULL;

}

bool removeElement(const K key) {

int index = getBucketIndex(key);

HashNode<K, V> \*head = bucketArray[index];

if (head == NULL)

return false;

else {

if (head->m\_key == key) { //key found at begning the of the list.

bucketArray[index] = head->m\_pNext; //update the base

//address.

delete head; //Delete node

size--; //decrement Hash table size

return true; //return success.

}

while (head->m\_pNext) { //Key found at mid or end of the list

HashNode<K, V> \*prev = head;//keep track of prev node

head = head->m\_pNext; //Advance the ptr, because we

//already checked it.

if (head->m\_key == key) {

if (head->m\_pNext) { //Key found but not last node.

prev->m\_pNext = head->m\_pNext;

delete head;

}

else { //Key found but last node.

prev->m\_pNext = NULL;

delete head;

}

size--;

return true;

}

}

}

return false;

}

};

int main() {

HashTable<int, std::string> hTbl(11);

hTbl.insert(make\_pair<int, std::string>(123122, "CCU"));

hTbl.insert(make\_pair<int, std::string>(123123, "DDH"));

hTbl.insert(make\_pair<int, std::string>(123129, "RNC"));

hTbl.insert(make\_pair<int, std::string>(123772, "NDLS"));

hTbl.insert(make\_pair<int, std::string>(123984, "BLR"));

hTbl.insert(make\_pair<int, std::string>(186120, "PAT"));

hTbl.insert(make\_pair<int, std::string>(146126, "HYD"));

hTbl.insert(make\_pair<int, std::string>(145425, "KAN"));

hTbl.insert(make\_pair<int, std::string>(733122, "DDN"));

hTbl.displayHashTable();

cout << "----------------------------------------------\n";

//hTbl.removeElement(123984);

//hTbl.removeElement(123122);

//hTbl.removeElement(733122);

cout << hTbl.getElement(733122).c\_str();

//hTbl.displayHashTable();

}