SQLite Database

**Python SQLite**

**Python SQLite3** module is used to integrate the SQLite database with Python. It is a standardized Python DBI API 2.0 and provides a straightforward and simple-to-use interface for interacting with SQLite databases. There is no need to install this module separately as it comes along with Python after the 2.5x version.

This Python SQLite tutorial will help to learn how to use SQLite3 with Python from basics to advance with the help of good and well-explained examples and also contains Exercises for honing your skills.

**Introduction**

* [Introduction to SQLite in Python](https://www.geeksforgeeks.org/introduction-to-sqlite-in-python/)

SQLite is a lightweight, fast and embedded SQL database engine. SQLite is perfect for small to medium-sized applications, prototyping, embedded systems and local data storage in [Python](https://www.geeksforgeeks.org/python-programming-language/)applications because it doesn't require a separate server process like other relational database management systems (RDBMS) like **MySQL**or **PostgreSQL**.

**Features of SQLite:**

1. Serverless
2. Self-Contained
3. Zero-Configuration
4. Transactional
5. Single-Database

We don't need to install anything additional to get started because Python has built-in support for SQLite through the **sqlite3 module**. Let's understance each of the features in detail.

**Serverless**

Generally, an [RDBMS](https://www.geeksforgeeks.org/rdbms-benefits-and-limitations/)such as **MySQL**, **PostgreSQL**, etc., needs a separate server process to operate. The applications that want to access the database server use**TCP/IP**protocol to send and receive requests and it is called **client/server**architecture. The diagram below illustrates the working of relational databases:
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SQLite does not require a **server**to run. SQLite database read and write directly from the database files stored on disk and applications interact with that SQLite database. It is one of SQLite's biggest advantages is that it is **serverless**. Here's what that means:

* There is no separate server process to manage. The SQLite engine is**embedded directly** into the **application**.
* All you need is the **SQLite database file**, your program can **read**from and **write**to it without connecting to a remote service.
* This reduces **overhead**, **setup complexity** and **dependencies**, making SQLite perfect for desktop apps, mobile apps, IoT devices or lightweight data-driven Python scripts.
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**Self-Contained**

SQLite is self-contained, here's what it means:

* It has **no external dependencies**. Everything it needs is included in a**single library**.
* The entire database (**schema + data**) is stored in a single **.sqlite** or **.db** file.
* This file can be **copied**,**backed up**, **shared** or moved like any other document.

**Key benefits of being Self-Contained:**

* **Portability**: Move the database file across machines or platforms without worrying about data loss or corruption.
* **Integration**: Easily bundle SQLite databases within applications, especially Python packages or tools.

**Zero-Configuration**

Unlike other databases, SQLite requires zero setup:

* No configuration files or startup services are needed.
* You can start using SQLite as soon as you import the sqlite3 module in Python.
* We can simply connect to a database file and if it doesn’t exist, SQLite automatically creates it.

**Example:** Connecting to a SQLite Database in Python

import sqlite3

conn = sqlite3.connect('example.db') # Creates a new database file if it doesn’t exist

cursor = conn.cursor()

**Transactional**

* SQLite supports full **ACID**(Atomicity, Consistency, Isolation, Durability) transactions:
* Every operation in **SQLite is atomic**, i.e changes are either fully applied or not applied at all.
* By default, SQLite wraps commands like INSERT, UPDATE and DELETE inside implicit transactions, ensuring data integrity.

We can also manage transactions explicitly using:

* BEGIN
* COMMIT
* ROLLBACKs.

**Transaction Control Example:**

conn.execute("BEGIN")

# perform database operations

conn.commit() # or conn.rollback() if something fails

**Single-Database**

SQLite uses a single-file database architecture, meaning:

* The entire database, i.e. tables, indexes, triggers and data, lives in a single file only.
* This simplifies database management, as there's no need to manage multiple **configuration**or **log files**.
* The file can be used across different platforms, tools and programming languages.

Benefits of Single-File Storage:

* Easy to deploy and backup.
* Makes testing and debugging easier.
* Supports concurrent read operations (though writes are serialized).

**Working of SQLite in Python**
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**Working:**

* We write Python code.
* The sqlite3 module handles connections, queries, transactions, etc.
* It interacts directly with the **.db** file (no server needed).

**Advanced Features in SQLite with Python**

While SQLite is simple to use, it offers several advanced features:

**Parameterized Queries**

To prevent SQL injection:

*cursor.execute("SELECT \* FROM users WHERE id = ?", (user\_id,))*

**Row Factory**

Fetch rows as dictionaries:

*conn.row\_factory = sqlite3.Row*

**In-Memory Databases**

For temporary, fast operations:

*conn = sqlite3.connect(':memory:')*

**Using with Statement for Safe Resource Handling:**

*with sqlite3.connect('example.db') as conn:   
cursor = conn.cursor()   
cursor.execute("SELECT \* FROM users")*

**Explanation:**

**import sqlite3:** imports Python’s built-in SQLite module, which allows interaction with SQLite databases.

**sqlite3.connect('example.db'):** establishes a connection to a SQLite database file named example.db.

* If the file does not exist, SQLite will automatically create it.
* This method returns a connection object that lets you interact with the database.

**conn.cursor():** creates a cursor object from the connection, which is used to execute SQL queries and fetch results.

* [Python SQLite – Connecting to Database](https://www.geeksforgeeks.org/python-sqlite-connecting-to-database/)

**Python SQLite - Connecting to Database**

Last Updated : 03 Feb, 2023

In this article, we'll discuss how to connect to an SQLite Database using the sqlite3 module in Python.

**Connecting to the Database**

Connecting to the SQLite Database can be established using the **connect()** method, passing the name of the database to be accessed as a parameter. If that database does not exist, then it'll be created.

sqliteConnection = sqlite3.connect('sql.db')

But what if you want to execute some queries after the connection is being made. For that, a cursor has to be created using the**cursor()** method on the connection instance, which will execute our SQL queries.

cursor = sqliteConnection.cursor()

print('DB Init')

The SQL query to be executed can be written in form of a string, and then executed by calling the **execute()**method on the cursor object. Then, the result can be fetched from the server by using the **fetchall()** method, which in this case, is the SQLite Version Number.

query = 'SQL query;'

cursor.execute(query)

result = cursor.fetchall()

print('SQLite Version is {}'.format(result))

Consider the below example where we will connect to an SQLite database and will run a simple query select sqlite\_version(); to find the version of the SQLite we are using

import sqlite3

try:

# Connect to DB and create a cursor

sqliteConnection = sqlite3.connect('sql.db')

cursor = sqliteConnection.cursor()

print('DB Init')

# Write a query and execute it with cursor

query = 'select sqlite\_version();'

cursor.execute(query)

# Fetch and output result

result = cursor.fetchall()

print('SQLite Version is {}'.format(result))

# Close the cursor

cursor.close()

# Handle errors

except sqlite3.Error as error:

print('Error occurred - ', error)

# Close DB Connection irrespective of success

# or failure

finally:

if sqliteConnection:

sqliteConnection.close()

print('SQLite Connection closed')

* [SQLite Datatypes and its Corresponding Python Types](https://www.geeksforgeeks.org/sqlite-datatypes-and-its-corresponding-python-types/)

**Storage Class in SQLite**

A storage class can be called a collection of similar DataTypes. SQLite provides the following storage classes:

| **Storage Class** | **Value Stored** |
| --- | --- |
| NULL | NULL |
| INTEGER | Signed Integer (1, 2, 3, 4, 5, or 8 bytes depending on magnitude) |
| REAL | Floating point value (8 byte IEEE floating-point numbers) |
| TEXT | TEXT string (encoded in UTF-8, UTF-16BE or UTF-16LE |
| BLOB (Binary Large Object) | Data stored exactly the way it was input, generally in binary format |

The term **Storage Class** can be used mutually with **DataType**.

**Corresponding Python Datatypes**

The SQLite DataTypes and their corresponding Python types are as follows

| **Storage Class** | **Python Datatype** |
| --- | --- |
| NULL | None |
| INTEGER | int |
| REAL | float |
| TEXT | str |
| BLOB | bytes |

The type() function can be used in python to get the class of an argument. In the program below, the type() function is used to print the classes of every value we store in a database.

***Note:*** *The program below uses the GeeksforGeeks logo as logo.png from* [*this*](https://www.geeksforgeeks.org/create-geeksforgeeks-logo-using-html-and-css/) *page for a demonstration.*

Let's take an example in which we are creating a database with the name 'gfg' and then create a table named exam\_hall having some columns which are as follows:

1. NAME (TEXT),
2. PIN (INTEGER),
3. OCCUPANCY (REAL),
4. LOGO (BLOB).

Then we insert some rows in it and check the data types of the values fetched with the help of SQL queries in Python.

*# Python3 program to demonstrate SQLite3 datatypes*

*# and corresponding Python3 types*

*# import the sqlite3 package*

**import** **sqlite3**

*# create connection to database*

cnt = sqlite3.connect('gfg.db')

*# Create a exam\_hall relation*

cnt.execute('''CREATE TABLE exam\_hall(

NAME TEXT,

PIN INTEGER,

OCCUPANCY REAL,

LOGO BLOB);''')

*# Open the logo file in read, binary mode*

*# read the image as binary data into a variable*

fileh = open('/content/JSBinCollaborativeJavaScriptDebugging6-300x160.png', 'rb')

img = fileh.read()

*# Insert tuples for the relation*

cnt.execute('''INSERT INTO exam\_hall VALUES(

'centre-a',1125,98.6,?)''', (img,))

cnt.execute('''INSERT INTO exam\_hall VALUES(

NULL,1158,80.5,?)''', (img,))

*# Query the data, print the data and its type*

*# note: Printing the image binary data is impractical due to its huge size*

*# instead number of bytes are being printed using len()*

cursor = cnt.execute('''SELECT \* FROM exam\_hall;''')

**for** i **in** cursor:

print(str(i[0])+" "+str(i[1])+" "+str(i[2])+" "+str(len(i[3])))

print(str(type(i[0]))+" "+str(type(i[1]))+" " +

str(type(i[2]))+" "+str(type(i[3]))+"**\n**")

**Output:**
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From the output of this program, the following observations can be made:

1. 'centre-a' that was inserted as **TEXT** has been interpreted by python as **str**
2. 1125, 1158 that were inserted as **INTEGER** have been interpreted by python as **int**
3. 98.6, 80.5 that were inserted as **REAL**have been interpreted by python as **float**
4. **NULL** was interpreted by python as **NoneType**
5. The logo image which was inserted in binary format as **BLOB** has been interpreted by python as **bytes**.

**SQLite Queries**

* [Python SQLite – Cursor Object](https://www.geeksforgeeks.org/python-sqlite-cursor-object/)

A **Cursor** is an object used to execute SQL queries on an SQLite database. It acts as a middleware between the SQLite database connection and the SQL commands. It is created after establishing a connection to the SQLite database. **Example:**

**import** **sqlite3**

conn = sqlite3.connect('example.db')

c = conn.cursor() *# cursor*

print(c)

**Output**

<sqlite3.Cursor object at 0x000001AB6D9F7C00>

**Explanation:** In this code, we establish a connection to an SQLite database called example.db using **sqlite3.connect('example.db')**, creating it if it doesn't exist. Then, we create a cursor object **conn.cursor()** to execute SQL commands on the database.

**Cursor object syntax**

*cursor\_object = connection\_object.cursor()*

*cursor\_object.execute("SQL QUERY")*

**Parameters:**

* **connection\_object:** An active connection to the SQLite database, created with sqlite3.connect('your\_database.db').
* **cursor\_object.execute("SQL QUERY", parameters\_tuple):**Executes an SQL query.

**Returns: cursor\_object.execute()** returns the cursor object itself. After executing a SELECT query, results can be fetched using fetchone(), fetchall() or fetchmany(size).

**Important Methods of cursor**

Let's explore key cursor methods to understand how they interact with the SQLite database, making it easier to execute queries and fetch data efficiently.

| **Method** | **Description** |
| --- | --- |
| execute(sql\_query) | Executes a single SQL query |
| executemany(sql\_query, seq\_of\_parameters) | Executes SQL query against all parameter sequences |
| fetchone() | Fetches the next row of a query result set |
| fetchall() | Fetches all (remaining) rows of a query result set |
| fetchmany(size) | Fetches the next set of rows of a result set |
| close() | Closes the cursor |

**Cursor object Examples**

**Example 1:**In this example, we are creating a new table in the SQLite database called hotel (if it doesn't already exist) and inserting the data into the table.

**import** **sqlite3**

conn = sqlite3.connect('hotel\_data.db')

c = conn.cursor()

*# Create a new table*

c.execute('''

CREATE TABLE IF NOT EXISTS hotel (

FIND INTEGER PRIMARY KEY NOT NULL,

FNAME TEXT NOT NULL,

COST INTEGER NOT NULL,

WEIGHT INTEGER

)

''')

*# Insert records*

c.execute("INSERT INTO hotel (FIND, FNAME, COST, WEIGHT) VALUES (1, 'Cakes', 800, 10)")

c.execute("INSERT INTO hotel (FIND, FNAME, COST, WEIGHT) VALUES (2, 'Biscuits', 100, 20)")

c.execute("INSERT INTO hotel (FIND, FNAME, COST, WEIGHT) VALUES (3, 'Chocos', 1000, 30)")

conn.commit()

print("Data inserted successfully.")

conn.close()

**Output**

Data inserted successfully**.**

![Folder](data:image/png;base64,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)hotel\_data.db created

**Explanation:**We connect to**hotel\_data.db**, create a cursor and use CREATE TABLE IF NOT EXISTS to create the hotel table. Three records are inserted, changes are committed with **conn.commit()** and the connection is closed.

**Example 2:** In this example, we are retrieving data from the hotel table in the SQLite database using the SELECT statement to fetch all the records.

**import** **sqlite3**

conn = sqlite3.connect('hotel\_data.db')

c = conn.cursor()

c.execute("SELECT \* FROM hotel")

*# Fetch all records*

rows = c.fetchall()

print("All Food Items:**\n**")

**for** row **in** rows:

print(f"Food ID: **{**row[0]**}**, Name: **{**row[1]**}**, Cost: **{**row[2]**}**, Weight: **{**row[3]**}**")

c.close()

**Output**

Retrieving data

**Explanation:**We connect to **hotel\_data.db**, create a cursor and execute a**SELECT \* FROM hotel**query to fetch all records. The records are printed and the connection is closed.

**Example 3:**In this example, we are retrieving specific columns (FIND and FNAME) from the hotel table in the SQLite database using the SELECT statement.

**import** **sqlite3**

conn = sqlite3.connect('hotel\_data.db')

c = conn.cursor()

c.execute("SELECT FIND, FNAME FROM hotel")

*# Fetch and print each row*

print("Food ID and Name:**\n**")

**for** row **in** c.fetchall():

print(f"Food ID: **{**row[0]**}**, Name: **{**row[1]**}**")

conn.close()

**Output**

Retrieving specific columns

**Explanation**: We connect to **hotel\_data.db**, create a cursor and execute a SELECT FIND, FNAME FROM hotel query to fetch the food ID and name. The results are printed and the connection is closed

**✅ 1. Create Table**

python

CopyEdit

import sqlite3

conn = sqlite3.connect('example.db')

cursor = conn.cursor()

cursor.execute('''

CREATE TABLE IF NOT EXISTS users (

id INTEGER PRIMARY KEY,

name TEXT NOT NULL,

age INTEGER,

email TEXT

)

''')

conn.commit()

conn.close()

**✅ 2. Insert Data**

python

CopyEdit

conn = sqlite3.connect('example.db')

cursor = conn.cursor()

cursor.execute("INSERT INTO users (name, age, email) VALUES (?, ?, ?)",

('Alice', 30, 'alice@example.com'))

# Insert multiple records

cursor.executemany("INSERT INTO users (name, age, email) VALUES (?, ?, ?)", [

('Bob', 25, 'bob@example.com'),

('Charlie', 35, 'charlie@example.com')

])

conn.commit()

conn.close()

**✅ 3. Select Data from Table**

python

CopyEdit

conn = sqlite3.connect('example.db')

cursor = conn.cursor()

cursor.execute("SELECT \* FROM users")

rows = cursor.fetchall()

for row in rows:

print(row)

conn.close()

**✅ 4. WHERE Clause**

python

CopyEdit

conn = sqlite3.connect('example.db')

cursor = conn.cursor()

cursor.execute("SELECT \* FROM users WHERE age > 30")

for row in cursor.fetchall():

print(row)

conn.close()

**✅ 5. ORDER BY Clause**

python

CopyEdit

conn = sqlite3.connect('example.db')

cursor = conn.cursor()

cursor.execute("SELECT \* FROM users ORDER BY age DESC")

print(cursor.fetchall())

conn.close()

**✅ 6. LIMIT Clause**

python

CopyEdit

conn = sqlite3.connect('example.db')

cursor = conn.cursor()

cursor.execute("SELECT \* FROM users LIMIT 2")

print(cursor.fetchall())

conn.close()

**✅ 7. JOIN Clause**

python

CopyEdit

conn = sqlite3.connect('example.db')

cursor = conn.cursor()

# Example: Create another table

cursor.execute('''

CREATE TABLE IF NOT EXISTS orders (

order\_id INTEGER PRIMARY KEY,

user\_id INTEGER,

product TEXT,

FOREIGN KEY(user\_id) REFERENCES users(id)

)

''')

cursor.execute("INSERT INTO orders (user\_id, product) VALUES (?, ?)", (1, 'Laptop'))

# Join users and orders

cursor.execute('''

SELECT users.name, orders.product

FROM users

JOIN orders ON users.id = orders.user\_id

''')

print(cursor.fetchall())

conn.commit()

conn.close()

**✅ 8. Delete Data**

python

CopyEdit

conn = sqlite3.connect('example.db')

cursor = conn.cursor()

cursor.execute("DELETE FROM users WHERE name = 'Charlie'")

conn.commit()

conn.close()

**✅ 9. DROP Table**

python

CopyEdit

conn = sqlite3.connect('example.db')

cursor = conn.cursor()

cursor.execute("DROP TABLE IF EXISTS orders")

conn.commit()

conn.close()

**✅ 10. Update Data**

python

CopyEdit

conn = sqlite3.connect('example.db')

cursor = conn.cursor()

cursor.execute("UPDATE users SET age = 28 WHERE name = 'Bob'")

conn.commit()

conn.close()

**✅ 11. Update Specific Column**

python
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conn = sqlite3.connect('example.db')

cursor = conn.cursor()

cursor.execute("UPDATE users SET email = 'bob@newdomain.com' WHERE name = 'Bob'")

conn.commit()

conn.close()

**1. Check if Table Exists in SQLite using Python**

python

CopyEdit

import sqlite3

conn = sqlite3.connect("example.db")

cursor = conn.cursor()

table\_name = 'users'

cursor.execute("""

SELECT name FROM sqlite\_master

WHERE type='table' AND name=?;

""", (table\_name,))

exists = cursor.fetchone() is not None

print(f"Table '{table\_name}' exists:", exists)

conn.close()

**✅ 2. List All Tables in SQLite**

python

CopyEdit

conn = sqlite3.connect("example.db")

cursor = conn.cursor()

cursor.execute("SELECT name FROM sqlite\_master WHERE type='table';")

tables = cursor.fetchall()

print("Tables in DB:")

for t in tables:

print(t[0])

conn.close()

**✅ 3. Alter a SQLite Table (Add New Column)**

⚠️ SQLite has **limited support for ALTER TABLE** (can only rename table or add a column)

python

CopyEdit

conn = sqlite3.connect("example.db")

cursor = conn.cursor()

cursor.execute("ALTER TABLE users ADD COLUMN phone TEXT;")

conn.commit()

conn.close()

❌ You **cannot drop columns** or **change types** directly in SQLite without recreating the table.

**✅ 4. Delete a Specific Row from SQLite Table**

python

CopyEdit

conn = sqlite3.connect("example.db")

cursor = conn.cursor()

cursor.execute("DELETE FROM users WHERE id = ?", (2,)) # Example: delete id=2

conn.commit()

conn.close()

**✅ 5. Update All Values of a Specific Column**

python

CopyEdit

conn = sqlite3.connect("example.db")

cursor = conn.cursor()

# Example: Set all phone numbers to a default value

cursor.execute("UPDATE users SET phone = '+91-0000000000'")

conn.commit()

conn.close()

Let me know if you want:

* Ways to **drop columns** (manual workaround)
* **SQLite to Pandas DataFrame** bridge
* CRUD operations wrapped in reusable Python classes or functions

**1. Insert Image in SQLite using Python**

**🔸 Step 1: Store an image as binary (BLOB)**

python

CopyEdit

import sqlite3

# Convert image to binary

def convert\_to\_binary(filename):

with open(filename, 'rb') as file:

return file.read()

# Insert image into database

def insert\_image(image\_path):

conn = sqlite3.connect('image\_store.db')

cursor = conn.cursor()

cursor.execute('''

CREATE TABLE IF NOT EXISTS images (

id INTEGER PRIMARY KEY,

name TEXT,

data BLOB

)

''')

image\_data = convert\_to\_binary(image\_path)

cursor.execute("INSERT INTO images (name, data) VALUES (?, ?)",

(image\_path, image\_data))

conn.commit()

conn.close()

# Usage

insert\_image("cat.jpg")

**✅ 2. Read and Display Image from SQLite**

python

CopyEdit

import sqlite3

def read\_image(image\_id, output\_filename):

conn = sqlite3.connect('image\_store.db')

cursor = conn.cursor()

cursor.execute("SELECT data FROM images WHERE id = ?", (image\_id,))

record = cursor.fetchone()

with open(output\_filename, 'wb') as file:

file.write(record[0])

conn.close()

# Usage

read\_image(1, "retrieved\_cat.jpg")

**✅ 3. Storing and Retrieving OpenCV Images**

python

CopyEdit

import cv2

import sqlite3

import numpy as np

# Store OpenCV image

def store\_cv\_image(cv\_image, name='opencv\_img'):

conn = sqlite3.connect('image\_store.db')

cursor = conn.cursor()

cursor.execute('''

CREATE TABLE IF NOT EXISTS opencv\_images (

id INTEGER PRIMARY KEY,

name TEXT,

data BLOB

)

''')

\_, buffer = cv2.imencode('.png', cv\_image)

img\_bytes = buffer.tobytes()

cursor.execute("INSERT INTO opencv\_images (name, data) VALUES (?, ?)",

(name, img\_bytes))

conn.commit()

conn.close()

# Read OpenCV image

def read\_cv\_image(image\_id):

conn = sqlite3.connect('image\_store.db')

cursor = conn.cursor()

cursor.execute("SELECT data FROM opencv\_images WHERE id = ?", (image\_id,))

record = cursor.fetchone()

conn.close()

img\_array = np.frombuffer(record[0], dtype=np.uint8)

return cv2.imdecode(img\_array, cv2.IMREAD\_COLOR)

# Example usage

img = cv2.imread("cat.jpg")

store\_cv\_image(img)

retrieved\_img = read\_cv\_image(1)

cv2.imshow("Retrieved Image", retrieved\_img)

cv2.waitKey(0)

cv2.destroyAllWindows()

**💡 Notes:**

* BLOB is used in SQLite for binary data like images.
* Use cv2.imencode() / cv2.imdecode() for OpenCV image storage.
* Always handle images as binary when reading/writing to SQLite.

Would you like to batch process multiple images or connect this with a web app or API?

4o

**Top of Form**

**fetchAll vs fetchMany**

**ChatGPT said:**

Great question! In Python’s sqlite3 module (and other DB-API compliant libraries), you often use fetchall() or fetchmany() with a cursor object to retrieve query results — but they work differently.

**✅ fetchall()**

* Retrieves **all** remaining rows of a query result.
* Returns a **list of tuples**.
* Be careful: If the result set is **very large**, this can consume a lot of memory.

**🔹 Example:**

python

CopyEdit

cursor.execute("SELECT \* FROM employee")

rows = cursor.fetchall()

for row in rows:

print(row)

**✅ fetchmany(size=N)**

* Retrieves **at most N rows** from the result set.
* Returns a **list of tuples**, just like fetchall().
* Good for handling large datasets in chunks (memory-efficient).

**🔹 Example:**

python

CopyEdit

cursor.execute("SELECT \* FROM employee")

while True:

rows = cursor.fetchmany(size=2)

if not rows:

break

for row in rows:

print(row)

**🧠 Summary Table:**

| **Method** | **Retrieves** | **Use Case** |
| --- | --- | --- |
| fetchall() | All rows at once | Small result sets |
| fetchmany(N) | N rows at a time | Large datasets (better for memory) |

Let me know if you'd like an example using pandas with fetchmany() as well!

import numpy as np

import pandas as pd

import sqlite3

# Create a connection to the SQLite database

connection = sqlite3.connect('practice.db')

# Create a cursor object to execute SQL commands

cursor = connection.cursor()

cursor.execute('''DROP TABLE IF EXISTS employee''')

# Create list of  Employee data json sample DataFrame

data = {

    'name': ['John', 'Jane', 'Doe', 'Alice', 'Bob'],

    'age': [28, 34, 29, 42, 25],

    'salary': [70000, 80000, 60000, 90000, 50000]

}

df = pd.DataFrame(data)

# Create a table in the SQLite database

print(df)

print('=====================================================')

print()

sql = ''' CREATE TABLE IF NOT EXISTS employee (

    name TEXT,

    age INTEGER,

    salary REAL

) '''

# Execute the SQL command to create the table

cursor.execute(sql)

# Insert the DataFrame into the SQLite database

cursor.executemany('INSERT INTO employee (name, age, salary) VALUES (?, ?, ?)', df.values.tolist())

connection.commit()

# Read the data from the SQLite database into a DataFrame

cursor.execute('SELECT \* FROM Employee')

# Fetch all rows from the result of the query

result = cursor.fetchall()

# Convert the result to a DataFrame

df\_result = pd.DataFrame(result, columns=['name', 'age', 'salary'])

# Print the DataFrame

print('=====================================================')

print('Data from SQLite database:')

print(df\_result)

# Close the cursor and connection

cursor.close()

connection.close()

Bottom of Form

* [Python SQLite – Create Table](https://www.geeksforgeeks.org/python-sqlite-create-table/)
* [Python SQLite – Insert Data](https://www.geeksforgeeks.org/python-sqlite-insert-data/)
* [Python SQLite – Select Data from Table](https://www.geeksforgeeks.org/python-sqlite-select-data-from-table/)
* [Python SQLite – WHERE Clause](https://www.geeksforgeeks.org/python-sqlite-where-clause/)
* [Python SQLite – ORDER BY Clause](https://www.geeksforgeeks.org/python-sqlite-order-by-clause/)
* [Python SQLite – LIMIT Clause](https://www.geeksforgeeks.org/python-sqlite-limit-clause/)
* [Python SQLite – JOIN Clause](https://www.geeksforgeeks.org/python-sqlite-join-clause/)
* [Python SQLite – Deleting Data in Table](https://www.geeksforgeeks.org/python-sqlite-deleting-data-in-table/)
* [Python SQLite – DROP Table](https://www.geeksforgeeks.org/python-sqlite-drop-table/)
* [Python SQLite – Update Data](https://www.geeksforgeeks.org/python-sqlite-update-data/)
* [Python SQLite – Update Specific Column](https://www.geeksforgeeks.org/python-sqlite-update-specific-column/)

**Working with Tables**

* [Check if Table Exists in SQLite using Python](https://www.geeksforgeeks.org/check-if-table-exists-in-sqlite-using-python/)
* [How to list tables using SQLite3 in Python ?](https://www.geeksforgeeks.org/how-to-list-tables-using-sqlite3-in-python/)
* [How to Alter a SQLite Table using Python ?](https://www.geeksforgeeks.org/how-to-alter-a-sqlite-table-using-python/)
* [How to Delete a Specific Row from SQLite Table using Python ?](https://www.geeksforgeeks.org/how-to-delete-a-specific-row-from-sqlite-table-using-python/)
* [How to Update all the Values of a Specific Column of SQLite Table using Python ?](https://www.geeksforgeeks.org/how-to-update-all-the-values-of-a-specific-column-of-sqlite-table-using-python/)

**Working with Images**

* [How to Insert Image in SQLite using Python?](https://www.geeksforgeeks.org/how-to-insert-image-in-sqlite-using-python/)
* [How to Read Image in SQLite using Python?](https://www.geeksforgeeks.org/how-to-read-image-in-sqlite-using-python/)
* [Storing OpenCV Image in SQLite3 with Python](https://www.geeksforgeeks.org/storing-opencv-image-in-sqlite3-with-python/)

**Exercises**

* [Count total number of changes made after connecting SQLite to Python](https://www.geeksforgeeks.org/count-total-number-of-changes-made-after-connecting-sqlite-to-python/)
* [How to Show all Columns in the SQLite Database using Python ?](https://www.geeksforgeeks.org/how-to-show-all-columns-in-the-sqlite-database-using-python/)
* [How to Count the Number of Rows of a Given SQLite Table using Python?](https://www.geeksforgeeks.org/how-to-count-the-number-of-rows-of-a-given-sqlite-table-using-python/)
* [How to import CSV file in SQLite database using Python ?](https://www.geeksforgeeks.org/how-to-import-csv-file-in-sqlite-database-using-python/)
* [How to Execute a Script in SQLite using Python?](https://www.geeksforgeeks.org/how-to-execute-a-script-in-sqlite-using-python/)
* [How to store Python functions in a Sqlite table?](https://www.geeksforgeeks.org/how-to-store-python-functions-in-a-sqlite-table/)
* [How to Create a Backup of a SQLite Database using Python?](https://www.geeksforgeeks.org/how-to-create-a-backup-of-a-sqlite-database-using-python/)
* [How to connect to SQLite database that resides in the memory using Python ?](https://www.geeksforgeeks.org/how-to-connect-to-sqlite-database-that-resides-in-the-memory-using-python/)
* [Change SQLite Connection Timeout using Python](https://www.geeksforgeeks.org/change-sqlite-connection-timeout-using-python/)