**What is C++:**

C++ is an object-oriented programming language. It is an extension to C programming. C++ programming language was developed in 1980 by **Bjarne Stroustrup** at bell laboratories of AT&T (American Telephone & Telegraph), located in U.S.A. C++ runs on a variety of platforms, such as Windows, Mac OS, and the various versions of UNIX..

**BjarneStroustrup** is known as the **founder of C++ language.**

**Object-Oriented Programming (OOPs)**

C++ supports the object-oriented programming, the four major pillar of object oriented programming used in C++ are:

**1. Inheritance 2.Polymorphism 3.Encapsulation 4.Abstraction**

**Usage of C++**

By the help of C++ programming language, we can develop different types of secured and robust applications:

* Window application
* Client-Server application
* Device drivers
* Embedded firmware etc

**C vs C++**

|  |  |  |
| --- | --- | --- |
| **No.** | **C** | **C++** |
| 1) | C follows the **procedural style programming.** | C++ is multi-paradigm. It supports both **procedural and object oriented.** |
| 2) | Data is less secured in C. | In C++, you can use modifiers for class members to make it inaccessible for outside users. |
| 3) | C follows the **top-down approach.** | C++ follows the **bottom-up approach.** |
| 4) | C does not support function overloading, Operator Overloading etc. OOP concepts. | C++ supports function overloading, Operator Overloading etc. OOP concepts.. |
| 5) | In C, you can't use functions in structure. | In C++, you can use functions in structure. |
| 6) | In C, **scanf() and printf()** are mainly used for input/output. | C++ mainly uses stream **cin and cout** to perform input and output operations. |

**C++ Features**:

**C++ is object oriented programming language. It provides a lot of features that are given below.**

* The main focus remains on data rather than procedures.
* Object-oriented programs are segmented into parts called objects.
* Data structures are designed to categorize the objects.
* Data member and functions are tied together as a data structure.
* Data can be hidden and cannot be accessed by external functions using access specifier .
* Objects can communicate among themselves using functions.
* New data and functions can be easily added anywhere within a program whenever required.
* Since this is an object-oriented programming language, it follows a bottom up approach, i.e. the execution of codes starts from the main which resides at the lower section and then based on the member function call the working is done from the classes.

**C++ Program:** Basically, a C++ program involves the following section:

Documentation

Pre-processor Statements

Global Declarations

The main () function{

Local Declarations

Program Statements & Expressions}

User Defined Functions

**Example : //program to display a line of text.**

#include<iostream.h>

#include<conio.h>

void main()

{

clrscr();

cout<<”welcome to c++ programming language”;

getch();

}

**Standard output stream (cout):**The **cout** is a predefined object of **ostream** class. It is connected with the standard output device, which is usually a display screen. The cout is used in conjunction with stream **insertion operator** **(<<)** to display the output on a console

**Standard input stream (cin):**The **cin** is a predefined object of **istream** class. It is connected with the standard input device, which is usually a keyboard. The cin is used in conjunction with stream **extraction operator (>>)** to read the input from a console.

**Standard end line (endl):**The **endl** is a predefined object of **ostream** class. It is used to insert a new line characters and flushes the stream.

**C++ Variable:** A variable is a name of memory location. It is used to store data. Its value can be changed and it can be reused many times.

**Data\_type  variable list;**

The example of declaring variable is given below: **1) int x; 2) float y; 3) char z;**

Here, x, y, z are variables and int, float, char are data types.

We can also provide values while declaring the variables as given below:

**1) int x=5,b=10;  //declaring 2 variable of integer type    2)float f=30.8;    3)char c='A';**

* A variable can have alphabets, digits and underscore.
* A variable name can start with alphabet and underscore only. It can't start with digit.
* No white space is allowed within variable name.
* A variable name must not be any reserved word or keyword e.g. chars, float etc.

**C++ Data Types : There are 4 types of data types in C++ language.**

|  |  |
| --- | --- |
| **Types** | **Data Types** |
| Basic Data Type | int, char, float, double, etc |
| Derived Data Type | array, pointer, etc |
| User Defined Data Type | structure |

C++ Keywords

A keyword is a reserved word. You cannot use it as a variable name, constant name etc.

Example: if, else,switch,case,do,while,for,class etc

**C++ Operators:** Operators are special type of functions that takes one or more arguments and produces a new value.

* Arithmetic Operators [+ ,- ,\* ,/ ,%]
* Relational Operators ]> ,>= ,< ,<= ,== ,!=]
* Logical Operators [&& , ||, ! ]
* Assignment Operator [=]
* Unary operator [++ ,--]
* Ternary or Conditional Operator [ ? , : ]
* sizeof operator [sizeof(nt)]
* pointer to member operator [ .\* and ->\*]
* **scope resolution** operator [ :: ]
* **address** operator [ & ]
* **new o**perator (memory allocation operator)
* **delete** operator(memory release operator)

**C++ Control Statement**

**if-else**

In C++ programming, if statement is used to test the condition. There are various types of if statements in C++.

* **if statement**
* **if-else statement**
* **if-else-if ladder**

**IF Statement** :The C++ if statement tests the condition. It is executed if condition is true.

**Syntax: if(condition) {**

**//code to be executed }**

Example: #include <iostream.h>

#include<conio.h>

void main ()

{

int num = 10;

if (num % 2 == 0) { cout<<"It is even number"; }

getch();

}

**if-else Statement:** The C++ if-else statement also tests the condition. It executes if block if condition is true otherwise else block is executed.

Syntax: if(condition) { //code if condition is true }

else { //code if condition is false }

Example:

#include <iostream.h>

#include<conio.h>

void main () {

int num;

cout<<"Enter a Number: ";

cin>>num;

if (num % 2 == 0) { cout<<"It is even number"<<endl; }

else { cout<<"It is odd number"<<endl; }

getch();

}

**if-else-if ladder :** statement executes one condition from multiple statements.

**Syntax:**

if(condition1){ //code to be executed if condition1 is true }

else if(condition2){ //code to be executed if condition2 is true }

else if(condition3){ //code to be executed if condition3 is true }

...

else{//code to be executed if all the conditions are false }

Example:

#include<iostream.h>

#include<conio.h>

void main()

{

int avg;

clrscr();

cout<<"Enter average marks obtained in 5 subjects :";

cin>>avg;

cout<<"Your Grade is ";

if(avg>80)

{ cout<<"A";}

else if(avg>60 && avg<=80)

{ cout<<"B";}

else if(avg>40 && avg<=60)

{ cout<<"C";}

else

{ cout<<"D";}

getch();

}

**switch:** The C++ switch statement executes one statement from multiple conditions. It is like if-else-if ladder statement in C++.

**Syntax:**  switch (expression)

{

case label1: statements ;

break;

case label2: statements;

break;

…..

……

default: staements;

break;

}

**Example**

**// Program to build a simple calculator using switch Statement**

#include <iostream.h>

#include<conio.h>

void main()

{

char op;

float num1, num2;

clrscr();

cout << "Enter an operator (+, -, \*, /): ";

cin >> op;

cout << "Enter two operands: ";

cin >> num1 >> num2;

switch (op)

{

case '+':

cout << num1 << " + " << num2 << " = " << num1+num2;

break;

case '-':

cout << num1 << " - " << num2 << " = " << num1-num2;

break;

case '\*':

cout << num1 << " \* " << num2 << " = " << num1\*num2;

break;

case '/':

cout << num1 << " / " << num2 << " = " << num1/num2;

break;

default:

// operator is doesn't match any case constant (+, -, \*, /)

cout << "Error! operator is not correct";

break;

}

getch();

}

**Looping**:

Loops are used in programming to repeat a specific block until some end condition is met. There are three types of loops in C++ programming:

1. for loop
2. [while loop](https://www.programiz.com/cpp-programming/do-while-loop)
3. [do...while loop](https://www.programiz.com/cpp-programming/do-while-loop)

**While loop:**

**Syntax: while(condition){**

**//code to be executed  }**

**Example**:

// C++ Program to compute factorial of a number

// Factorial of n = 1\*2\*3...\*n

#include <iostream.h>

#include<conio.h>

void main()

{

int number, i = 1, factorial = 1;

clrscr();

cout << "Enter a positive integer: ";

cin >> number;

while ( i <= number)

{

factorial \*= i; //factorial = factorial \* i;

++i;

}

cout<<"Factorial of "<< number <<" = "<< factorial;

getch();

}

**Do-While Loop** :

**Syntax:**  **do**

**{ //code to be executed**

**}while(condition);**

**Example** : //C++ Program to display natural numbers up to 10.

#include <iostream>

#include<conio.h>

void  main()

 {

     int i = 1;

          do{

              cout<<i<<"\n";

              i++;

          } while (i <= 10) ;

getch();

}

**Example:**

**Syntax:** for(initialization; condition; incr/decr) {

//code to be executed    }

**Example: //program to display your name for specified number of time**

#include <iostream.h>

#include<conio.h>

void main()

{

int time,i;

clrscr();

cout << "how many times you want to display your name";

cin >>time;

for(i=0;i<time;i++)

{

0 Cout<<”\n KEONICS”;

}

getch();

}

**C++ Functions**

A function is a group of statements that together perform a task. Every C++ program has at least one function, which is main().

**Advantages of using functions in a program**

* You can divide your program in logical blocks. ...
* Use of function avoids typing same pieces of code multiple times. ...
* Individual functions can be easily tested.
* In case of any modification in the code you can modify only the function without changing the structure of the program.

Types of Functions

There are two types of functions in C++ programming:

**1. Library Functions:** are the functions which are declared in the C++ header files such as ceil(x), floor(x), sqrt(x),sin(x) etc.

**2. User-defined functions:** are the functions which are created by the C++ programmer, so that he/she can use it many times. It reduces complexity of a big program and optimizes the code.

**Declaration of a function:**

**Syntax:**

return\_type function\_name( parameter list ) {

body of the function}

**Example:**

#include<iostream.h>

#include<conio.h>

// function declaration

int max(int num1, int num2);//function Declaration

void main () {

// local variable declaration:

int a = 100;

int b = 200;

int ret;

// calling a function to get max value.

ret = max(a, b);

cout << "Max value is : " << ret << endl;

getch();

}

// function returning the max between two numbers

int max(int num1, int num2) {

// local variable declaration

int result;

if (num1 > num2)

result = num1;

else

result = num2;

return (result);

}

**C++ Recursion**

When function is called within the same function, it is known as recursion in C++. The function which calls the same function, is known as recursive function.

**recursionfunction(){**

**recursionfunction(); //calling self function**

**}**

**Example**

#include<iostream>

#include<conio.h>

void main()

{

int factorial(int);

intfact,value;

cout<<"Enter any number: ";

cin>>value;

fact=factorial(value);

cout<<"Factorial of a number is: "<<fact<<endl;

getch();

}

int factorial(int n)

{

if(n<0)

return(-1); /\*Wrong value\*/

if(n==0)

return(1); /\*Terminating condition\*/

else

{

return(n\*factorial(n-1));

}

}

**Inline functions**

When a function is declared as inline, the compiler places a copy of the code of that specific function at each point where the function is called at compile time.

**Syntax:**

inline return\_type function\_name(arguments...)

{

//function\_code

//return\_value;

}

**Example:**

//Simple Inline Function Example Program in C++

#include<iostream.h>

#include<conio.h>

inline int square(int x);

void main() {

int a = 100, b = 200;

cout << "Simple Inline Function Example Program in C++\n";

cout << "\nSquare value for " << a << " is :" << square(a);

cout << "\nSquare value for " << b << " is :" << square(b);

getch();

}

// Inline square function

inline int square(int x) {

return (x \* x);}

**C++ Arrays**

Array is a group of similar types of elements that have contiguous memory location.

In C++, array index starts from **0 to (n-1)** ![Java C array 1](data:image/png;base64,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)

***Advantages of C++ Array***

* Code Optimization (less code)
* Random Access
* Easy to traverse data
* Easy to manipulate data
* Easy to sort data etc.

***Disadvantages of C++ Array ->*** Fixed size

***Array Types :***

There are 2 types of arrays in C++ programming:

1. Single Dimensional Array
2. Multidimensional Array

***Single Dimensional Array:***

A one-dimensional array is a group of elements having the same data type and same name.

**Declaration: data\_type array\_name[array\_size];**

**Initialization: data\_type array\_name[array\_size]=comma\_separated\_element\_list};**

**Example :** // C++ One Dimensional Array

#include<iostream.h>

#include<conio.h>

void main()

{

clrscr();

int arr[5] = {1, 2, 3, 4, 5};

int i;

for(i=0; i<5; i++)

{ cout<<"arr["<<i<<"] = "<<arr[i]<<"\n";}

getch();

}

**C++ Passing Array to Function**

**functionname(arrayname); //passing array to function**

**Example:**

#include <iostream.h>

#include<conio.h>

void printArray(int arr[5]);

void main()

{

        int arr1[5] = { 10, 20, 30, 40, 50 };

        int arr2[5] = { 5, 15, 25, 35, 45 };

        printArray(arr1); //passing array to function

        printArray(arr2);

}

void printArray(int arr[5])

{

    cout << "Printing array elements:"<< endl;

    for (int i = 0; i < 5; i++)

    {

                   cout<<arr[i]<<"\n";

    }

getch();

}

C++ Multidimensional Arrays:

**Declare Two Dimensional Array->** data\_type array\_name[row\_size][column\_size];

**Initialization:**

data\_type array\_name[row\_size][column\_size] = { comma\_separated\_value\_list} };

**Example :**

// C++ Two Dimensional Array

#include<iostream.h>

#include<conio.h>

void main()

{

clrscr();

int arr[5][2] = { {1, 2}, {1, 3}, {1, 4}, {1, 5}, {1, 6} };

int i, j;

for(i=0; i<5; i++)

{

for(j=0; j<2; j++)

{

cout<<"arr["<<i<<"]["<<j<<"] = "<<arr[i][j]<<"\n";

}

}

getch();

}

**C++ OOPs Concepts**

The major purpose of C++ programming is to introduce the concept of object orientation to the C programming language. Object Oriented Programming is a paradigm that provides many concepts such as **inheritance, data binding, polymorphism etc.**

The programming paradigm where everything is represented as an object is known as truly object-oriented programming language.

**OOPs (Object Oriented Programming System):**

**Object** means a real word entity such as pen, chair, table etc. **Object-Oriented Programming** is a methodology or paradigm to design a program using classes and objects. It simplifies the software development and maintenance by providing some concepts:

**Object**

Any entity that has state and behaviour is known as an object.

For example: chair, pen, table, keyboard, bike etc. It can be physical and logical.

Class

**Collection of objects** is called class. It is a logical entity.

**Inheritance**

**When one object acquires all the properties and behaviours of parent object** i.e. known as inheritance. It provides code reusability. It is used to achieve runtime polymorphism.

**Polymorphism**

When **one task is performed by different ways** i.e. known as polymorphism.

For example: to convince the customer differently, to draw something e.g. shape or rectangle etc.

In C++, we use Function overloading and Function overriding to achieve polymorphism.

**Abstraction**

**Hiding internal details and showing functionality** is known as abstraction.

For example: phone call, we don't know the internal processing.

In C++, we use abstract class and interface to achieve abstraction.

**Encapsulation**

**Binding (or wrapping) code and data together into a single unit is known as encapsulation.**

For example: capsule, it is wrapped with different medicines.

***Advantage of OOPs over Procedure-oriented programming language***

* OOPs makes development and maintenance easier where as in Procedure-oriented programming language it is not easy to manage if code grows as project size grows.
* OOPs provide data hiding whereas in Procedure-oriented programming language a global data can be accessed from anywhere.
* OOPs provide ability to simulate real-world event much more effectively. We can provide the solution of real word problem if we are using the Object-Oriented Programming language.

**C++ Object and Class**

Since C++ is an object-oriented language, program is designed using objects and classes in C++.

**C++ Object:**

Object is a runtime entity, it is created at runtime.

Object is an instance of a class. All the members of the class can be accessed through object.

**C++ Class**

In C++, object is a group of similar objects.

**Syntax to create class:**

**Class class\_name**

**{**

**Data Members;**

**Methods;**

**}**

**Where class-|>keyword**

**Class Name->any valid identifies**

**Example:** class A

{

public:

double length; // Length of a box

double breadth; // Breadth of a box

double height; // Height of a box

}

* **Private**, **Protected**, **Public** is called visibility labels.
* The members that are declared private can be accessed only from within the class.
* Public members can be accessed from outside the class also.
* In C++, data can be hidden by making it private.

**C++ Object and Class Example**

Let's see an example of class that has two fields: id and name. It creates instance of the class, initializes the object and prints the object value.

#include <iostream.h>

#include <conio.h>

class Student {

   public:

      int id;//data member (also instance variable)

      string name;//data member(also instance variable)

};

void main() {

    Student s1; //creating an object of Student

    s1.id = 201;

    s1.name = "Sonoo Jaiswal";

    cout<<s1.id<<endl;

    cout<<s1.name<<endl;

    getch();

}

**C++ Class Example: Initialize and Display data through method**

#include <iostream.h>

#include <conio.h>

class Student {

   public:

       int id;//data member (also instance variable)

      float per;//data member(also instance variable)

       void insert(int  i, float p)

        {

            id = i;

           per =p;

        }

       void display()

        {

            cout<<”id=”<<id<<"\n percentage= "<<per<<endl;

        }

};

void  main() {

    Student s1; //creating an object of Student

    Student s2; //creating an object of Student

    s1.insert(201, 69.5);

    s2.insert(202, 78.8);

    s1.display();

    s2.display();

    getch();

}

**C++ Class Example: Store and Display Employee Information**

#include <iostream.h>

#include <conio.h>

class Employee {

   public:

       int id;//data member (also instance variable)

       float salary; //data member(also instance variable)

       void insert(int i, float s)

        {

            id = i;

salary = s;

        }

       void display()

        {

            cout<<”id=”<<id<<"\nsalary= "<<salary<<endl;

        }

};

void main() {

    Employee e1; //creating an object of Employee

    Employee e2; //creating an object of Employee

    e1.insert(201,15000);

    e2.insert(202, 29000);

    e1.display();

    e2.display();

    getch(); }

**C++ Constructor**

In C++, constructor is a special method which is invoked automatically at the time of object creation. It is used to initialize the data members of new object generally. The constructor in C++ has the same name as class or structure.

**There can be two types of constructors in C++.**

1. Default constructor
2. Parameterized constructor

**C++ Default Constructor** :A constructor which has no argument is known as default constructor. It is invoked at the time of creating object.

Example:

#include <iostream.h>

#include <conio.h>

class Employee

{

public:

Employee()

{

cout<<"Default Constructor Invoked"<<endl;

}

};

void main()

{

Employee e1; //creating an object of Employee

Employee e2;

getch(); }

**C++ Parameterized Constructor**: A constructor which has parameters is called parameterized constructor. It is used to provide different values to distinct objects.

Example:***.***

#include <iostream.h>

#include <conio.h>

class Employee {

public:

int id;//data member (also instance variable)

string name;//data member(also instance variable)

float salary;

Employee(int i, string n, float s)

{

id = i;

name = n;

salary = s;

}

void display()

{

cout<<id<<" "<<name<<" "<<salary<<endl;

}

};

void main() {

Employee e1 =Employee(101, "Sonu", 89000); //creating an object of Employee

Employee e2=Employee(102, "Nakul", 59000);

e1.display();

e2.display();

getch();

}

**C++ Destructor**

A destructor works opposite to constructor; it destructs the objects of classes. It can be defined only once in a class. Like constructors, it is invoked automatically.

A destructor is defined like constructor. It must have same name as class. But it is prefixed with a **tilde sign (~).**

**Example:** #include <iostream.h>

#include <conio.h>

class Employee

 {

   public:          Employee()

         {               cout<<"Constructor Invoked"<<endl;            }

         ~Employee()

         {                 cout<<"Destructor Invoked"<<endl;            }

};

void main()

{

    Employee e1; //creating an object of Employee

    Employee e2; //creating an object of Employee

    getch();

}

**C++ this Pointer**

In C++ programming, **this** is a keyword that refers to the current instance of the class. There can be 3 main usage of this keyword in C++.

* It can be used **to pass current object as a parameter to another method.**
* It can be used **to refer current class instance variable.**
* It can be used **to declare indexers.**

**C++ this Pointer Example:**

#include <iostream.h>

#include <conio.h>

class Employee {

   public:

       int id; //data member (also instance variable)

       float salary;

       Employee(int id, float salary)

        {

             this->id = id;

            this->salary = salary;

        }

       void display()

        {

            cout<<”\nid”<<id<<”\nsalary=”<<salary<<endl;

        }

};

void main() {

    Employee e1 =Employee(101,  89000); //creating an object of Employee

    Employee e2=Employee(102, 59000); //creating an object of Employee

    e1.display();

    e2.display();

getch();}

**C++ friend function**

If a function is defined as a friend function in C++ then the protected and private data of a class can be accessed using the function. By using the keyword **friend** compiler knows the given function is a friend function .For accessing the data, the declaration of a friend function should be done inside the body of a class starting with the keyword **friend.**

**Declaration of friend function in C++**

**Syntax:**

class class\_name

{

    friend data\_type function\_name(arguments);

};

**Example:** #include<iostream.h>

#include<conio.h>

class base {

int val1, val2;

public:

void get() {

cout << "Enter two values:";

cin >> val1>>val2;

}

friend float mean(base ob);

};

float mean(base ob) {

return float(ob.val1 + ob.val2) / 2;

}

void main() {

clrscr();

base obj;

obj.get();

cout << "\n Mean value is : " << mean(obj);

getch(); }

**C++ Inheritance**

In C++, inheritance is a process in which one object acquires all the properties and behaviours of its parent object automatically. In such way, you can reuse, extend or modify the attributes and behaviours which are defined in other class.

In C++, the class which inherits the members of another class is called derived class and the class whose members are inherited is called base class. The derived class is the specialized class for the base class.

**Forms of inheritance in c++:**

|  |  |
| --- | --- |
| Single inheritance | When one class inherits another class, it is known as single level inheritance |
| Multiple inheritance | One derived class with several base classes is called multiple inheritance |
| Hierarchical inheritance | One class inherits more than one derived class is known as hierarchical inheritance |
| Multilevel inheritance | When one class inherits another class which is further inherited by another class, it is known as multi-level inheritance in C++. Inheritance is transitive so the last derived class acquires all the members of all its base classes. |
| Hybrid inheritance | Combination of all forms of inheritance is known as hybrid inheritance. |

**Creation of derived class:**

**Syntax:**

class derived-class: visibility-mode base-class

{

Class body

}

**C++ Single Inheritance Example:**

#include<iostream.h>

#include<conio.h>

class emp {

public:

int eno;

char name[20], des[20];

void get() {

cout << "Enter the employee number:";

cin>>eno;

cout << "Enter the employee name:";

cin>>name;

cout << "Enter the designation:";

cin>>des;

}

};

class salary : public emp

{

float bp, hra, da, pf, np;

public:

void get1() {

cout << "Enter the basic pay:";

cin>>bp;

cout << "Enter the HRA:";

cin>>hra;

cout << "Enter the DA :";

cin>>da;

cout << "Enter the PF";

cin>>pf;

}

void calculate() { np = bp + hra + da - pf; }

void display() {

cout << eno << "\t" << name << "\t" << des << "\t" << bp << "\t" << hra << "\t" << da << "\t" << pf << "\t" << np << "\n";

}

};

void main()

{

int i, n;

char ch;

salary s[10];

clrscr();

cout << "Enter the number of employee:";

cin>>n;

for (i = 0; i < n; i++)

{ s[i].get();

s[i].get1();

s[i].calculate();

}

cout << "\ne\_no \t e\_name\t des \t bp \t hra \t da \t pf \t np \n";

for (i = 0; i < n; i++)

{ s[i].display(); }

getch();

}

**C++ Multiple Inheritance Example**

#include<iostream.h>

#include<conio.h>

class student {

private:

int rno, m1, m2;

public:

void get() {

cout << "Enter the Roll no :";

cin>>rno;

cout << "Enter the two marks :";

cin >> m1>>m2;

}

};

class sports

{

private:

int sm; // sm = Sports mark

public:

void getsm() {

cout << "\nEnter the sports mark :";

cin>>sm;

}

};

class statement : public student, public sports

{

int tot, avg;

public:

void display() {

tot = (m1 + m2 + sm);

avg = tot / 3;

cout << "\n\n\tRoll No : " << rno << "\n\tTotal : " << tot;

cout << "\n\tAverage : " << avg;

}

};

void main() {

clrscr();

statement obj;

obj.get();

obj.getsm();

obj.display();

getch();

}

**C++ Heirarchical Inheritance**

**Syntax:** Class A{

public void methodA()

{//Do Something }

}

Class B : public A

{

public void methodB()

{//Do Something }

}

Class C : public A

{

public void methodC()

{//Do Something } }

**C++ Multi Level Inheritance**

**Syntax:**  class A

{

... .. ...

};

class B: public A

{

... .. ...

};

class C: public B

{

... ... ...

};

**C++ Polymorphism**

The term "Polymorphism" is the combination of "poly" + "morphs" which means many forms. It is a Greek word.

* **There are two types of polymorphism in C++:**
* **Compile time polymorphism:** It is achieved by function overloading and operator overloading which is also known as static binding or early binding.
* **Runtime polymorphism:** It is achieved by method overriding which is also known as dynamic binding or late binding.

**C++ Overloading (Function and Operator)**

If we create two or more members having same name but different in number or type of parameter, it is known as C++ overloading.

Types of overloading in C++ are:

* **Function overloading**
* **Operators overloading**
* **Function Overloading**

Having two or more function with same name but different in parameters, is known as function overloading in C++.The **advantage** of Function overloading is that it increases the readability of the program because you don't need to use different names for same action.

**Example:**

* int test() { }
* int test(int a) { }
* float test(double a) { }
* int test(int a, double b) { }

**Function Overloading Example**

#include <iostream>

class Cal {

     public:   int add(int a,int b)

{    return (a + b);     }

 int add(int a, int b, int c)

 {     return (a + b + c);    }

};

void  main(void)

{

    Cal C;

    cout<<C.add(10, 20)<<endl;

    cout<<C.add(12, 20, 23);

   getch();

}

* **Operators Overloading**

Operator overloading is used to overload or redefine most of the operators available in C++. It is used to perform operation on user define data type.

The advantage of Operators overloading is to perform different operations on the same operand.

**Following are list of operators, which cannot be overloaded:**

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **::**  Scope resolution operator | **.\***  Pointer to member operator | **.**  Dot membership operatot | **?:**  Conditional Operator | Sizeof() operator |

**Example:**

#include <iostream.h>

#include<conio.h>

class Test

{

   private:   int num;

   public: void getdata(int x ){num=x;}

   void operator ++()

        {

           num = num+2;

        }

        void Print() {   cout<<"The Count is: "<<num;       }

};

void  main()

{

    Test tt;

clrscr( );

tt.getdata(20);

tt.Print();

    ++tt;  // calling of a function "void operator ++()"

Cout<<”\nafter calling operator function”;

    tt.Print();

    getch( );

}

C++ Function Overriding

If derived class defines same function as defined in its base class, it is known as function overriding in C++. It is used to achieve runtime polymorphism.

**Example:**

#include <iostream.h>

#include <conio.h>

class Animal {

     public:

void eat(){  cout<<"Eating...";       }

};

class Dog: public Animal

 {

 public:

 void eat( )  {      cout<<"Eating bread...";      }

};

void  main()

 {

   Dog d = Dog();

clrscr( );

   d.eat();

   getch();

}

**C++ virtual function**

C++ virtual function is a member function in base class that you redefine in a derived class. It is declare using the virtual keyword. It is used to tell the compiler to perform **dynamic linkage or late binding** on the function.

Late binding or Dynamic linkage:In late binding function call is resolved during runtime. Therefore compiler determines the type of object at runtime, and then binds the function call.

**virtual function Example:**

#include <iostream.h>

#include <conio.h>

class A

{

 public:  virtual void display()

 {

  cout << "Base class is invoked"<<endl;

 }

};

class B:public A

{

 public:   void display()

 {

  cout << "Derived Class is invoked"<<endl;

 }

};

void main()

{

 A \* a;    //pointer of base class

 B  b;     //object of derived class

 a = &b;

 a->display();   //Late Binding occurs

getch();

}

**Pure Virtual Function:** A pure virtual function is specified by placing "= 0" in its declaration. Its implementation must be provided by derived classes.

**Example:** #include <iostream.h>

#include <conio.h>

 class Shape

{

    public:

    virtual void draw()=0;    //pure virtual function

};

 class Rectangle : Shape

{

    public:

     void draw()

    {

        cout < <"drawing rectangle..." < <endl;

    }

};

class Circle : Shape

{

    public:

     void draw()

    {

        cout <<"drawing circle..." < <endl;

    }

};

void  main( )

{

    Rectangle rec;

    Circle cir;

    rec.draw();

    cir.draw();

   getch();

}

**C++ Namespaces**

Namespaces in C++ are used to organize too many classes so that it can be easy to handle the application. For accessing the class of a namespace, we need to use namespace name::class name. We can use **using** keyword so that we don't have to use complete name all the time.

In C++, global namespace is the root namespace. The global::std will always refer to the namespace "std" of C++ Framework.

**C++ namespace Example**

Let's see the simple example of namespace which include variable and functions.

#include <iostream.h>

#include <conio.h>

namespace First {

    void sayHello() {

        cout<<"Hello First Namespace"<<endl;

    }

}

namespace Second  {

       void sayHello() {

           cout<<"Hello Second Namespace"<<endl;

       }

}

void main()

{

 First::sayHello();

 Second::sayHello();

getch();}

C++ Exception Handling

Exception Handling in C++ is a process to handle runtime errors. We perform exception handling so the normal flow of the application can be maintained even after runtime errors. In C++, exception is an event or object which is thrown at runtime. All exceptions are derived from std::exception class. It is a runtime error which can be handled. If we don't handle the exception, it prints exception message and terminates the program.

**C++ Exception Handling Keywords:** we use 3 keywords to perform exception handling:

* **throw** − A program throws an exception when a problem shows up. This is done using a **throw** keyword.
* **catch** − A program catches an exception with an exception handler at the place in a program where you want to handle the problem. The **catch** keyword indicates the catching of an exception.
* **try** − A **try** block identifies a block of code for which particular exceptions will be activated. It's followed by one or more catch blocks.

try {

// protected code

//throw statements

} catch( ExceptionName e ) {

// code to handle ExceptionName exception

}

**Example:**

#include <iostream.h>

#include<conio.h>

double division(int a, int b)

{

if( b == 0 ) {

throw "Division by zero condition!";

}

return (a/b);

}

void main ()

{

int x = 50;

int y = 0;

double z = 0;

try {

z = division(x, y);

cout << z << endl;

} catch (const char\* msg) {

cerr << msg << endl;

}

getch();

}

we are raising an exception of type **const char\***, so while catching this exception, we have to use const char\* in catch block. If we compile and run above code, this would produce the following result −

Division by zero condition!