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# Task 1: AI-Assisted Code Review (Basic Errors)

Objective: Find and fix basic syntax and logic errors. Submit corrected code with comments.

Original (buggy) code:

# buggy\_calculator.py  
# Intentionally buggy Python code for Task 1  
def add(a, b):  
return a + b  
  
def sub(a, b)  
 return a - b  
  
def multiply(a, b):  
 result = a \* b  
 print("Product is", result)  
  
def divide(a, b):  
 if b = 0:  
 return None  
 return a / b  
  
# Quick demo  
print("Sum:", add(5, 3))  
print("Diff:", sub(10, 4))  
multiply(3,4)  
print("Div:", divide(8, 2))

AI assistant suggestions (example prompts and suggested fixes):

Prompt to AI: "Review this Python file and point out syntax errors and bad practices; suggest corrected code."

Suggested fixes by AI (summary):

- Fix indentation errors and missing colons.  
- Use '==' for equality, not '=' in comparisons.  
- Make functions return values consistently and avoid printing inside utility functions.  
- Raise an exception for divide-by-zero rather than returning None silently.

Corrected code:

# corrected\_calculator.py  
"""  
Simple calculator functions with fixes and comments.  
Corrected syntax errors, consistent return behavior, and added basic error handling.  
"""  
def add(a, b):  
 """Return the sum of a and b."""  
 return a + b  
  
def sub(a, b):  
 """Return the difference (a - b)."""  
 return a - b  
  
def multiply(a, b):  
 """Return the product of a and b (no printing inside function)."""  
 return a \* b  
  
def divide(a, b):  
 """  
 Return the division result (a / b).  
 If b is zero, raise a ValueError to signal invalid operation.  
 """  
 if b == 0:  
 raise ValueError("Cannot divide by zero")  
 return a / b  
  
# Demo usage (would normally be under a \_\_main\_\_ guard)  
if \_\_name\_\_ == "\_\_main\_\_":  
 print("Sum:", add(5, 3))  
 print("Diff:", sub(10, 4))  
 print("Product:", multiply(3, 4))  
 print("Div:", divide(8, 2))

Explanation of changes (student-style):

I fixed the indentation and missing colons. I also made multiply return a value instead of printing inside, and handled division by zero with an exception. These make functions more predictable and testable.

Program output (executed):

![](data:image/png;base64,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)

# Task 2: Automatic Inline Comments & PEP8 (Fibonacci)

Objective: Improve variable names, add comments, and apply PEP8 formatting.

Initial code (poor naming):

# fibonacci\_initial.py  
# Simple fibonacci with poor names and no comments  
def f(n):  
 a=0; b=1  
 for i in range(n):  
 a,b = b, a+b  
 return a  
  
print("Fibo(10)=", f(10))

AI prompt used: "Improve variable names, add comments, and format according to PEP8."

AI suggestions (summary):

- Rename functions and variables to descriptive names (e.g., fibonacci\_nth, fibonacci\_sequence).  
- Add docstrings and type hints.  
- Keep lines under 79 characters and use spaces around operators.

Improved code:

# fibonacci\_clean.py  
"""  
Clean Fibonacci implementation.  
Improvements:  
- Better function and variable names.  
- Added docstring and type hints.  
- PEP8 formatting and a simple input demo.  
"""  
from typing import List  
  
def fibonacci\_nth(n: int) -> int:  
 """  
 Return the n-th Fibonacci number (0-indexed).  
  
 Parameters  
 ----------  
 n : int  
 Index (0-based) of the Fibonacci sequence to return.  
  
 Returns  
 -------  
 int  
 The n-th Fibonacci number.  
 """  
 if n < 0:  
 raise ValueError("n must be non-negative")  
 a, b = 0, 1  
 for \_ in range(n):  
 a, b = b, a + b  
 return a  
  
def fibonacci\_sequence(length: int) -> List[int]:  
 """Return a list containing the Fibonacci sequence of given length."""  
 if length <= 0:  
 return []  
 seq = [0, 1]  
 while len(seq) < length:  
 seq.append(seq[-1] + seq[-2])  
 return seq[:length]  
  
if \_\_name\_\_ == "\_\_main\_\_":  
 print("Fibonacci(10) =", fibonacci\_nth(10))  
 print("Sequence 10:", fibonacci\_sequence(10))

Why these suggestions help readability (student-style):

Clear names and docstrings make it easier to know what the function does. Type hints help tools and future readers. PEP8 formatting keeps code consistent.

Program output (executed):
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# Task 3: Multi-function Script + Docstrings

Objective: Create a module with 3-4 functions and add NumPy-style docstrings. Compare manual vs AI-generated docstrings.

Manual docstrings (student wrote):

# calculator\_module\_manual.py  
"""  
Calculator module - manual docstrings (NumPy style)  
"""  
  
def add(a, b):  
 """  
 Add two numbers.  
  
 Parameters  
 ----------  
 a : number  
 First addend.  
 b : number  
 Second addend.  
  
 Returns  
 -------  
 number  
 The sum of a and b.  
 """  
 return a + b  
  
def subtract(a, b):  
 """  
 Subtract b from a.  
  
 Parameters  
 ----------  
 a : number  
 Minuend.  
 b : number  
 Subtrahend.  
  
 Returns  
 -------  
 number  
 The difference a - b.  
 """  
 return a - b  
  
def multiply(a, b):  
 """  
 Multiply two numbers.  
  
 Parameters  
 ----------  
 a : number  
 First factor.  
 b : number  
 Second factor.  
  
 Returns  
 -------  
 number  
 The product a \* b.  
 """  
 return a \* b  
  
def divide(a, b):  
 """  
 Divide a by b.  
  
 Parameters  
 ----------  
 a : number  
 Dividend.  
 b : number  
 Divisor.  
  
 Returns  
 -------  
 number  
 The quotient a / b.  
  
 Raises  
 ------  
 ValueError  
 If b is zero.  
 """  
 if b == 0:  
 raise ValueError("Division by zero")  
 return a / b

AI-generated docstring version (example output from AI):

"""  
calculator\_module.py  
  
AI-generated module-level docstring and NumPy-style function docstrings:  
This module provides simple arithmetic functions: add, subtract, multiply, and divide.  
Each function is documented using the NumPy documentation standard. The divide  
function raises a ValueError if an attempt to divide by zero is made.  
  
Functions  
---------  
add(a, b)  
 Return the sum of a and b.  
  
subtract(a, b)  
 Return the difference (a - b).  
  
multiply(a, b)  
 Return the product of a and b.  
  
divide(a, b)  
 Return the quotient a / b. Raises ValueError for b == 0.  
"""  
def add(a, b):  
 """  
 Add two numeric values.  
  
 Parameters  
 ----------  
 a : float or int  
 First value to add.  
 b : float or int  
 Second value to add.  
  
 Returns  
 -------  
 float or int  
 Sum of the two inputs.  
 """  
 return a + b  
  
def subtract(a, b):  
 """  
 Subtract second numeric value from the first.  
  
 Parameters  
 ----------  
 a : float or int  
 Value from which to subtract.  
 b : float or int  
 Value to subtract.  
  
 Returns  
 -------  
 float or int  
 Difference (a - b).  
 """  
 return a - b  
  
def multiply(a, b):  
 """  
 Multiply two numeric values.  
  
 Parameters  
 ----------  
 a : float or int  
 First multiplicand.  
 b : float or int  
 Second multiplicand.  
  
 Returns  
 -------  
 float or int  
 Product of the inputs.  
 """  
 return a \* b  
  
def divide(a, b):  
 """  
 Divide first numeric value by second.  
  
 Parameters  
 ----------  
 a : float or int  
 Dividend.  
 b : float or int  
 Divisor.  
  
 Returns  
 -------  
 float or int  
 Quotient of a divided by b.  
  
 Raises  
 ------  
 ValueError  
 If b equals zero.  
 """  
 if b == 0:  
 raise ValueError("Division by zero")  
 return a / b

Comparison and notes (student-style):

- The manual docstrings included parameter descriptions and raises sections; AI docstrings added a module-level summary and were slightly more concise.  
- Both follow NumPy style; AI's version helps by listing functions at top which is useful for quick overview.  
- I preferred AI's module-level docstring but kept some manual details like examples in the file when needed.

Demo note: The module functions are available in calculator\_module\_ai.py (no demo run).
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# Appendix: Files included

- corrected\_calculator.py

- fibonacci\_clean.py

- calculator\_module\_manual.py

- calculator\_module\_ai.py

- README.md

- terminal screenshots (PNG files)

Prompts used with the AI assistant (examples):

1) "Review this code and list syntax errors, then provide corrected code."  
2) "Improve variable names, add docstrings, and format according to PEP8."  
3) "Generate a module-level docstring and NumPy-style docstrings for each function."

End of report.