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# Part 1:

# Part 2:

## How using Constraint satisfaction finds an answer to the problem:

The constraint satisfaction problem is basically a mathematical problem where it requires certain solution for certain variables, this solution must meet all the constraints. To do that we need first to start by defining:

**Variables**: These are the objects that need values assigned to them to satisfy the constraints. It can be using any type of variables such as Boolean, Integer, Strings etc. And they are finite as well (V1, V2…Vn). To be more specific, in our case where we need to assign employees to certain roles, I chose to define my variables as the roles: Python, AI, Web etc. It’s important to mention that this is not the only way to do that and there is not a “correct” way to do it as well, but whatever the choice of variables is, the domains must follow it (GeeksforGeeks, 2023).

**Domains**: The domains are basically the range of values that the variables can get and they cannot be empty because each variable needs one value at least, for example in my case Since one of the variables is Python, the values are the possible employees that can get the roles, like Ciara, Jane, Peter and Bruce. In other words, I’m telling my CSP that for Python you can only assign 3 of the 4 employees, I also chose to that in terms of combinations to avoid potential redundancy, for example: Ciara, Peter is the same as Peter, Ciara but the algorithm can’t tell so I forced certain combinations as shown in the picture below to avoid that potential issue (GeeksforGeeks, 2023).

**Constraints:** Constraints are basically the limitations or the conditions that give me meaning to the previous variables and domains. In our case, in scenario 1 for example, we can only hire a maximum of 4 people, and each employee can take a maximum of 2 roles, those are constraints that must be met to solve the problem, they’re also called hard constraints. There are also soft constraints where they’re necessary but it’s good to have which is for example, ‘Ciara knows how to code’ doesn’t mean she has to be part of the team or hiring a security employee in scenario 2.

Now after identifying the components of the CSP, we’re getting one step closer to highlighting how it works, so after we defined the variables, domains and constraints here comes the beauty of CSP as everything is done in the background using these techniques or algorithms:

* **Backtracking Algorithm:**

This algorithm plays a major role in the efficiency of the CSP and how fast it returns a solution, because as soon it faces an issue or solution that doesn’t work, it discards it and goes back or backtracks to the previous path. This is done for all the possible extensions of the solution and then it keeps going, if the solution meets the requirements, it is valid, if it does not, we don’t have to continue and we go back instead (GeeksforGeeks, n.d.).

Now let’s see how see this works in our case:

Say for the Python team we chose Ciara, Peter, Jane, we move to the AI team and we choose Juan, Jim. remember that we already chose 4 people, so if we add Mary as a web developer, one of the constraints is violated so here the program backtracks and chooses Anita, but we have the same issue, so we must choose Juan as a web developer. Then for the database, we choose Jim, when we move to the Systems, if we choose Juan, we have another issue because Juan is hired twice, same thing for Jim. The backtracking algorithm will flag that this solution is incorrect, and the solution will be marked as invalid.

* **Forward-checking algorithm:**

This algorithm is basically an optimisation of the backtracking algorithm, as this algorithm will keep track of assigned values and dynamically remove them (temporarily ) from the domain list for the specific variable, in other words, in scenario 1, if Juan has already achieved his limit of 2 roles, we don’t assign and then backtrack like we do in backtracking, but we Just remove Juan from the possible role leaving less options but with less issues, in case no domains are left that means the solution is invalid and the algorithm backtracks (Cuni.cz, 2024).

* **Constraint propagation algorithms:**

Constraint propagation is a major concept in CSP, as it works by narrowing down the domains of variables based on constraints. This approach will help in reducing the search space as it ensures consistency across the different components, nodes consistency for example. So, it will eliminate the values that violate the constraints before doing the search. In our example it will initialise the domains for each role and constraints are applied simultaneously and iteratively to eliminate possible confusions, for example hiring someone for 3 roles which cannot be, and it keeps going until the solutions are found (GeeksforGeeks, 2024).

## Difference between CSP and standard algorithms in finding solutions:

In this discussion, we will talk about the differences between CSP and standard algorithms in solving problems, the main question is not can they do it? Because they both can. But in order for a CSP to find a solution, we need to define variables domains and constraints, then the algorithm will do the rest using -not limited to- the previous techniques and algorithms which will eliminate the invalid paths as soon as they’re faced which will save tons of processing power and time as well. However, the standard algorithm will require defining all the variables on their own, than implement tailored solution for the problem which can be good for some problems, but if it’s not implemented the right way, some disasters can happen. Speaking from a personal perspective where the running time for one cell took 4353 seconds to run as shown in the picture below and the bigger the problem, the less efficient it becomes. So, on one hand, CSP will guarantee reliable solutions if it’s implemented the right way with great efficiency which will avoid invalid solutions early, on the other hand, standard algorithms give more freedom in the implementation, but it may struggle in problems as it will explore the invalid paths unnecessarily which will make it slower. So CSP works much better in these kinds of situations the same way standard algorithms are amazing in most of the application cases but here it’s like comparing a Porsche 911 to a Land Rover Defender, they’re both amazing but one is a sports car and the other is an off-road SUV.
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