**Jupyter slideshow:** This notebook can be displayed as slides. To view it as a slideshow in your browser, type following in the console:

> jupyter nbconvert [this\_notebook.ipynb] --to slides --post serve

To toggle off the slideshow cell formatting, click the CellToolbar button, then View > Cell Toolbar > None.

For more help, check out [this tutorial](https://drive.google.com/open?id=17q01buf7YFuB4yF8cFjmnc_ZARQWOljGhlHs99i9X0c).

In [2]:

print('hello world')

hello world

![http://imgur.com/1ZcRyrc.png](data:image/png;base64,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)

Introduction to Python Fundamentals[¶](http://localhost:8888/nbconvert/html/Desktop/SCHOOL_WORK/Week%201/welcome-to-data-science-master/intro_to_python_fundamentals.ipynb?download=false#Introduction-to-Python-Fundamentals)

*Authors: Kiefer Katovich (San Francisco), Dave Yerrington (San Francisco), Joseph Nelson (Washington, D.C.), Sam Stack (Washington, D.C.)*

Learning Objectives[¶](http://localhost:8888/nbconvert/html/Desktop/SCHOOL_WORK/Week%201/welcome-to-data-science-master/intro_to_python_fundamentals.ipynb?download=false#Learning-Objectives)

*After this lesson, you will be able to:*

* Define what a type is and what kinds exist in Python.
* Define a function and identify common functions in Python.
* Define control flow and some common examples in Python.

Lesson Guide[¶](http://localhost:8888/nbconvert/html/Desktop/SCHOOL_WORK/Week%201/welcome-to-data-science-master/intro_to_python_fundamentals.ipynb?download=false#Lesson-Guide)

* [Survey (5–10 min)](http://localhost:8888/nbconvert/html/Desktop/SCHOOL_WORK/Week%201/welcome-to-data-science-master/intro_to_python_fundamentals.ipynb?download=false#survey1)
* [Common Python Types (10 min)](http://localhost:8888/nbconvert/html/Desktop/SCHOOL_WORK/Week%201/welcome-to-data-science-master/intro_to_python_fundamentals.ipynb?download=false#types-def)
* [Common Types Code-Along (20 min)](http://localhost:8888/nbconvert/html/Desktop/SCHOOL_WORK/Week%201/welcome-to-data-science-master/intro_to_python_fundamentals.ipynb?download=false#types-codealong)
* [Common Python Functions and Control Flow (10 min)](http://localhost:8888/nbconvert/html/Desktop/SCHOOL_WORK/Week%201/welcome-to-data-science-master/intro_to_python_fundamentals.ipynb?download=false#functions-def)
* [Common Python Functions Code-Along (20 min)](http://localhost:8888/nbconvert/html/Desktop/SCHOOL_WORK/Week%201/welcome-to-data-science-master/intro_to_python_fundamentals.ipynb?download=false#functions-codealong)
* [Recap and Requests (5–10 min)](http://localhost:8888/nbconvert/html/Desktop/SCHOOL_WORK/Week%201/welcome-to-data-science-master/intro_to_python_fundamentals.ipynb?download=false#recap-requests)

**Instructor Note:** We also include a couple of sections for quizzes (one after types and one after functions) — these can be used as checks for understanding either formally — by asking students to complete them and checking their work — or informally, by having students explain their reasoning to the class.

Survey (Pre-Work Comprehension)[¶](http://localhost:8888/nbconvert/html/Desktop/SCHOOL_WORK/Week%201/welcome-to-data-science-master/intro_to_python_fundamentals.ipynb?download=false#Survey-(Pre-Work-Comprehension))

Please break into groups of three or four and discuss the following over the the next few minutes:

* What are 3–4 takeaways from the pre-work that were new to you?
* What are 3–4 (as of yet) unanswered questions you had from the pre-work?

**Instructor Note:** This check is intended to identify students' takeaways from the pre-work and understand what questions they have coming into the course. You may note their answers or write them on the whiteboard for further facilitated discussion.

Common Python Types[¶](http://localhost:8888/nbconvert/html/Desktop/SCHOOL_WORK/Week%201/welcome-to-data-science-master/intro_to_python_fundamentals.ipynb?download=false#Common-Python-Types)

**In Python, what do you understand a "type" to be?**

**Instructor Note:** Guide students to think about different ways that data can be encoded and what happens when you assign data to a variable.

**Instructor Note:** Depending on how in depth you would like to get on the subject of types, you could make use of this material here:

There are several *standard* data types within Python (and typically any programming language, although it varies as to what is or isn't in a type for each).

A type tells the computer what can or can't be done with a given piece of information in Python (or whichever programming language you are using). For example, we can **add** and **subtract** numbers and we can **count** the number of letters in a word. Rather than try (and fail!) to add two words together or count the number of numbers in a number, types let the computer know efficiently what can and cannot be done in a given situation.

Different languages have different requirements for typing, known broadly as *static versus dynamic* typing and *strong versus weak typing*:

* **Static typing**: When we create a variable, we tell the program what type it is, and it stays that way for the evaluation of the program.
* **Dynamic typing**: When we create a variable, it can be of any type and can be changed if we redefine it in the program.
* **Strong typing**: A variable's type determines what can and cannot be done with it (such as dividing a word).
* **Weak typing**: You can try to do anything with that variable and, if it can be converted in the process to make that operation work, the language will do so.

Python is a *dynamic, strongly typed* language — while we can redefine a variable's type as we work with it, Python won't change types on us unless we explicitly tell it to do so. This is a design choice of Python; different languages do things differently (if you pick up R, C++, or Java in the future, expect differences).

**In your own words**, discuss what *static*, *dynamic*, *strong*, and *weak* typing is with a partner.

Types in Python[¶](http://localhost:8888/nbconvert/html/Desktop/SCHOOL_WORK/Week%201/welcome-to-data-science-master/intro_to_python_fundamentals.ipynb?download=false#Types-in-Python)

**What are some of the basic types in Python? Are there Python types that contain multiple elements?**

**Instructor Note:** Guide students toward creating a taxonomy of types similar to the following.

There are two basic groups of types in Python — single elements (one item or piece of information) and collections (groups of things, which can be either single elements themselves, other collections, or a mix of both).

**Single Elements**

* **Integers:** Whole numbers ranging from negative infinity to infinity, such as 1, 0, -5, etc.
* **Floats:** Short for "floating point number;" usually used with decimals, such as 2.8 or 3.14159.
* **Strings:** A set of letters, numbers, or other characters, e.g., "The fox is quick." — any set of values that contains a non-numeric character.

**Collections**

* **Tuples:** An ordered sequence with a fixed number of elements; e.g., in x = (1, 2, 3), the parentheses makes it a tuple. x = ("Kirk", "Picard", "Spock") — once you've defined this, you can't change it.
* **Lists:** An ordered sequence without a fixed number of elements, e.g., x = [1, 2, 3]. Note the square brackets. x = ["Lord", "of", "the", "Rings"] — this can be changed as you like.
* **Dictionaries**: An unordered collection of key-value pairs, e.g., x = {'Mark': 'Twain', 'Apples': 5}. To retrieve each value (the part after each colon), use its key (the part before each colon). For example, x['Apples'] retrieves the value 5.

**In your own words, what is the difference between a list and a dictionary? Can you think of any real-life examples of lists or dictionaries?**

Throughout this lesson, we'll review each data type more in depth and discuss common ways of interacting with each of them.

* [Python's basic data types](https://en.wikiversity.org/wiki/Python/Basic_data_types).

**Instructor Note:** Guide students to think of real-world items like the ones below that are similar to a list or dictionary. This is also a good place to discuss when these collections are used most frequently.

Typically, lists and dictionaries are most popular because of their ease of use and applicability to numerous situations (by contrast, because tuples are immutable/cannot be modified; they are used more sparingly). Lists have an inherent order (the first element is at index 0, the second element is at index 1, etc.) and we can call each element by that ordinal number (such as x[0] or x[100]). Dictionaries do not have an order (so x[0] will fail), but they use the name of the key to return that element.

**Example**: Think about the difference between a sign-up list and an address book:

* **Sign-up list**: We would refer to the order of who signed up when (i.e., "the eighth person to sign up").
* **Address book**: We would refer to a person by looking for their name (i.e., "the contact info for Bill Personson").

Variables[¶](http://localhost:8888/nbconvert/html/Desktop/SCHOOL_WORK/Week%201/welcome-to-data-science-master/intro_to_python_fundamentals.ipynb?download=false#Variables)

Variables are names that have been assigned to specific values or data. These names can be almost anything you want, but there are some restrictions and best practices.

**In your own words, can you think of some variable names that might be restricted within Python?**

**Instructor Note:** List their rules on the whiteboard and then bring up some of the concepts below.

Restrictions[¶](http://localhost:8888/nbconvert/html/Desktop/SCHOOL_WORK/Week%201/welcome-to-data-science-master/intro_to_python_fundamentals.ipynb?download=false#Restrictions)

* Variable names cannot be just a number (i.e., 2, 0.01, 10000).
* Variables cannot be assigned the same name as a default or imported function (i.e., 'type', 'print', 'for').
* Variable names cannot contain spaces.

Best Practices[¶](http://localhost:8888/nbconvert/html/Desktop/SCHOOL_WORK/Week%201/welcome-to-data-science-master/intro_to_python_fundamentals.ipynb?download=false#Best-Practices)

* Variable names should be lowercase.
* A variable's name should be representative of the value(s) it has been assigned. For example, instead of a or money, something like money\_usd tells the user both what is stored in that variable *and* what units it's in.

Common Types Code-Along[¶](http://localhost:8888/nbconvert/html/Desktop/SCHOOL_WORK/Week%201/welcome-to-data-science-master/intro_to_python_fundamentals.ipynb?download=false#Common-Types-Code-Along)

In this section, we'll practice establishing some types and common practices. To run each cell, use shift+enter or the run button in the Jupyter Notebook toolbar.

Some common reasons why we need to keep types in mind:

1) Different types can lead to different results:

- `1 + 1` results in `2`, while `'1' + '1'` results in the string `11`.

2) Operations may not work with specific types:

- `len('a word')` will return the number of characters in a word, while `len(25)` will return an error because numbers do not have a length.

In [1]:

# Assigning a float:

x = 1.0

type(x)

Out[1]:

float

In [ ]:

# Assigning an int:

y = 1

type(y)

In [ ]:

# Assigning a string:

z = '1'

type(z)

**Remember that, when we're assigning variables, we are not stating that "x equals 1," we are stating that "x has been assigned the value of 1."**

Operators[¶](http://localhost:8888/nbconvert/html/Desktop/SCHOOL_WORK/Week%201/welcome-to-data-science-master/intro_to_python_fundamentals.ipynb?download=false#Operators)

Operators can be used in a mathematical sense to calculate (or create) the sum, difference, product, or quotient of values or variables.

Note that print() below will print out the values of whatever is inside of the parentheses.

In [ ]:

# Addition:

print(1 + 2)

# Subtraction:

print(1 - 2)

# Multiplication:

print(1 \* 2)

# Division:

print(1 / 2)

There is also // division, whose output will be the rounded-down whole number.

In [ ]:

# Division of float numbers:

print(3.0 // 2)

print(-3.0 // 2)

In [ ]:

# Exponent power operator:

2 \*\* 2

In [ ]:

# The modulo operator can be used to get the remainder — what's left over after the term has been cleanly divided:

5%2.

Booleans and Boolean Evaluation Operators[¶](http://localhost:8888/nbconvert/html/Desktop/SCHOOL_WORK/Week%201/welcome-to-data-science-master/intro_to_python_fundamentals.ipynb?download=false#Booleans-and-Boolean-Evaluation-Operators)

**In your own words, define a boolean.**

**Instructor Note:** Guide students to the following definition:

Booleans exist as either true or false and are generally used as a means of evaluation.

Using Booleans[¶](http://localhost:8888/nbconvert/html/Desktop/SCHOOL_WORK/Week%201/welcome-to-data-science-master/intro_to_python_fundamentals.ipynb?download=false#Using-Booleans)

Booleans are frequently used to filter data or conditions. Sometimes, we may want all countries with populations greater than 4,000,000 or all people named Bob. Both of these result in a True or False condition that split our data into the groups we want.

In Python, there are several built-in commands for deciding how to filter results:

* and: Are both A and B true?
* not: Is A the same as B?
* or: Is A or B true?

In [ ]:

True and False

In [ ]:

not False

In [ ]:

True or False

**Comparisons**

* Less than: <
* Greater than: >
* Less than or equal to: <=
* Greater than or equal to: <=
* Equals: ==
* Does not equal: !=

In [ ]:

2 > 1, 2 < 1, 2 > 2, 2 < 2, 2 >= 2, 2 <= 2

In [ ]:

# Equality:

[1,2] == [1,2], [1,2] != [2,1]

In [ ]:

[1,2] == [1,2] and [2,2] == [2,2]

Now You Try![¶](http://localhost:8888/nbconvert/html/Desktop/SCHOOL_WORK/Week%201/welcome-to-data-science-master/intro_to_python_fundamentals.ipynb?download=false#Now-You-Try!)

With a partner, create three comparisons using !=, >=, and <.

Strings[¶](http://localhost:8888/nbconvert/html/Desktop/SCHOOL_WORK/Week%201/welcome-to-data-science-master/intro_to_python_fundamentals.ipynb?download=false#Strings)

**What are strings? How would we use them? Can you think of any examples of strings?**

**Instructor Note:** Guide your students to the following definition:

Strings are essentially any character combination in between quotes. They are most often used as a way of storing text. Strings are used frequently, because most of the data that humans create are text-based, such as restaurant reviews or emails.

In [ ]:

s = "Hello world"

type(s)

Strings have a lot of associated methods and attributes that allow us to better understand and manipulate them.

**In your own words, why would we want to manipulate or change strings?**

**Instructor Note:** Some examples include:

* Fixing misspelled words.
* Changing casing (upper, lower).
* Looking for specific words.

In [ ]:

# Finding the length of the string:

len(s)

In [ ]:

# Replacing an element of a string:

s2 = s.replace("world", "test")

print(s2)

String Indexing[¶](http://localhost:8888/nbconvert/html/Desktop/SCHOOL_WORK/Week%201/welcome-to-data-science-master/intro_to_python_fundamentals.ipynb?download=false#String-Indexing)

In some cases, we may want a part of the string (like the first character for alphabetizing or categorizing). Indexing helps us do that.

We can extract characters at specific index locations in a string using indexing.

In [ ]:

# Indexing the first (index 0) character in the string:

s[0]

The number you enter after the variable name in brackets (the [0]) is called the index (its plural is indices).

*Counting in Python and many other programming languages begins at zero, as opposed to one. This is called zero-based indexing.*

In [ ]:

# This is called "splicing." We start at the left index

# and go up to but not include the right index.

# Objects at indexes 0, 1, and 2:

s[0:3]

Most ranges, or functions with ranges, have upper ends that are not inclusive. So, a range of [0:5] starts at 0 and stops before 5.

A good mental trick is to look at something like [5:25] and say out loud "Starting at five and going up to (but not including) 25."

In [ ]:

# From index 6 up to the end of the string:

s[6:]

In [ ]:

# No start or end specified:

s[:]

In [ ]:

# Can we index from the right side?

s[-1]

In addition to specifying a range, you can include a step size or character skip rate. This might be helpful if you want every other letter, for example.

These indexing methods can also be used on lists, where asking for every other number might be a good use case.

In [ ]:

# Every second character starting at 0 and ending at 10:

s[0:10:2]

In [ ]:

# Define a step size of 2; i.e., every other character:

s[::2]

In [ ]:

# The same, but for a list of numbers:

[0, 1, 2, 3, 4, 5, 6][::2]

Concatenating[¶](http://localhost:8888/nbconvert/html/Desktop/SCHOOL_WORK/Week%201/welcome-to-data-science-master/intro_to_python_fundamentals.ipynb?download=false#Concatenating)

**In your own words, what is concatenating? When might you use it?**

To add two strings together, type the first string, a + sign, and then the second string.

**Instructor Note:** One easy example is adding a greeting to someone's name: 'Hello ' + name.

In [ ]:

x = 'Hello'

y = 'world'

x + y

In [ ]:

# Conversion from int to str is required!

dice\_roll = 3

print('You rolled a ' + str(dice\_roll) + '.')

Now You Try![¶](http://localhost:8888/nbconvert/html/Desktop/SCHOOL_WORK/Week%201/welcome-to-data-science-master/intro_to_python_fundamentals.ipynb?download=false#Now-You-Try!)

Create your own string of at least 12 characters or more and: 1) Test to make sure that it is at least 12 characters long.   
2) Replace all of the vowels with the string vowel.   
3) Use concatenation to add another string to it.

Lists[¶](http://localhost:8888/nbconvert/html/Desktop/SCHOOL_WORK/Week%201/welcome-to-data-science-master/intro_to_python_fundamentals.ipynb?download=false#Lists)

**What are some examples of lists? What do you remember from before?**

Lists can be composed of ints, floats, strings, or other lists, as well as other data types we haven't covered yet.

In [ ]:

l = [1, 2, 3, 4]

print(type(l))

print(l)

In [ ]:

# The a variable's contents can be reassigned to another variable:

a = l

In [ ]:

print(a)

In [ ]:

# List of strings:

names = ['Carol', 'Anne', 'Jessica']

print(names)

Methods[¶](http://localhost:8888/nbconvert/html/Desktop/SCHOOL_WORK/Week%201/welcome-to-data-science-master/intro_to_python_fundamentals.ipynb?download=false#Methods)

Many types have what are known as "methods:" built-in functionality that allows them to do certain things. We've already seen a couple, such as the .replace() method, which lets you replace words in strings.

Lists also have several methods that allow us to alter them, such as the .append() method, which allows us to add another element to the end of a list.

In [ ]:

names.append('Michelle')

names

Lists can indexed the same way strings — this allows us to target a specific value or range of values in a list without having to create a new one.

In [ ]:

print(names[1:3])

print(names[::2]) # Increments the index by 2 each time (skips alternate elements).

In [ ]:

# We can slice a value in a list as well:

names[1][1:]

Note that we always read indexing from left to right. In the example above, the interpreter looks up names and gets the first element, which is the string "Anne". Then, the slice ([1:]) adds the first index of that string to the end of the original string, evaluating to "nne".

Interestingly, the following works in the same way. Instead of having to look up the value of names, the list is directly specified (just read the line from left to right!).

In [ ]:

['Carol', 'Anne', 'Jessica', 'Michelle'][1][1:]

In [ ]:

# Lists don't have to be the same type:

l = [1, 'a', 1.0, 1-1j]

print(l)

In [ ]:

# We can create a list of values in a range using the range() function:

start = 10

stop = 30

step = 2

print(type(range(start, stop, step)))

# range() produces a "generator," which is beyond the scope of this introduction!

# It is often convenient to have the generator

# generate all of its values by converting it to a list:

list(range(start, stop, step))

Use the .insert() method to add values at specific indices.

In [ ]:

names.insert(2, 'Ellen')

names

The .remove() method can be used to remove specific values if they appear in a list.

In [ ]:

names.append('Jeremy')

print(names)

names.remove('Jeremy')

print(names)

Now You Try![¶](http://localhost:8888/nbconvert/html/Desktop/SCHOOL_WORK/Week%201/welcome-to-data-science-master/intro_to_python_fundamentals.ipynb?download=false#Now-You-Try!)

Create a list of five elements and do the following: 1) Print the last three elements.   
2) Insert two new elements at index 2 and append one element to the end.   
3) Remove one element of your choice.   
4) Print every other element in your list.

Tuples[¶](http://localhost:8888/nbconvert/html/Desktop/SCHOOL_WORK/Week%201/welcome-to-data-science-master/intro_to_python_fundamentals.ipynb?download=false#Tuples)

Tuples are similar to lists in that they store a sequence of various separate values. However, tuples are not mutable in that, once they are created, their values cannot be changed.

**In your own words, why would creating something that cannot be changed later be helpful?**

**Instructor Note:** Guide students to think about safety — what if you absolutely needed to make sure that one or two numbers or values stayed the same?

In [ ]:

point = (10, 20)

print(point)

print(type(point))

In [ ]:

# They can be sliced, just like lists and strings:

point[0]

Dictionaries[¶](http://localhost:8888/nbconvert/html/Desktop/SCHOOL_WORK/Week%201/welcome-to-data-science-master/intro_to_python_fundamentals.ipynb?download=false#Dictionaries)

Dictionaries are a non-ordered Python data type. Instead of using an ordered index to access data stored in a dictionary, we use a system of key-value pairs.

**In your own words, why would we use this when we could just use a list?**

* A key is similar to a variable name.
* A value is similar to the value assigned to the variable.
* Curly braces ({ }) enclose dictionaries. The first input in a dictionary pair is the "key." The second input in a dictionary pair is the "value." Remember to make key:value pairs!

The general format looks like this:

**Instructor Note:** Some answers might include:

* When there are lots of elements and we don't want to remember which element number is which.
* When we don't care about the order in which things happen.
  + As opposed to a list, which is kind of like a queue.

In [ ]:

params = {'key1' : 1.0,

'key2' : 2.0,

'key3' : 3.0,}

print(type(params))

print(params)

The keys stay the same, but the values are changeable. You can also only have one occurrence of a key in a dictionary, but you can have all of the values be the same.

In [ ]:

# Value for parameter2 in the params dictionary:

params['key2']

In [ ]:

# Adding a new dictionary entry:

params['key4'] = 'D'

In [ ]:

print(params)

In [ ]:

# Reassigning the value of a key-value pair in the dictionary:

params['key1'] = 'A'

params['key2'] = 'B'

In [ ]:

print('Key 1 = ' + str(params['key1']))

print('Key 2 = ' + str(params['key2']))

print('Key 3 = ' + str(params['key3']))

print('Key 4 = ' + str(params['key4']))

In [ ]:

# Dictionaries also have methods.

# Convert a dictionary to a list of tuples (key-value pairs).

# This is later used to conveniently loop through a dictionary:

list(params.items())

Quiz: Types[¶](http://localhost:8888/nbconvert/html/Desktop/SCHOOL_WORK/Week%201/welcome-to-data-science-master/intro_to_python_fundamentals.ipynb?download=false#Quiz:-Types)

*Identify the variable types of the following five items:*

* 1
* -1.0
* 1,000,000
* '10'
* ('twenty-four')

*Create a list of all numbers between 1 and 100, inclusive, using the range() function discussed above. Can you slice the list so that we see every fifth number, starting at 4 and ending at 82?*

**Instructor Note**: Feel free to make this quiz as informal or formal as you need for your class.

Common Python Functions and Control Flow[¶](http://localhost:8888/nbconvert/html/Desktop/SCHOOL_WORK/Week%201/welcome-to-data-science-master/intro_to_python_fundamentals.ipynb?download=false#Common-Python-Functions-and-Control-Flow)

**Instructor Note:** This is a basic introduction to control flows and functions. Depending on how well prepared your students are, you can consider introducing while, keyword arguments, or some more advanced function generation.

In this section, we're going to tackle some common design patterns in Python. The first is the concept of control flow — this is how our programs will return different results based on specific input. Second, we'll cover basic functions — these let us create snippets of code that we can call later in a script, which creates code that's easier to read and maintain. Remember, we're going to be reading code much more often than writing it!

if… else Statements[¶](http://localhost:8888/nbconvert/html/Desktop/SCHOOL_WORK/Week%201/welcome-to-data-science-master/intro_to_python_fundamentals.ipynb?download=false#if…-else-Statements)

In Python, indentation matters! This is especially true when we look at the control structures in this lesson. In each case, a block of indented code is only run some of the time. There will always be a condition in the line preceding the indented block that determines whether the indented code is run or skipped.

if Statement[¶](http://localhost:8888/nbconvert/html/Desktop/SCHOOL_WORK/Week%201/welcome-to-data-science-master/intro_to_python_fundamentals.ipynb?download=false#if-Statement)

The simplest example of a control structure is the if statement. We start with if, followed by something that can evaluate to True or False (such as any of the comparison operators we discussed earlier).

In [ ]:

if 1 == 1:

print('The integer 1 is equal to the integer 1.')

print('Is the next indented line run, too?')

In [ ]:

if 'one' == 'two':

print("The string 'one' is equal to the string 'two'.")

print('---')

print('These two lines are not indented, so they are always run next.')

Notice that, in Python, the line before every indented block must end with a colon (:). In fact, it turns out that the if statement has a very specific syntax:

if <expression>:

<one or more indented lines>

When the if statement is run, the expression is evaluated to True or False by applying the built-in bool() function. If the expression evaluates to True, the code block is run; otherwise, it is skipped.

Now You Try![¶](http://localhost:8888/nbconvert/html/Desktop/SCHOOL_WORK/Week%201/welcome-to-data-science-master/intro_to_python_fundamentals.ipynb?download=false#Now-You-Try!)

Create your own string called test\_string, then fill in the blanks here to create an if... else statement for whether or not the first character in test\_string is a lowercase a.

In [ ]:

test\_string = '' # Fill in with your choice of string.

if test\_string: # Change this section to check if the first character in test\_string is a lowercase a.

print('Begins with a')

else:

print('Does not begin with a')

if ... else[¶](http://localhost:8888/nbconvert/html/Desktop/SCHOOL_WORK/Week%201/welcome-to-data-science-master/intro_to_python_fundamentals.ipynb?download=false#if-...-else)

In many cases, you may want to run some code if the expression evaluates to True and some other code if it evaluates to False. This is done using else. Note how it is at the same indentation level as the if statement, followed by a colon, followed by a code block. Let's see it in action.

In [ ]:

if 50 < 30:

print("50 < 30.")

else:

print("50 >= 30.")

print("The else code block was run instead of the first block.")

print('---')

print('These two lines are not indented, so they are always run next.')

if ... elif ... else[¶](http://localhost:8888/nbconvert/html/Desktop/SCHOOL_WORK/Week%201/welcome-to-data-science-master/intro_to_python_fundamentals.ipynb?download=false#if-...-elif-...-else)

Sometimes, you might want to run one specific code block out of several. For example, perhaps we provide the user with three choices and want something different to happen with each one.

elif stands for else if. It belongs on a line between the initial if statement and an (optional) else.

In [ ]:

health = 55

if health > 70:

print('You are in great health!')

elif health > 40:

print('Your health is average.')

print('Exercise and eat healthily!')

else:

print('Your health is low.')

print('Please see a doctor now.')

print('---')

print('These two lines are not indented, so they are always run next.')

This code works by evaluating each condition in order. If a condition evaluates to True, the rest are skipped.

**Let's walk through the code.** First, we let health = 55. We move to the next line at the same indentation level — the if. We evaluate health > 70 to be False, so its code block is skipped. Next, the interpreter moves to the next line at the same outer indentation level, which happens to be the elif. It evaluates its expression, health > 40, to be True, so its code block is run. Now, because a code block was run, the rest of the if statement is skipped.

for Loops[¶](http://localhost:8888/nbconvert/html/Desktop/SCHOOL_WORK/Week%201/welcome-to-data-science-master/intro_to_python_fundamentals.ipynb?download=false#for-Loops)

One of the primary purposes of using a programming language is to automate repetitive tasks. One example is the for loop.

The for loop allows you to perform a task repeatedly on every element within an object, such as every name in a list.

Let's see how the pseudocode works:

*# For each individual object in the list*

*# perform task\_A on said object.*

*# Once task\_A has been completed, move to next object in the list.*

Let's say we wanted to print each of the names in the list, as well as "is Awesome!" In this case, we'd create a temporary variable for each element in the collection (for name in names would put each name, in sequence, under the temporary variable name) and then do something with it.

In [ ]:

names = ['Rebecca Bunch', 'Paula Proctor', 'Heather Davis']

for name in names:

print(name + ' Is Awesome!')

We can also combine if... else statements and for loops:

In [ ]:

for name in names:

if name == 'Paula Proctor':

print(name + ' Is REALLY AWESOME!')

else:

print(name + ' Is Awesome!')

Now You Try![¶](http://localhost:8888/nbconvert/html/Desktop/SCHOOL_WORK/Week%201/welcome-to-data-science-master/intro_to_python_fundamentals.ipynb?download=false#Now-You-Try!)

Create a new if... elif... else and for loop combination, using a list of your own choice.

Functions[¶](http://localhost:8888/nbconvert/html/Desktop/SCHOOL_WORK/Week%201/welcome-to-data-science-master/intro_to_python_fundamentals.ipynb?download=false#Functions)

**When would you want to call the same code over and over again? What benefit does that have in programming?**

**Instructor Note:** Guide students to think about how using functions can make programming easier and ensure that we will only need to make changes/define options once in a script instead of multiple times.

Similar to the way we can use for loops as a means of performing repetitive tasks on a series of objects, we can also create functions to perform repetitive tasks. Within a function, we can write a large block of action and then call the function whenever we want to use it.

Let's write some pseudocode, which is code that Python will not run successfully, but illustrates the basic idea without worrying about correct syntax:

*# Define the function name and the requirements it needs.*

*# Perform actions.*

*# Optional: Return output.*

A function is defined like this:

**def** function\_name(arguments):

*# Do things here.*

**return** value

We start with def and the name of our function, then a set of parentheses. The terms we put in the parentheses will be passed into the function and stored in those variables. Finally, if we want to store the results of the function, we use return, which will let us take some value and store it once the function has run, like this:

x = function\_name(20)

Whatever follows return when the function is defined will be passed out of the function and stored in x.

Let's create a function that takes two numbers as arguments and returns their sum, difference, and product.

In [ ]:

def arithmetic(num1, num2):

print(num1 + num2)

print(num1 - num2)

print(num1 \* num2)

arithmetic(3,5)

Common Functions Code-Along[¶](http://localhost:8888/nbconvert/html/Desktop/SCHOOL_WORK/Week%201/welcome-to-data-science-master/intro_to_python_fundamentals.ipynb?download=false#Common-Functions-Code-Along)

In this section, we'll run through some basic functions and how we might use them.

**Instructor Note:** In this section, we'll run through some basic function generation so students can see the process of how to create and use functions. It can be helpful to walk through the code and ask students what each line does. A good suggestion would be to delete the latter sections of code and create them for your students in person so that they can see your thought process.

Write a function that takes the length of a side of a square as an argument and returns its area.

In [ ]:

def area\_square(length):

return length\*\*2

print(area\_square(4))

Write a function that takes the height and width of a triangle and returns its area.

In [ ]:

def area\_triangle(height, width):

return height + (0.5\*width)

print(area\_triangle(2, 6))

Write a function that takes a string as an argument and returns a tuple consisting of two elements:

* A list of all of the characters in the string.
* A count of the number of characters in the string.

In [ ]:

def list\_and\_count(word):

list\_of\_characters = []

for char in word:

list\_of\_characters.append(char)

return list\_of\_characters, len(word)

print(list\_and\_count('Lisa Simpson'))

Write a function that takes two integers, passed as strings, and returns the sum, difference, and product as a tuple (with all values as integers).

**Instructor Note:** If students are well-versed, you can include try and except here. This is also a good place to challenge your students to explain what would happen if they passed in something that could not be turned into a string.

In [ ]:

def integerify(string1, string2):

int1 = int(string1)

int2 = int(string2)

val\_sum = int1 + int2

val\_diff = int1 - int2

val\_prod = int1 \* int2

return val\_sum, val\_diff, val\_prod

integerify('20', '100')

Write a function that takes a list as the argument and returns a tuple consisting of two elements:

* A list with the items in reverse order.
* A list of the items in the original list that have an odd index.

**Instructor Note:** This function is a good example for introducing a couple of more advanced topics and could be written together with students versus walking them through it as it appears.

In [ ]:

def reverse\_and\_odd(input\_list):

reversed\_list = input\_list[::-1]

odd\_indices = []

for i in range(len(input\_list)):

if i % 2 == 1:

odd\_indices.append(input\_list[i])

return reversed\_list, odd\_indices

reverse\_and\_odd(names)

Quiz: Functions[¶](http://localhost:8888/nbconvert/html/Desktop/SCHOOL_WORK/Week%201/welcome-to-data-science-master/intro_to_python_fundamentals.ipynb?download=false#Quiz:-Functions)

Can you tackle these two challenges on your own?

*Write a function that takes a word as an argument and returns the number of vowels in the word.*

*Write a function that takes in a list of animals. Have it print out each animal's name in FULL CAPITAL LETTERS.*

* **Note:** You may need to do some outside research to find out how Python can capitalize all letters in a string!

Recaps and Requests[¶](http://localhost:8888/nbconvert/html/Desktop/SCHOOL_WORK/Week%201/welcome-to-data-science-master/intro_to_python_fundamentals.ipynb?download=false#Recaps-and-Requests)

Take a moment to write down the answers to the following for yourself:

1) What parts of the Python material covered today do I feel like I know very well right now?   
2) What parts of the Python material covered today were a struggle?

We'll each share what caused us some trouble today and take a few minutes to review anything that's outstanding. If you noticed that you really mastered something that somebody else found especially challenging, take some time to reach out and offer some help!