NoteNest

The NoteNest App back-end is designed to offer users a reliable and secure environment for managing their personal notes. It features user authentication with JWT-based token security, ensuring that each user's data remains private and protected. The API enables users to perform CRUD (Create, Read, Update, Delete) operations on their notes, allowing them to organize information effectively.

The backend is developed using Node.js and Express.js, leveraging MongoDB as the database to store user information and notes efficiently. Mongoose ODM is utilized to interact with MongoDB, simplifying data manipulation. Middleware such as express-validator is used for request validation, while bcryptjs ensures password encryption for secure authentication.

One of the core functionalities of the Notes App back-end is its authentication mechanism. Users must sign up and log in to access their notes. Each API request is validated using JWT authentication, ensuring that only authorized users can manage their data.

The Notes App back-end also includes error handling mechanisms to provide informative responses in case of invalid requests or server issues. This ensures a smooth user experience by preventing unauthorized access and handling common issues gracefully.

Designed to be modular and scalable, this back-end can be extended to include additional features such as note sharing, categorization, and reminders. It serves as an excellent foundation for developers who want to build a fully functional note-taking application.

**Scenario Based Case Study**

**Background:**Amit, a second-year Computer Science student, struggles with organizing his study materials. He often finds it difficult to keep track of important lecture notes, project ideas, and personal to-do lists. He has tried using traditional notebooks and various note-taking apps, but they either lack essential features or have cluttered interfaces. Amit is looking for a simple yet effective solution that allows him to store, manage, and retrieve his notes securely from any device.

**Problem:**During his semester exams, Amit realized that he had lost some important notes on a specific programming concept. His notes were scattered across different platforms—some written in physical notebooks, some stored in his mobile notes app, and others saved in multiple cloud drives. This inefficiency resulted in wasted time and stress, making his revision process difficult. Amit needed a centralized, easy-to-use platform where he could store, organize, and retrieve all his study materials efficiently.

**Solution:**Amit discovered the **Notes App**, a simple yet powerful web-based note-taking application with a secure back-end. After signing up, he was able to create, update, and organize his notes effortlessly. With **user authentication and authorization**, his data remained safe. The **search and filter features** helped him quickly find the required notes. Additionally, he could categorize his notes using tags like "Lecture Notes," "To-Do," and "Project Ideas," making organization seamless.

**One day, Amit accidentally deleted an important note, but thanks to the automatic backup feature, he was able to recover it quickly. He also found that he could access his notes from multiple devices, allowing him to review his study material on the go.**

**Usage:**

**Student Usage:** Amit uses the app to take notes on various subjects and organize them with relevant tags.

**Professional Usage:** His senior, working as a software developer, uses the app to store project ideas, meeting notes, and technical documentation.

**Personal Usage:** Amit’s friend, Riya, uses it to maintain a daily journal, grocery lists, and travel plans.

**Outcome:**

**With the Notes App, Amit has streamlined his study process. He no longer worries about losing important information, as all his notes are securely stored and easily accessible. The app's intuitive interface and useful features have enhanced his productivity, helping him focus more on learning and less on managing scattered notes.**

**Technical Architecture:**

**Client (Frontend or API Testing Tools)**

**The user interacts with the application through a web or mobile front-end, or directly via**
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Key Features:

**1. User Dashboard**: A central dashboard where users can view, create, edit, and delete their notes in an organized manner.

**2. Note Creation**: Users can create and save notes with a title, description, and optional tags for easy categorization.

**3. Edit & Update Notes**: Existing notes can be updated with new content without creating a new entry.

**4. Delete Notes**: Users can remove notes that are no longer needed.

**5. User Authentication**: Secure login and signup system using JWT (JSON Web Token) authentication.

**6. Secure Data Storage**: All user notes are securely stored in a MongoDB database with unique user associations.

**7. Tagging System**: Notes can be categorized using tags for easier organization and filtering.

**8. Search & Filter**: Users can quickly find notes by searching based on title, content, or tags.

**9. Date Tracking**: Each note includes a timestamp to track when it was created or last updated.

### Roles and Responsibility



·  Develop and maintain the **server-side logic** using **Node.js** and **Express.js**.

·  Implement **user authentication and authorization** using **JWT** and **bcrypt.js**.

·  Design and manage the **MongoDB database schema** using **Mongoose**.

·  Create **RESTful APIs** for handling CRUD operations (Create, Read, Update, Delete) for notes.

·  Ensure **data security** and **user access control** mechanisms are in place.

·  Optimize **database queries** to improve performance.

·  Implement **middleware** for logging, request validation, and error handling.

·  Ensure **API documentation** is maintained for frontend developers.

**Project Setup and Configuration**

**1. Install Required Tools and Software**

Ensure you have the following installed on your system:

* **Node.js** (Server-side JavaScript runtime)

Download: <https://nodejs.org/en/download/>

* **MongoDB** (Database)

Download: <https://www.mongodb.com/try/download/community>

**2. Create Project Folders and Files**

/notes-app-backend

??? /models          # Database models (schemas)

?    ??? User.js         # User schema

?    ??? Note.js         # Note schema

??? /routes          # API route files

?    ??? authRoutes.js   # Routes for authentication (register, login)

?    ??? noteRoutes.js   # Routes for CRUD operations on notes

??? /controllers     # Business logic for handling requests

?    ??? authController.js # Handles authentication-related logic

?    ??? noteController.js # Handles notes-related logic

??? /middleware      # Middleware functions for authentication & error handling

?    ??? authMiddleware.js # Middleware to protect routes (JWT authentication)

?    ??? errorMiddleware.js # Centralized error handling

??? /config          # Configuration files (DB connection, environment variables)

?    ??? db.js          # MongoDB connection setup

??? /public          # Static files (if needed)

??? .env             # Environment variables (MongoDB URI, JWT secret)

??? index.js         # Main entry point of the backend

generateToken.js #For Token generation

??? package.json     # Project dependencies

![](data:image/png;base64,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)

**3. Install Required npm Packages**

**Backend npm Packages**

Run the following command inside your project directory:

“**npm install express mongoose corsdotenvbcryptjsjsonwebtoken express-validator nodemon**”

* **Express** - Web framework for Node.js
* **Mongoose** - ODM for MongoDB
* **Dotenv** - For managing environment variables
* **Bcrypt.js** - For password encryption
* **Jsonwebtoken (JWT)** - For authentication
* **Express-validator** - Middleware for request validatio

Following is the project code….

1) db.js:-

const mongoose = require('mongoose');

constconnectDB = async () => {

    try {

        await mongoose.connect(process.env.MONGO\_URI);

        console.log('MongoDB connected');

    } catch (error) {

        console.error(error.message);

        process.exit(1);

    }

};

module.exports = connectDB;

2) authController.js:-

const User = require('../models/User');

constjwt = require('jsonwebtoken');

constbcrypt = require('bcryptjs');

const{ validationResult } = require('express-validator');

exports.registerUser = async (req, res) => {

    const errors = validationResult(req);

    if (!errors.isEmpty()) return res.status(400).json({ errors: errors.array() });

    const{ name, email, password } = req.body;

    try {

        const user = new User({ name, email, password });

        await user.save();

        res.status(201).json({ message: 'User registered successfully!' });

    } catch (error) {

        res.status(500).json({ error: error.message });

    }

};

exports.loginUser = async (req, res) => {

    const errors = validationResult(req);

    if (!errors.isEmpty()) return res.status(400).json({ errors: errors.array() });

    const{ email, password } = req.body;

    try {

        const user = await User.findOne({ email });

        if (!user || !(await bcrypt.compare(password, user.password))) {

            return res.status(401).json({ message: 'Invalid credentials' });

        }

        const token = jwt.sign({ id: user.\_id }, process.env.JWT\_SECRET, { expiresIn: '1h' });

        res.status(200).json({ token });

    } catch (error) {

        res.status(500).json({ error: error.message });

    }

};

exports.getUserDetails = async (req, res) => {

    try {

        const user = await User.findById(req.user).select('-password'); // Exclude password

        if (!user) {

            return res.status(404).json({ message: 'User not found' });

        }

        res.json(user);

    } catch (err) {

        console.error(err);

        res.status(500).json({ message: 'Server error' });

    }

};

exports.updatePassword = async (req, res) => {

    const errors = validationResult(req);

    if (!errors.isEmpty()) {

        return res.status(400).json({ errors: errors.array() });

    }

    const{ currentPassword, newPassword } = req.body;

    try {

        const user = await User.findById(req.user);

        if (!user) {

            return res.status(404).json({ message: 'User not found' });

        }

        constisMatch = await bcrypt.compare(currentPassword, user.password);

        if (!isMatch) {

            return res.status(400).json({ message: 'Current password is incorrect' });

        }

        const salt = await bcrypt.genSalt(10);

        user.password = await bcrypt.hash(newPassword, salt);

        await user.save();

        res.json({ message: 'Password updated successfully' });

    } catch (err) {

        console.error(err);

        res.status(500).json({ message: 'Server error' });

    }

};

exports.deleteAccount = async (req, res) => {

    try {

        const user = await User.findByIdAndDelete(req.user);

        if (!user) {

            return res.status(404).json({ message: 'User not found' });

        }

        res.json({ message: 'Account deleted successfully' });

    } catch (err) {

        console.error(err);

        res.status(500).json({ message: 'Server error' });

    }

};

3) noteController.js:-

const Note = require('../models/Note');

const{ validationResult } = require('express-validator');

exports.getNotes = async (req, res) => {

    const notes = await Note.find({ user: req.user.id });

    res.json(notes);

};

exports.createNote = async (req, res) => {

    const errors = validationResult(req);

    if (!errors.isEmpty()) return res.status(400).json({ errors: errors.array() });

    const{ title, content } = req.body;

    const note = new Note({

        user: req.user.id,

        title,

        content,

    });

    await note.save();

    res.status(201).json(note);

};

exports.updateNote = async (req, res) => {

    const errors = validationResult(req);

    if (!errors.isEmpty()) return res.status(400).json({ errors: errors.array() });

    const note = await Note.findOneAndUpdate(

        { \_id: req.params.id, user: req.user.id },

        req.body,

        { new: true }

    );

    res.json(note);

};

exports.deleteNote = async (req, res) => {

    await Note.findOneAndDelete({ \_id: req.params.id, user: req.user.id });

    res.json({ message: 'Note deleted' });

};

4) authmiddleware.js:-

constjwt = require('jsonwebtoken');

const auth = (req, res, next) => {

    constauthHeader = req.header('Authorization');

    if (!authHeader || !authHeader.startsWith('Bearer ')) {

        console.log('Authorization header missing or invalid:', authHeader); // Debugging log

        return res.status(401).json({ message: 'No token, authorization denied' });

    }

    const token = authHeader.split(' ')[1];

    console.log('Token received:', token); // Debugging log

    try {

        const decoded = jwt.verify(token, process.env.JWT\_SECRET);

        console.log('Decoded Payload:', decoded); // Debugging log

        req.user = decoded.id;

        next();

    } catch (err) {

        console.error('JWT Verification Error:', err.message); // Debugging log

        res.status(401).json({ message: 'Token is not valid', error: err.message });

    }

};

module.exports = auth;

5) Note.js:-

const mongoose = require('mongoose');

constNoteSchema = new mongoose.Schema({

    user: { type: mongoose.Schema.Types.ObjectId, ref: 'User' },

    title: { type: String, required: true },

    description: { type: String},

    tag:{type: String, default: "General"},

    date: {type: Date, default: Date.now}

}, { timestamps: true });

module.exports = mongoose.model('Note', NoteSchema);

6) User.js:-

const mongoose = require('mongoose');

constbcrypt = require('bcryptjs');

constUserSchema = new mongoose.Schema({

    name: { type: String, required: true },

    email: { type: String, required: true, unique: true },

    password: { type: String, required: true },

    date:{type: Date, default: Date.now}

}, { timestamps: true });

// Hash password before saving

UserSchema.pre('save', async function (next) {

    if (!this.isModified('password')) return next();

    const salt = await bcrypt.genSalt(10);

    this.password = await bcrypt.hash(this.password, salt);

    next();

});

module.exports = mongoose.model('User', UserSchema);

7) authRoutes.js:-

const express = require('express');

const{ registerUser, loginUser,getUserDetails, updatePassword, deleteAccount } = require('../controllers/authController');

const{ body } = require('express-validator');

const router = express.Router();

constauthMiddleware = require('../middleware/authMiddleware');

router.post('/createuser', [

    body('name').notEmpty().withMessage('Name is required'),

    body('email').isEmail().withMessage('Please include a valid email'),

    body('password').isLength({ min: 6 }).withMessage('Password must be at least 6 characters'),

], registerUser);

router.post('/login', [

    body('email').isEmail().withMessage('Please include a valid email'),

    body('password').notEmpty().withMessage('Password is required'),

], loginUser);

router.post('/getuser', authMiddleware, getUserDetails);

// Route to update password

router.put('/update-password', authMiddleware, [

    body('currentPassword').notEmpty().withMessage('Current password is required'),

    body('newPassword').isLength({ min: 6 }).withMessage('New password must be at least 6 characters'),

], updatePassword);

// Route to delete account

router.delete('/delete-account', authMiddleware, deleteAccount);

module.exports = router;

8) noteController.js:-

const express = require('express');

const{ createNote, getNotes, updateNote, deleteNote } = require('../controllers/noteController');

const{ body } = require('express-validator');

constauthMiddleware = require('../middleware/authMiddleware');

const router = express.Router();

router.get('/fetchnotes', authMiddleware, getNotes);

router.post('/addnote', authMiddleware, [

    body('title').notEmpty().withMessage('Title is required')

], createNote);

router.put('/updatenote/:id', authMiddleware, [

    body('title').notEmpty().withMessage('Title is required')

], updateNote);

router.delete('/deletenote/:id', authMiddleware, deleteNote);

module.exports = router;

9) .env:-

PORT=5000

MONGO\_URI=mongodb+srv://reenashaik02:Reena593@cluster0.c8bkb.mongodb.net/?retryWrites=true&w=majority&appName=Cluster0

JWT\_SECRET=862d91fbb60e12777b84bc071deec30264dfd7f15a7517094f4c846d944fd1d1a7af5ad9a28488f2e5224ab0bd3e1825426d6c91bc664b575fdd83f31612a553

10) generateToken.js:-

require('dotenv').config(); // Load environment variables

constjwt = require('jsonwebtoken');

const payload = {

    id: "reenashaik02", // Replace with an actual user ID from your database

};

const token = jwt.sign(payload, process.env.JWT\_SECRET, { expiresIn: '1h' });

console.log('Generated Token:', token);

11) index.js:-

const express = require('express');

constcors = require('cors');

constconnectDB = require('./config/db');

constauthRoutes = require('./routes/authRoutes');

constnoteRoutes = require('./routes/noteRoutes');

require('dotenv').config();

const app = express();

// Middleware

app.use(cors());

app.use(express.json());

// Routes

app.use('/api/auth', authRoutes);

app.use('/api/notes', noteRoutes);

// Connect Database

connectDB();

const PORT = process.env.PORT || 5000;

app.listen(PORT, () => {

    console.log(`Server running on http://localhost:${PORT}`);

});

﻿

POST

http://localhost:5000/api/auth/createuser

http://localhost:5000/api/auth/createuser

The POST /api/auth/createuser endpoint allows clients to register a new user by submitting their details to the server.

﻿

Body

raw (json)

json

{

"name":"mahendra Kari",

"email": "xyz@gmail.com",

"password": "00000000"

}

POST

http://localhost:5000/api/auth/login

http://localhost:5000/api/auth/login

The POST /api/auth/login endpoint allows users to authenticate by submitting their credentials, typically returning a token upon successful login.

﻿

Body

raw (json)

json

{

"email": "xyz@gmail.com",

"password": "00000000"

}

POST

http://localhost:5000/api/auth/getuser

http://localhost:5000/api/auth/getuser

The POST /api/auth/getuser endpoint retrieves the authenticated user's details, typically requiring a valid authentication token in the request headers.

﻿

Request Headers

Authorization

Bearer eyJhbGciOiJIUzI1NiIsInR5cCI6IkpXVCJ9.eyJpZCI6IjY3YzcwYzE1MmNiNjNiMThhMDE1ZTFjZCIsImlhdCI6MTc0MTA5ODEyMywiZXhwIjoxNzQxMTAxNzIzfQ.XMGChoyTXPbDieF0eevQI8bHKfrNgjFraye8LWbHIc4

PUT

http://localhost:5000/api/auth/update-password

http://localhost:5000/api/auth/update-password

The PUT /api/auth/update-password endpoint allows authenticated users to securely change their current password by providing their existing password and a new password.

﻿

Request Headers

Authorization

Bearer eyJhbGciOiJIUzI1NiIsInR5cCI6IkpXVCJ9.eyJpZCI6IjY3YzcwYzE1MmNiNjNiMThhMDE1ZTFjZCIsImlhdCI6MTc0MTA5ODEyMywiZXhwIjoxNzQxMTAxNzIzfQ.XMGChoyTXPbDieF0eevQI8bHKfrNgjFraye8LWbHIc4

Body

raw (json)

json

{

"currentPassword":"00000000",

"newPassword":"123456789"

}

POST

http://localhost:5000/api/notes/addnote

http://localhost:5000/api/notes/addnote

The POST /api/notes/addnote endpoint allows authenticated users to create a new note by submitting its content to the server.

﻿

Request Headers

Authorization

Bearer eyJhbGciOiJIUzI1NiIsInR5cCI6IkpXVCJ9.eyJpZCI6IjY3YzcwYzE1MmNiNjNiMThhMDE1ZTFjZCIsImlhdCI6MTc0MTA5ODEyMywiZXhwIjoxNzQxMTAxNzIzfQ.XMGChoyTXPbDieF0eevQI8bHKfrNgjFraye8LWbHIc4

Body

raw (json)

json

{

"title":"my first by the user",

"content": "content is mandatory",

"tag": "work"

}

GET

http://localhost:5000/api/notes/fetchnotes

http://localhost:5000/api/notes/fetchnotes

The GET /api/notes/fetchnotes endpoint allows authenticated users to retrieve all their saved notes from the server.

﻿

Request Headers

Authorization

Bearer eyJhbGciOiJIUzI1NiIsInR5cCI6IkpXVCJ9.eyJpZCI6IjY3YzcwYzE1MmNiNjNiMThhMDE1ZTFjZCIsImlhdCI6MTc0MTA5ODEyMywiZXhwIjoxNzQxMTAxNzIzfQ.XMGChoyTXPbDieF0eevQI8bHKfrNgjFraye8LWbHIc4

PUT

http://localhost:5000/api/notes/updatenote/67c70fba7329d265dd752144

http://localhost:5000/api/notes/updatenote/67c70fba7329d265dd752144

The PUT /api/notes/updatenote/:id endpoint allows authenticated users to modify an existing note identified by its unique ID.

﻿

Request Headers

Authorization

Bearer eyJhbGciOiJIUzI1NiIsInR5cCI6IkpXVCJ9.eyJpZCI6IjY3YzcwYzE1MmNiNjNiMThhMDE1ZTFjZCIsImlhdCI6MTc0MTA5ODEyMywiZXhwIjoxNzQxMTAxNzIzfQ.XMGChoyTXPbDieF0eevQI8bHKfrNgjFraye8LWbHIc4

Body

raw (json)

json

{

"title":"updated note",

"description": "updated description",

"tag": "updated tag"

}

DELETE

http://localhost:5000/api/notes/deletenote/67c70fba7329d265dd752144

http://localhost:5000/api/notes/deletenote/67c70fba7329d265dd752144

The DELETE /api/notes/deletenote/:id endpoint allows authenticated users to remove a specific note identified by its unique ID.

﻿

Request Headers

Authorization

Bearer eyJhbGciOiJIUzI1NiIsInR5cCI6IkpXVCJ9.eyJpZCI6IjY3YzcwYzE1MmNiNjNiMThhMDE1ZTFjZCIsImlhdCI6MTc0MTA5ODEyMywiZXhwIjoxNzQxMTAxNzIzfQ.XMGChoyTXPbDieF0eevQI8bHKfrNgjFraye8LWbHIc4

DELETE

http://localhost:5000/api/auth/delete-account

http://localhost:5000/api/auth/delete-account

The DELETE /api/auth/deleteaccount endpoint allows authenticated users to permanently delete their account from the Database.

﻿

Request Headers

Authorization

Bearer eyJhbGciOiJIUzI1NiIsInR5cCI6IkpXVCJ9.eyJpZCI6IjY3YzcwYzE1M