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# Using pretrained word embeddings

import keras

keras.\_\_version\_\_

from google.colab import drive

drive.mount('/content/drive')

Drive already mounted at /content/drive; to attempt to forcibly remount, call drive.mount("/content/drive", force\_remount=True).

import os, shutil

imdb\_dir = '/content/drive/MyDrive/aclImdb'

!ls '/content/drive/MyDrive/aclImdb'

import os

train\_dir = os.path.join(imdb\_dir, 'train')

labels = []

texts = []

for label\_type in ['neg', 'pos']:

dir\_name = os.path.join(train\_dir, label\_type)

for fname in os.listdir(dir\_name):

if fname[-4:] == '.txt':

f = open(os.path.join(dir\_name, fname))

texts.append(f.read())

f.close()

if label\_type == 'neg':

labels.append(0)

else:

labels.append(1)

Tokenizing the data

from keras.preprocessing.text import Tokenizer

from keras.preprocessing.sequence import pad\_sequences

import numpy as np

maxlen = 150

training\_samples = 100

validation\_samples = 10000

max\_words = 10000

tokenizer = Tokenizer(num\_words=max\_words)

tokenizer.fit\_on\_texts(texts)

sequences = tokenizer.texts\_to\_sequences(texts)

word\_index = tokenizer.word\_index

print('Found %s unique tokens.' % len(word\_index))

data = pad\_sequences(sequences, maxlen=maxlen)

labels = np.asarray(labels)

print('Shape of data tensor:', data.shape)

print('Shape of label tensor:', labels.shape)

indices = np.arange(data.shape[0])

np.random.shuffle(indices)

data = data[indices]

labels = labels[indices]

x\_train = data[:training\_samples]

y\_train = labels[:training\_samples]

x\_val = data[training\_samples: training\_samples + validation\_samples]

y\_val = labels[training\_samples: training\_samples + validation\_samples]

Found 88582 unique tokens.

Shape of data tensor: (25000, 100)

Shape of label tensor: (25000,)

# Importing golve data

glove\_dir = '/content/drive/MyDrive/glove.6B'

!ls '/content/drive/MyDrive/glove.6B'

glove.6B.100d.txt glove.6B.200d.txt glove.6B.300d.txt glove.6B.50d.txt

from keras.preprocessing.text import Tokenizer

from keras.preprocessing.sequence import pad\_sequences

import numpy as np

embeddings\_index = {}

f = open(os.path.join(glove\_dir, 'glove.6B.100d.txt'))

for line in f:

values = line.split()

word = values[0]

coefs = np.asarray(values[1:], dtype='float32')

embeddings\_index[word] = coefs

f.close()

print('Found %s word vectors.' % len(embeddings\_index))

Found 400000 word vectors.

# Preparing the GloVe word-embeddings matrix

embedding\_dim = 100

embedding\_matrix = np.zeros((max\_words, embedding\_dim))

for word, i in word\_index.items():

if i < max\_words:

embedding\_vector = embeddings\_index.get(word)

if embedding\_vector is not None:

embedding\_matrix[i] = embedding\_vector

# Building Model

from keras.models import Sequential

from keras.layers import Embedding, Flatten, Dense

model = Sequential()

model.add(Embedding(max\_words, embedding\_dim, input\_length=maxlen))

model.add(Flatten())

model.add(Dense(32, activation='relu'))

model.add(Dense(1, activation='sigmoid'))

model.summary()

Model: "sequential"

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

Layer (type) Output Shape Param #

=================================================================

embedding (Embedding) (None, 100, 100) 1000000

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

flatten (Flatten) (None, 10000) 0

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

dense (Dense) (None, 32) 320032

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

dense\_1 (Dense) (None, 1) 33

=================================================================

Total params: 1,320,065

Trainable params: 1,320,065

Non-trainable params: 0

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

Loading glove embedding layer

model.layers[0].set\_weights([embedding\_matrix])

model.layers[0].trainable = False

Training and Evaluation

model.compile(optimizer='rmsprop',

loss='binary\_crossentropy',

metrics=['acc'])

history = model.fit(x\_train, y\_train,

epochs=10,

batch\_size=32,

validation\_data=(x\_val, y\_val))

model.save\_weights('pre\_trained\_glove\_model.h5')

Epoch 1/10

7/7 [==============================] - 2s 174ms/step - loss: 1.4395 - acc: 0.5290 - val\_loss: 0.7502 - val\_acc: 0.5037

Epoch 2/10

7/7 [==============================] - 1s 98ms/step - loss: 0.5373 - acc: 0.7202 - val\_loss: 0.7355 - val\_acc: 0.5176

Epoch 3/10

7/7 [==============================] - 1s 96ms/step - loss: 0.4822 - acc: 0.7571 - val\_loss: 0.8077 - val\_acc: 0.5057

Epoch 4/10

7/7 [==============================] - 1s 100ms/step - loss: 0.4089 - acc: 0.8215 - val\_loss: 0.7428 - val\_acc: 0.5384

Epoch 5/10

7/7 [==============================] - 1s 97ms/step - loss: 0.2944 - acc: 0.8990 - val\_loss: 0.8546 - val\_acc: 0.5063

Epoch 6/10

7/7 [==============================] - 1s 98ms/step - loss: 0.2188 - acc: 0.9436 - val\_loss: 0.7052 - val\_acc: 0.5459

Epoch 7/10

7/7 [==============================] - 1s 94ms/step - loss: 0.1407 - acc: 1.0000 - val\_loss: 0.7336 - val\_acc: 0.5540

Epoch 8/10

7/7 [==============================] - 1s 100ms/step - loss: 0.1014 - acc: 0.9809 - val\_loss: 0.8381 - val\_acc: 0.5261

Epoch 9/10

7/7 [==============================] - 1s 96ms/step - loss: 0.0632 - acc: 1.0000 - val\_loss: 0.7660 - val\_acc: 0.5600

Epoch 10/10

7/7 [==============================] - 1s 96ms/step - loss: 0.0299 - acc: 1.0000 - val\_loss: 0.7808 - val\_acc: 0.5603

plotting

import matplotlib.pyplot as plt

acc = history.history['acc']

val\_acc = history.history['val\_acc']

loss = history.history['loss']

val\_loss = history.history['val\_loss']

epochs = range(1, len(acc) + 1)

plt.plot(epochs, acc, 'bo', label='Training acc')

plt.plot(epochs, val\_acc, 'b', label='Validation acc')

plt.title('Training and validation accuracy')

plt.legend()

plt.figure()

plt.plot(epochs, loss, 'bo', label='Training loss')

plt.plot(epochs, val\_loss, 'b', label='Validation loss')

plt.title('Training and validation loss')

plt.legend()

plt.show()
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Description automatically generated](data:image/png;base64,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)

# Training the same model without pretrained word embeddings

from keras.models import Sequential

from keras.layers import Embedding, Flatten, Dense

model = Sequential()

model.add(Embedding(max\_words, embedding\_dim, input\_length=maxlen))

model.add(Flatten())

model.add(Dense(32, activation='relu'))

model.add(Dense(1, activation='sigmoid'))

model.summary()

model.compile(optimizer='rmsprop',

loss='binary\_crossentropy',

metrics=['acc'])

history = model.fit(x\_train, y\_train,

epochs=10,

batch\_size=32,

validation\_data=(x\_val, y\_val))

Model: "sequential\_1"

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

Layer (type) Output Shape Param #

=================================================================

embedding\_1 (Embedding) (None, 100, 100) 1000000

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

flatten\_1 (Flatten) (None, 10000) 0

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

dense\_2 (Dense) (None, 32) 320032

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

dense\_3 (Dense) (None, 1) 33

=================================================================

Total params: 1,320,065

Trainable params: 1,320,065

Non-trainable params: 0

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

Epoch 1/10

7/7 [==============================] - 1s 126ms/step - loss: 0.6959 - acc: 0.5028 - val\_loss: 0.6958 - val\_acc: 0.5041

Epoch 2/10

7/7 [==============================] - 1s 103ms/step - loss: 0.5351 - acc: 0.9812 - val\_loss: 0.6960 - val\_acc: 0.5130

Epoch 3/10

7/7 [==============================] - 1s 103ms/step - loss: 0.3230 - acc: 0.9937 - val\_loss: 0.6968 - val\_acc: 0.5151

Epoch 4/10

7/7 [==============================] - 1s 103ms/step - loss: 0.1447 - acc: 1.0000 - val\_loss: 0.7166 - val\_acc: 0.5102

Epoch 5/10

7/7 [==============================] - 1s 101ms/step - loss: 0.0706 - acc: 1.0000 - val\_loss: 0.7185 - val\_acc: 0.5201

Epoch 6/10

7/7 [==============================] - 1s 101ms/step - loss: 0.0340 - acc: 1.0000 - val\_loss: 0.7163 - val\_acc: 0.5134

Epoch 7/10

7/7 [==============================] - 1s 100ms/step - loss: 0.0191 - acc: 1.0000 - val\_loss: 0.7280 - val\_acc: 0.5164

Epoch 8/10

7/7 [==============================] - 1s 100ms/step - loss: 0.0109 - acc: 1.0000 - val\_loss: 0.7341 - val\_acc: 0.5151

Epoch 9/10

7/7 [==============================] - 1s 101ms/step - loss: 0.0064 - acc: 1.0000 - val\_loss: 0.7376 - val\_acc: 0.5170

Epoch 10/10

7/7 [==============================] - 1s 103ms/step - loss: 0.0040 - acc: 1.0000 - val\_loss: 0.7442 - val\_acc: 0.5217

Tokenizing the data of the test set

test\_dir = os.path.join(imdb\_dir, 'test')

labels = []

texts = []

for label\_type in ['neg', 'pos']:

dir\_name = os.path.join(test\_dir, label\_type)

for fname in sorted(os.listdir(dir\_name)):

if fname[-4:] == '.txt':

f = open(os.path.join(dir\_name, fname))

texts.append(f.read())

f.close()

if label\_type == 'neg':

labels.append(0)

else:

labels.append(1)

sequences = tokenizer.texts\_to\_sequences(texts)

x\_test = pad\_sequences(sequences, maxlen=maxlen)

y\_test = np.asarray(labels)

Evaluating the model on the test set

model.load\_weights('pre\_trained\_glove\_model.h5')

model.evaluate(x\_test, y\_test)

We get an appalling test accuracy of 56%. Working with just a handful of training samples is hard!