**1.Java: Real Estate Listing Management**

A customer requested a real estate application to manage their real estate listings. They want to have the ability to add, remove, update, and retrieve listings based on specific criteria.

Create a new class called *RealEstateListing* and implement the *IRealEstateListing* interface.

* Add the following properties to the *RealEstateListing* class:
  + *ID* (int)
  + *title* (String)
  + *description* (String)
  + *price* (int)
  + *location* (String)

Create another class called *RealEstateApp* and implement the *IRealEstateApp* interface.

* Declare a private field within the *RealEstateApp* class called *listings*, which is a *List<IRealEstateListing>*.
* Implement the following methods within the *RealEstateApp* class:
  + *addListing(IRealEstateListing):* add the listing to *listings*
  + *removeListing(int listingID):* if a listing with this *ID* exists, remove it from *listings*
  + *updateListing(IRealEstateListing):* update the listing with a matching *ID* to the values in the parameter object
  + *getListings():* return *listings*
  + *getListingsByLocation(String location):* return a new list of the listings that match the *location* parameter
  + *getListingsByPriceRange(int minPrice, int maxPrice):* return a new list of the listings whose price falls within the specified range, inclusive

**Example**

There are 2 RealEstateListing objects, with Id, Title, Description, Price, Location.

*1 Serene-Haven Spacious-3-bedroom-home 209 Green-Valley*

*2 Luxury-Oasis Elegant-4-bedroom-villa-with-a-private-pool 440 Riverside-City*

Filter by this location.

*Riverside-City*

Filter for this price range.

*182 399*

**Output:**

All Listings:

ID: 1, Title: Serene-Haven, Price: 209 , Location: Green-Valley

ID: 2, Title: Luxury-Oasis, Price: 440 , Location: Riverside-City

Listings in Riverside-City:

ID: 2, Title: Luxury-Oasis, Price: 440

Listings By Price Range (182 - 399):

ID: 1, Title: Serene-Haven, Price: 209

Input Format For Custom Testing

The first line contains an integer *n*, the number of *RealEstateListing* objects.

Each of the next *n* lines contains a *RealEstateListing* object's information as 5 space-separated values: *ID Title Description Price Location*.

The next line contains the string, the *location* to search.

The next line contains two space-separated integers, *minPrice* and *maxPrice*.

Sample Case 1

**Sample Input For Custom Testing**

STDIN                                    Function

-----                                    --------

8                                        number of listings n = 8

1 Listing-1 Description-1 195 Location-0 first listing: Id = 1, Title = Listing-1, Description = 'Description-1', Price = 195, Location = 'Location-0'

2 Listing-2 Description-2 177 Location-1 second listing ...

3 Listing-3 Description-3 337 Location-3

4 Listing-4 Description-4 196 Location-2

5 Listing-5 Description-5 239 Location-3

6 Listing-6 Description-6 477 Location-0

7 Listing-7 Description-7 120 Location-0

8 Listing-8 Description-8 219 Location-1

Location-1                               *location = 'Location-1'*

357 407                                 minPrice = 357, maxPrice = 487

**Sample Output**

All Listings:

ID: 1, Title: Listing-1, Price: 195 , Location: Location-0

ID: 2, Title: Listing-2, Price: 177 , Location: Location-1

ID: 3, Title: Listing-3, Price: 337 , Location: Location-3

ID: 4, Title: Listing-4, Price: 196 , Location: Location-2

ID: 5, Title: Listing-5, Price: 239 , Location: Location-3

ID: 6, Title: Listing-6, Price: 477 , Location: Location-0

ID: 7, Title: Listing-7, Price: 120 , Location: Location-0

ID: 8, Title: Listing-8, Price: 219 , Location: Location-1

Listings in Location-1:

ID: 2, Title: Listing-2, Price: 177

ID: 8, Title: Listing-8, Price: 219

Listings By Price Range (357 - 407):

**Explanation**

There are 8 listings to add. The code stub reads the data, makes the method calls, and generates results.

Sample Case 2

**Sample Input For Custom Testing**

1

1 Listing-1 Description-1 289 Location-3

Location-0

259 472

**Sample Output**

All Listings:

ID: 1, Title: Listing-1, Price: 289 , Location: Location-3

Listings in Location-0:

Listings By Price Range (259 - 472):

ID: 1, Title: Listing-1, Price: 289

**Explanation**

There is 1 listing to add. The code stub reads the data, makes the method calls, and generates results.

**PROBLEM SOLVING**

**1.Academic Decathlon**

In a school, there are *n* students who want to participate in an academic decathlon. The teacher wants to select the maximum number of students possible. Each student has a certain skill level. For the team to be uniform, it is important that when the skill levels of its members are arranged in increasing order, the difference between any two consecutive skill levels is either *0* or *1.*Find the maximum team size the teacher can form.

**Example**

*skills = [10, 12, 13, 9, 14]*

Valid teams, sorted are *{9, 10},*and *{12, 13, 14}.*These teams have team sizes *2*and *3* respectively, so the maximum team size is *3.*

**Function Description**

Complete the function *findMaxTeamSize* in the editor below.

*findMaxTeamSize* has the following parameter:

*int skills[n]:*  the skill levels of each student

**Returns**

*int:*  the maximum possible size of the team

**Constraints**

* *1 ≤ n ≤ 105*
* *1 ≤ skills[i] ≤ 109*

Input Format For Custom Testing

The first line contains an integer, *n*, the number of elements in *skills*.  
Each line *i* of the *n* subsequent lines (where *0 ≤ i < n*) contains an integer, *skills[i]*.

Sample Case 0

**Sample Input 0**

STDIN    Function

-----    --------

4    →    skills[] size n = 4

4    →    skills = [4, 13, 2, 3]

13

2

3

**Sample Output 0**

3

**Explanation 0**

There are two valid teams possible: *{2, 3, 4}* and *{13}*. These have team sizes of *3* and *1*, respectively.

**2.Backspace String Compare**

Two strings are said to be the same if they are of the same length and have the same character at each index. Backspacing in a string removes the previous character in the string.

Given two strings containing lowercase English letters and the character **'#'** which represents a backspace key, determine if the two final strings are equal. Return 1 if they are equal or 0 if they are not. Note that backspacing an empty string results in an empty string.

**Example**

*s1 = 'axx#bb#c'*

*s2 = 'axbd#c#c'*

In the first string, one 'x' and one 'b' are backspaced over. The first string becomes *axbc. T*he second string also becomes *axbc.* The answer is 1.

**Function Description**

Complete the function *compareStrings* in the editor below.

compareStrings has the following parameter(s):

*string s1:*the first string

*string s2:* the second string

**Returns**

***int:* either 0 or 1**

**Constraints**

* 1 ≤  length of s1 ≤ 2\*105
* 1 ≤  length of s2 ≤ 2\*105
* Both s1 and s2 contain lowercase English letters and/or the character '#' only.

Input Format For Custom Testing

The first line contains a string, *s1*. The second line contains a string, *s2*.

Sample Case 0

**Sample Input For Custom Testing**

yf#c#

yy#k#pp##

**Sample Output**

1

**Explanation**

Both the strings s1 and s2 result in "y" after processing backspaces.

Sample Case 1

**Sample Input For Custom Testing**

hacc#kk#

hb##ackk##

**Sample Output**

0

**Explanation**

The first string becomes "hack" while the second string becomes "ac".

**3.Beautiful String**

A string is *beautiful* if no two adjacent characters are either

1. the same, for example 'aa'.
2. adjacent in the alphabet, for example 'ef'.

The following operations can be performed on a string, *s.*

* Choose any index *i*(0 ≤ *i*< |s|) and change *s[i]* to any lowercase English letter.

Find the minimum number of operations required to make the string beautiful.

Example

*s =* "abdde"

String *s* is not beautiful because:

* 'dd' violates constraint 1, no two adjacent characters are the same.
* 'ab' and 'de' violate constraint 2, no two adjacent characters are adjacent in the alphabet.

The string can be converted into a beautiful string after 2 operations. One solution is below.

* Choose *i*=1 and change *s[i]* to 'z'.*s* becomes "azdde".
* Choose *i*=3 and change *s[i]* to 'k'.*s* becomes "azdke" which is beautiful.

Note: There are many other solutions such as "ardze", "axdke", etc.

It can be shown that 2 is the minimum number of operations required so return 2.

Function Description

Complete the function *getMinimumOperationCount* in the editor below.

*getMinimumOperationCount* has the following parameter:

*s:*  a string

Returns

*int:* the minimum number of operations required to make *s* beautiful

Constraints

* 2 ≤ |*s*| ≤ 105
* The string *s* contains only lowercase English letters.

Input Format For Custom Testing

The first line contains a string, *s*.

Sample Case 0

Sample Input For Custom Testing

STDIN        FUNCTION

-----        --------

bcbb    →    s = "bcbb"

Sample Output

2

Explanation

"bcbb" contains adjacent characters which are adjacent in the alphabet, i.e. "cb", "bc", and adjacent matching characters "bb".

One alternative is:

* Choose *i*=1, change *s[i]* to 'd'.*s* becomes "bdbb".
* Choose *i*=3, change *s[i]* to 'd'.*s* becomes "bdbd" which is beautiful.

Sample Case 1

Sample Input For Custom Testing

STDIN        FUNCTION

-----        --------

aceb    →    s = "aceb"

Sample Output

0

Explanation

String *s* is already beautiful.

**4.Compression**

Different compression techniques are used in order to reduce the size of the messages sent over the web. An algorithm is designed to compress a given string by describing the total number of consecutive occurrences of each character next to it. For example, consider the string *"abaasass".* Group the consecutive occurrence of each character:

* *'a'* occurs one time.
* *'b'* occurs one time.
* *'a'* occurs two times consecutively.
* *'s'* occurs one time.
* *'a'* occurs one time.
* *'s'* occurs two times consecutively.

If a character only occurs once, it is added to the compressed string. If it occurs consecutive times, the character is added to the string followed by an integer representing the number of consecutive occurrences. Thus the compressed form of the string is *"aba2sas2"*.

**Function Description**

Complete the function *compressedString* in the editor below. The function must return the compressed form of *message*.

compressedString has the following parameter(s):

*string message:*  a string

Returns:

*string:* the compressed message

**Constraints**

* *message[i] ∈ ascii[a-z]*
* *|message| ≤ 105*

Input Format For Custom Testing

Input from stdin will be processed as follows and passed to the function.

The only line of the input contains the string *message*.

Sample Case 0

**Sample Input 0**

STDIN    Function Parameters

-----    -------------------

abc →  message = "abc"

**Sample Output 0**

abc

**Explanation 0**

None of the characters repeats consecutively so the string is already in compressed form.

Sample Case 1

**Sample Input 1**

STDIN        Function Parameters

-----        -------------------

abaabbbc →  message = "abaabbbc"

**Sample Output 1**

aba2b3c

**Explanation 1**

Group the consecutive occurrences of each character to get *"{a}{b}{aa}{bbb}{c}"*, in compressed form: *"aba2b3c"*.

**5.Count Balanced Subarray**

There are *n* software components, each with an integer value represented by *componentValue[i]*, where *0 ≤ i < n*.

Two teams manage these components:

* One team handles components with odd values.
* The other manages components with even values.

A subarray is considered *balanced* if it contains:

* An odd number of odd-valued components.
* An even number of even-valued components.

Count the number of balanced subarrays in *componentValue*.

**Example**

*n* = 3

*componentValue* = [2, 4, 3]

Balanced subarrays:

* [3] (1 odd, 0 even)
* [2, 4, 3] (1 odd, 2 even)

Non-balanced subarrays include:

* [2, 4] (0 odd, 2 even)
* [4, 3] (1 odd, 1 even)
* [2] (0 odd, 1 even)

Return the number of balanced subarrays, 2.

**Function Description**

Complete the function *countBalancedSubarrays* in the editor below.

**Function Parameters**

*int componentValue[n]*: the component values

**Returns**

*long:* the number of balanced subarrays in *componentValue*.

**Constraints**

* 1 ≤*n* ≤ 2 \* 105
* 1 ≤ *componentValue[i]*≤ 109

**Input Format for Custom Testing**

The first line contains an integer *n*, the size of *componentValue.*

Each of the next n lines contains an integer, *componentValue[i].*

**Sample Case 0**

**Sample Input 0**

STDIN     Function

-----     --------

3     →   componentValue[] size n = 3

1     →   componentValue = [1, 2, 3]

2

3

**Sample Output 0**

2

**Explanation**

The only balanced subarrays are [1], and [3].

**Sample Case 1**

**Sample Input 1**

STDIN     Function

-----     --------

4     →   componentValue[] size n = 4

1     →   componentValue = [1, 4, 3, 2]

4

3

2

**Sample Output 1**

3

**Explanation**

The balanced subarrays are [1], [3], [4, 3, 2].

**6.Counting Triplets**

There is an integer array *arr[n]* and an integer value *d.* The array is indexed from *1* to*n.*

Count the number of distinct triplets *(i, j, k)* such that *0 < i < j < k ≤ n* and the sum *(a[i] + a[j] + a[k])* is divisible by *d.*

**Example**

*a* = *[3, 3, 4, 7, 8]*

*d = 5.*

The following triplets are divisible by *d = 5.*  Following are the triplets whose sum is divisible by *d (1-based indexing):*

* indices (1, 2, 3), sum = 3+3+4 = 10
* indices (1, 3, 5), sum = 3+4+8 = 15
* indices (2, 3, 4), sum = 3+4+8 = 15

Since there is no other triplet divisible by *d = 5*, return *3.*

**Function Description**

Complete the function *getTripletCount* in the editor below.

*getTripletCount* has the following parameters:

*int a[n]:*  an array of integers

*int d:* an integer

**Returns**

*int:* the number of distinct triplets

**Constraints**

* *3 ≤ n ≤ 103*
* *1 ≤ a[i] ≤ 10 9*
* *2 ≤ d ≤ 106*

Input Format For Custom Testing

The first line contains an integer, *n*, the number of elements in the array *a*.

Each line *i* of the *n* subsequent lines (where *0 ≤ i < n*) contains an integer that describes a*[i]*.

The last line contains a single integer, *d*.

Sample Case 0

**Sample Input For Custom Testing**

STDIN        FUNCTION

-----        --------

4       →    n = 4

2       →    a = [2, 3, 1, 6]

3

1

6

3       →    d = 3

**Sample Output**

2

**Explanation**

* indices  (1, 2, 3), sum = 2+3+1 = 6
* indices (1, 3, 4), sum = 2+1+6 = 9

Sample Case 1

**Sample Input For Custom Testing**

STDIN        FUNCTION

-----        --------

5       →    n = 5

5       →    a = [5, 3, 5, 5, 8]

3

5

5

8

11      →    d = 11

**Sample Output**

0

**Explanation**

There is no triplet whose sum is divisible by 11.

**7.Data Reorganization**

While analyzing data, you are working with an array *data* containing *n* positive integers, each representing dataset values.

To derive new features for data analysis, you can perform the following operation:

1. Select a pair of indices *(i, j)* (0-based) such that *0 ≤ i < j < len(data)*.
2. Compute the absolute difference *|data[i] - data[j]|*.
3. Append this value to the end of the array *data*, increasing its length by 1.

The objective is to minimize the smallest value present in *data* after performing exactly *maxOperations* operations.

Write a program to compute the minimum possible value of the smallest element in *data* after the given operations.

**Example**

*n* = 6

*data* = [42, 47, 50, 54, 62, 79]

*maxOperations* = 2.

The underlined values are selected for the operation.

| An optimal sequence of operation is as follows | | |
| --- | --- | --- |
| **Operation Number** | ***data[]* before** | ***data[]* after** |
| 1 | [42, 47, 50, 54, 62, 79] | [42, 47, 50, 54, 62, 79, 15] |
| 2 | [42, 47, 50, 54, 62, 79, 15] | [42, 47, 50, 54, 62, 79, 15, 3] |

The smallest possible value of the minimum element is 3.

**Function Description**

Complete the function *getMinimumValue* in the editor with the following parameters:

*int data[n]:* the dataset

*int maxOperations:* the number of operations to be performed

**Returns**

*int:* the smallest possible value of the minimum element in *data* after exactly *maxOperations* operations

**Constraints**

* 2 ≤ *n* ≤ 2\*103
* 1 ≤ *data[i]* ≤ 109
* 1 ≤ *maxOperations* ≤ 109

Input Format for Custom Testing

The first line contains an integer *n*, the size of the array *data*.

Each of the next *n* lines contains an integer *data[i]*.

The next line contains an integer *maxOperations*.

Sample Case 0

**Sample Input 0**

STDIN           Function

-----          --------

5         →     data[] size n = 5

4         →     data = [4, 2, 5, 9, 3]

2

5

9

3

1         →     maxOperations = 1

**Sample Output 0**

1

**Explanation**

The underlined values are selected for the operation.

| An optimal sequence of operation is as follows | | |
| --- | --- | --- |
| **Operation Number** | ***data[]* before** | ***data[]* after** |
| 1 | [4, 2, 5, 9, 3] | [4, 2, 5, 9, 3, 1] |

The smallest possible value of the minimum element is 1.

Sample Case 1

**Sample Input 1**

STDIN           Function

-----           --------

5         →     data[] size n = 5

5         →     data = [5, 18, 3, 12, 11]

18

3

12

11

2         →     maxOperations = 2

**Sample Output 1**

1

**Explanation**

The underlined values are selected for the operation.

| An optimal sequence of operation is as follows | | |
| --- | --- | --- |
| **Operation Number** | ***data[]* before** | ***data[]* after** |
| 1 | [5, 18, 3, 12, 11] | [5, 18, 3, 12, 11, 6] |
| 2 | [5, 18, 3, 12, 11, 6] | [5, 18, 3, 12, 11, 6, 1] |

The smallest possible value of the minimum element is 1.

**8.Data Transformation**

Given a dataset of strings containing only parentheses, characters ‘(‘ and ‘)’, the data represented by the string is valid if it is a balanced bracket sequence. One adjustment to the string can be made: at most one bracket can be moved from its original place to any other position in the string. The task is to determine whether, for each string, it is possible to balanced the bracket sequence in 1 move or less.  Return an array of the size of the dataset, where the *ith* integer is 1 if the string can be converted into a balanced string, and 0 otherwise.

Note: A string *s* is a balanced bracket sequence if:

* *s* is empty.
* *s* is equal to *"(t)"*, where *t* is a balanced bracket sequence.
* *s* is equal to *t1t2*, i.e. concatenation of*t1* and*t2*, where *t1* and *t2* are balanced bracket sequences.

**Example**

*n* = 3

*dataset*= [“)(“, “(()”, “()”],

For the first string ")(", applying the operation to move the first bracket to the end results in "()", which is a balanced bracket sequence.

For the second string "(()", it is impossible to convert it into a balanced bracket sequence.

For the third string "()", it is already a balanced bracket sequence.

Hence, the answer is [1, 0, 1].

**Function Description**

Complete the function *isConvertibleData* in the editor below.

*isConvertibleData* takes the following parameter(s):

*string dataset[n]:* the dataset where each string contains characters ')' and '('

**Returns**

*int[n]:* an array of integers, where the *ith* integer is 1 if the corresponding string can be transformed into a balanced bracket sequence and 0 otherwise

**Constraints**

* 1 ≤ *n* ≤ 2 \* 105
* 1 ≤ |*dataset[i]*|≤ 2 \* 105
* *n* ≤ Σ|*dataset[i]*| ≤ 2 \* 105
* It is guaranteed that each string *dataset[i]* consists of characters '(' and ')' only

Input Format For Custom Testing

The first line contains an integer, *n*, the number of elements in *dataset.*

Each of the next *n* lines contains a string *dataset[i].*

Sample Case 0

**Sample Input For Custom Testing**

STDIN FUNCTION

-----          --------

2 → dataset[] size n = 2

( → dataset = ["(", ")((())"]

)((())

**Sample Output**

0

1

**Explanation**

For *dataset[0]*= "(", it is not possible to convert the string to a balanced bracket sequence.

For *dataset[1]* = ")((())", the first bracket can be moved to the last position to obtain "((()))", which is balanced.

Sample Case 1

**Sample Input For Custom Testing**

STDIN FUNCTION

-----          --------

2 → dataset[] size n = 2

() → dataset = ["()", "))(("]

))((

**Sample Output**

1

0

**Explanation**

*dataset[0]* = "()", which is already a balanced bracket sequence.

For *dataset[1]*= "))((", it cannot be converted to a balanced bracket sequence in at most one move.

**9.Even Difference**

Consider every subsequence of an array of integers.

* Sort the subsequence in increasing order.
* Determine the sum of differences of elements in the subsequence.
* Return the length of the longest subsequence where this sum is even.

**Example**  
Given *n = 4* elements and *arr = [2, 4, 1, 7]*, these are some of the subsequences.

| **Subsequence** | **Sorted Subsequence** | Sum of diff of  Adjacent elements | **Is Valid** | **Length** |
| --- | --- | --- | --- | --- |
| [2, 4, 1] | [1, 2, 4] | 1 + 2 = 3 (Odd) | No | 3 |
| [2, 1, 7] | [1, 2, 7] | 1 + 5 = 6 (Even) | Yes | 3 |
| [2, 4, 1, 7] | [1, 2, 4, 7] | 1 + 2 + 3 = 6 (Even) | Yes | 4 |
| [2, 1] | [1, 2] | 1 (Odd) | No | 2 |

 We can see that the maximum possible length of a valid subsequence is 4.

**Function Description**

Complete the function *findLongestSubsequence* in the editor below.

*findLongestSubsequence* has the following parameter(s):

*int arr[n]:*  an array of integers

**Returns**

*int:* the length of the longest subsequence as described

**Constraints**

* 3 ≤ *n* ≤ 105
* 0 ≤ *arr[i]* ≤ 109

Input Format For Custom Testing

The first line contains an integer, *n*, the number of elements in *arr*.

Each line *i* of the *n* subsequent lines (where *0 ≤ i < n*) contains an integer,*arr[i]*.

Sample Case 0

**Sample Input For Custom Testing**

STDIN     FUNCTION

-----     ----------

7     → arr size [] n = 7

7     →  arr = [7, 5, 6, 2, 3, 2, 4]

5

6

2

3

2

4

**Sample Output**

6

**Explanation**

Consider the subsequence [5, 6, 2, 3, 2, 4].

* arrange the subsequence in ascending order, 2, 2, 3, 4, 5, 6
* the differences are 0,1,1,1,1
* 0+1+1+1+1 = 4

Sample Case 1

**Sample Input For Custom Testing**

STDIN     FUNCTION

-----     ----------

4     → arr size[] *n* = 4

1     →  arr= [1, 3, 5, 7]

3

5

7

**Sample Output**

4

**Explanation**

The entire array can be used.

* arrange the subsequence in ascending order, 1,3,5,7
* the adjacent differences are 2, 2, 2
* 2+2+2 = 6

**10.Extraordinary Substrings**

Each character of the lowercase English alphabet has been mapped to digits as shown in the figure. The numerical value corresponding to each letter is its mapped value.
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An *extraordinary* substring is one whose sum of the mapped values of each letter is divisible by its length. Given string *input\_str*, count its total number of non-empty extraordinary substrings.

**Example:**

*input\_str = 'asdf'*

All non-empty substrings of *input\_str* are tested in the table.

String  Mapped  Sum   Length    Is divisible

a       1         1     1           Yes

s       7         7     1           Yes

d       2         2     1           Yes

f       3         3     1           Yes

as      1,7       8     2           Yes

sd      7,2       9     2           No

df      2,3       5     2           No

asd     1,7,2    10     3           No

sdf     7,2,3    12     3           Yes

asdf    1,7,2,3  13     4           No

There are 6 extraordinary substrings.

**Function Description**

Complete the function *countSubstrings* in the editor.

*countSubstrings* has the following parameter(s):

*string input\_str:* a string of length *n*

**Returns**

*int*: the number of non-empty extraordinary substrings

**Constraints**

* *1 ≤ n ≤ 2000*
* All characters of *input\_str* are lowercase English letters.

Input Format For Custom Testing

The first line contains a string, *input\_str.*

Sample Case 0

**Sample Input For Custom Testing**

STDIN    FUNCTION

-----   --------

bdh   → input\_str = "bdh"

**Sample Output**

4

**Explanation**

The extraordinary substrings are 'b', 'd', 'h' and 'bdh'.

Sample Case 1

**Sample Input For Custom Testing**

STDIN    FUNCTION

-----    --------

abcd → input\_str = "abcd"

**Sample Output**

6

**Explanation**

The extraordinary substrings are: 'a', 'b', 'c', 'd', 'ab' and 'cd'.

**11.1Find the Sequence Sum**

Given three integers, *i*, *j*, and *k*, a *sequence sum* to be the value of *i + (i + 1) + (i + 2) + (i + 3) + … + j + (j − 1) + (j − 2) + (j − 3) + … + k* (increment from *i* until it equals *j,* then decrement from *j* until it equals *k).* Given values *i, j,* and *k*, calculate the sequence sum as described.

Example

*i = 5*

*j = 9*

*k = 6*

Sum all the values from *i* to *j* and back to *k: 5 + 6 + 7 + 8 + 9 + 8 + 7 + 6 = 56*.

Function Description

Complete the function *getSequenceSum* in the editor below.

getSequenceSum has the following parameter(s):

*int i, int j, int k:*  three integers

Return

*long:* the value of the sequence sum

Constraints

* *-108 ≤ i, j, k ≤ 108*
* *i, k ≤ j*

Input Format For Custom Testing

The first line contains an integer, *i*.

The next line contains an integer, *j*.

The last line contains an integer, *k*.

Sample Case 0

Sample Input 0

STDIN    Function

-----    --------

0    → i = 0

5    →   j = 5

-1   →   k = -1

Sample Output 0

24

Explanation 0

*i = 0*

*j = 5*

*k = -1*

*0 + 1 + 2 + 3 + 4 + 5 + 4 + 3 + 2 + 1 + 0 + -1 = 24*

Sample Case 1

Sample Input 1

STDIN     Function

-----     --------

-5    →    i = -5

-1    →    j = -1

-3    →    k = -3

Sample Output 1

-20

Explanation 1

*i = -5*

*j = -1*

*k = -3*

*-5 + -4 + -3 + -2 + -1 + -2 + -3 = -20*

**112.Longest Even Length Word**

Consider a string, *sentence*, of *words* separated by spaces where each word is a substring that consists of English alphabetic letters only. Find and return the first word in the *sentence* that has a length that is both an even number and has the greatest length of all even-length words in the *sentence*. If there are no even length words in the sentence, return '00'.

Example

*sentence = "Time to write great code"*

The lengths of the words are 4, 2, 5, 5, 4, in order. The longest even length words are *Time* and *code*. The one that occurs first is *Time*, the answer to return.

Function Description

Complete the function *longestEvenWord* in the editor below.

longestEvenWord has the following parameter(s):

*string sentence:*  a sentence string

Returns:

*string:* the first occurrence of a string with maximal even number length, or the string '00' (zero zero) if there are no even length words

Constraints

* *1 ≤ length of sentence ≤ 105*
* The *sentence* string consists of spaces and letters in the range ascii[a-z, A-Z, ] only.

Input Format for Custom Testing

Input from stdin will be processed as follows and passed to the function.

A single line of space-separated strings denoting *sentence*.

Sample Case 0

Sample Input 0

STDIN                                Function

--------------------------           -------------------------------

It is a pleasant day today    →      sentence = "It is a pleasant day today"

Sample Output 0

pleasant

Explanation 0

There are three even-length words: *It* (with length *2*), *is* (*2*), and *pleasant* (*8*).

Sample Case 1

Sample Input 1

STDIN                                    Function

------------------------------           -------------------------------

You can do it the way you like    →     sentence = "You can do it the way you like"

Sample Output 1

like

Explanation 1

There are three words of even length: *do* (with length *2*), *it* (*2*), and *like* (*4*).

**13.Maximal Substring**

A binary string *dataStream,* has an even length and consists of characters*'0'*and*'1'*. The following operation can be performed on the string any number of times:

Using 0-based indexing, choose two distinct even indices *i* and *j*and perform the following swaps:

1. Swap *dataStream[i]* with *dataStream[j].*
2. Swap *dataStream[i+1]* with *dataStream[j+1]*.

Find the length of the longest non-decreasing substring in *dataStream* after performing the swaps.

**Example**

*dataStream* = "110000"

A possible order of operations is:

* Choose *i* = 0 and *j* = 2, yielding "001100".
* Choose *i* = 0 and *j* = 4, yielding "001100".
* Choose *i* = 2 and *j* = 4, yielding "000011".

Hence, the maximum length of a non-decreasing substring is 6.

**Function Description**

Complete the function *getMaxSubstring* in the editor with the followingparameter:

*string dataStream:* the binary string

**Returns**

*int:* the maximum length of the non-decreasing substring possible

**Constraints**

* 2 ≤ *length of dataStream* ≤ 2 \* 105
* *dataStream[i]* is '0' or '1'
* The length of *dataStream* is even.

Input Format for Custom Testing

The first line contains the string *dataStream.*

Sample Case 0

**Sample Input 0**

STDIN         FUNCTION

-----         --------

0101      →    dataStream = "0101"

**Sample Output 0**

2

**Explanation**

The only option is to choose indices 0 and 2 which yields the original string. The maximum length of the non-decreasing substring in the current string is 2.

Sample Case 1

**Sample Input 1**

STDIN         FUNCTION

-----         --------

111000   →    dataStream = "111000"

**Sample Output 1**

5

**Explanation**

One possible way of doing operations can be:

* Choose *i* = 0 and *j* = 4, then the string is "001011".
* Choose *i* = 2 and *j* = 4, then the string is "001110".

Hence, the maximum length of a non-decreasing substring is 5.

**14.Maximum Occurring Character**

Given a string, return the character that appears the maximum number of times in the string. The string will contain only *ASCII* characters, from the ranges ('a'-'z','A'-'Z','0'-'9'), and case matters. If there is a tie in the maximum number of times a character appears in the string, return the character that appears first in the string.

Example

*text = abbbaacc*

Both '*a'* and '*b'* occur *3* times in *text.*  Since '*a'* occurs earlier, *a* is the answer.

Function Description

Complete the function *maximumOccurringCharacter* in the editor below.

*maximumOccurringCharacter* has the following parameter:

*string text:*  the string to be operated upon

Returns

*char :* The most occurring character that appears first in the string.

Constraints

* 10 ≤ |*text*|≤ 104
* All characters are alphanumeric, in the ranges ('a'-'z','A'-'Z','0'-'9')

Input Format For Custom Testing

The first line contains a string, *text*, denoting the text to be analyzed.

Sample Case 0

Sample Input For Custom Testing

STDIN     Function

-----     --------

helloworld →  text = "helloworld"

Sample Output

l

Explanation

The character *'l'* occurs the most, *3* times in the string '*helloworld'*.

Sample Case 1

Sample Input For Custom Testing

STDIN     Function

-----     --------

abcdefghijklmnopqrstuvwxyzabcdefghijklmnopqrstuvwxyz →  text = "abcdefghijklmnopqrstuvwxyzabcdefghijklmnopqrstuvwxyz"

Sample Output

a

Explanation

All characters in the string '*abcdefghijklmnopqrstuvwxyzabcdefghijklmnopqrstuvwxyz'*occur exactly twice. As *'a'* has the lowest index, the character *'a'* is the answer.

**15.1Maximum Score**

An interviewer at HackerRank recently came up with an interesting problem for the candidates.

Given an array *arr*of *n*integers, and an integer *k*, perform *k* operations on the array. Start with a score of 0.

In one operation:

* Choose any element.
* Add its value to the score.
* Replace the element with the integer ceiling of one-third of its value.

For example, if the chosen element is *10,*then *10*is added to the score, and *10*is replaced by *ceil(10 / 3) = 4*.

Find the maximum possible score after *k*operations.

**Example**

Consider *n = 5, arr* = [20, 4, 3, 1, 9], and *k* = 4.

One of the optimal ways to perform the operations is as follows:

1. Choose 20, *score = 20, ceiling(20/3) = 7.*Replace 20 with 7and *arr = [****7****, 4, 3, 1, 9].*
2. Choose 7, *score = 20 + 7 = 27, ceiling(7/3) = 3,* and *arr = [****3****, 4, 3, 1, 9].*
3. Choose 4, *score = 27 + 4 = 31, ceiling(4/3) = 2,* and *arr = [3,****2****, 3, 1, 9].*
4. Choose 9, *score = 31 + 9 = 40, ceiling(9/3) = 3,* and *arr = [3, 4, 3, 1,****3****].*

Bold elements are the elements that are replaced in an operation. Return 40, the score after 4 operations.

**Function Description**

Complete the function *getMaximumScore* in the editor below.

*getMaximumScore* has the following parameters:

*int arr[n]:* the initial array

*int k:* the number of operations to be performed

**Returns**

*long\_int:* the maximum possible score after *k* operations

**Constraints**

* 1 **≤** *n* **≤** 105
* 1 **≤** *arr[i]* **≤** 109
* 1 **≤** *k* **≤** 105

Input Format for Custom Testing

The first line contains an integer *n*, the size of *arr*.

Each of the next *n* lines contains an integer, *arr[i]*.

The next line contains an integer *k*.

Sample Case 0

**Sample Input 0**

STDIN       FUNCTION

-----         --------

4        →   arr[] size, n = 4

4     → arr = [4, 5, 18, 1]

5

18

1

3     → k = 3

**Sample Output 0**

29

**Explanation**

Given *n* = 4, *arr* *= [4, 5, 18, 1], k = 3.*

One of the optimal ways to perform the operations is as follows:

1. Choose 5, *score = 5*and *arr = [4, 2, 18, 1].*
2. Choose 18, *score = 5 + 18 = 23* and *arr = [4, 2, 6, 1].*
3. Choose 6, *score = 23 + 6 = 29* and *arr = [4, 2, 2, 1].*

Sample Case 1

**Sample Input 1**

STDIN      FUNCTION

-----         --------

3        →    arr[] size, n = 3

1        →    arr = [1, 1, 1]

1

1

2        →   number of operations, k = 2

**Sample Output 1**

2

**Explanation**

Given *n* = 3, *arr = [1, 1, 1], k = 2.*

One of the optimal ways to perform the operations is as follows:

1. Choose any element of the array. Then, *score = 1*and *arr = [1, 1, 1].*
2. Choose any element of the array. Then, *score = 1 + 1 = 2* and *arr = [1, 1, 1].*

**16.1Memory Test**

A memory test is being conducted for *n* students standing in a row, numbered from 0 to *n-1* from left to right. The test consists of *m* rounds. In each round, the teacher selects a position *pos[i]* for round *i*. The child at that position will be assigned the number 0. All children to the right of the selected position will be assigned a number that is one greater than the child to their left, and all children to the left of the selected position will be assigned a number that is one greater than the child to their right.

For example, if n = 6 and the selected position is 3, the numbering is [3, 2, 1, 0, 1, 2].

After *m* rounds, the teacher asks each student to shout out the greatest number that was assigned to them during the *m* rounds. Your task is to determine the value each child will shout.

Example

*n* = 5

*m* = 4

*pos =* [3, 0, 1, 4].

| Assigned Numbers per Round | |
| --- | --- |
| pos[i] | Assignments |
| pos[0] = 3 | [3, 2, 1, 0, 1] |
| pos[1] = 0 | [0, 1, 2, 3, 4] |
| pos[2] = 1 | [1, 0, 1, 2, 3] |
| pos[3] = 4 | [4, 3, 2, 1, 0] |

The maximum values each child will shout = [4, 3, 2, 3, 4].

Function Description

Complete the function *maxValues* in the editor with the following parameters:

*int n:* the number of children

*int pos[m]:*  the positions the teacher will call during the *m* rounds

Returns

*int[n]:* the values each child will shout

Constraints

* 1 ≤ *n*≤ 105
* 1 ≤ *m* ≤ 105
* 0 ≤ *pos[i]* ≤ *n -* 1

Input Format For Custom Testing

The first line contains an integer, *n*, that denotes the number of children.

The next line contains an integer, *m*, that denotes the number of rounds.  
Each line *i* of the *m* subsequent lines contains an integer that describes *pos[i]*.

Sample Case 0

Sample Input For Custom Testing

STDIN Function

----- --------

5 n = 5

3 pos[] size m = 3

2 pos = [2, 0, 3]

0

3

Sample Output

3

2

2

3

4

Explanation

Here, *n = 5, m* = 3, and *pos =* [2, 0, 3].

* After the first round, the numbers assigned = [2, 1, 0, 1, 2].
* After the second round, the numbers assigned = [0, 1, 2, 3, 4].
* After the third round, the number assigned = [3, 2, 1, 0, 1].

Sample Case 1

Sample Input For Custom Testing

STDIN Function

----- --------

4 n = 4

4 pos[] size m = 4

0 pos = [0, 1, 2, 3]

1

2

3

Sample Output

3

2

2

3

Explanation

Here, *n = 4, m* = 4, and *pos =* [0, 1, 2, 3].

* After the first round, the numbers assigned = [0, 1, 2, 3].
* After the second round, the numbers assigned = [1, 0, 1, 2].
* After the third round, the number assigned = [2, 1, 0, 1].
* After the fourth round, the number assigned = [3, 2, 1, 0].

**17.Optimal Change**

Given a binary string *data* of length *n*. An inversion is defined as a pair of indices *(i, j)* where *0 ≤ i < j < n* and *data[i] > data[j]*.

In one operation, you can:

* Flip any bit in the string, changing a *0* to *1* or a *1* to *0*.

You are allowed to perform this operation at most *maxFlips* times. Find the minimum possible number of inversions that can be achieved after making these operations.

**Example**

*maxFlips* = 2

*data* = 0110

The optimal set of operations is:

* Flip the bits at positions 1 and 2 (0-based indexing).

Then, *data* = 0000, which has 0 inversions. Return 0.

**Function Description**

Complete the function *getMinInversions*in the editor with the following parameters:

*string data[n]:* the binary data stream

*int maxFlips:* the maximum number of operations

**Returns**

*int:* the minimum number of inversions

**Constraints**

* 1 ≤ *maxFlips*≤ *n*≤ 5000

Input Format for Custom Testing

The first line contains a string, *data.*

The next line contains an integer *maxFlips*.

Sample Case 0

**Sample Input 0**

STDIN         FUNCTION

-----         --------

1100    →    data = "1100"

1       →    *maxFlips* = 1

**Sample Output 0**

2

**Explanation**

* Flip the bit at position 0 (0-based indexing).

Then, data = 0100, with 2 inversions.

Sample Case 1

**Sample Input 1**

STDIN         FUNCTION

-----         --------

00111    →    data = "00111"

4       →    *maxFlips* = 4

**Sample Output 1**

0

**Explanation**

There is no need to do any operation, as the given string has 0 inversions.

**18.Optimal Selection**

Given an integer array *arr* of length *n*, you can perform the following operation on the array at most once:

* Choose a subset of elements from the array such that no two selected elements are adjacent (i.e., no two selected elements are next to each other in the array).
* Choose a non-negative integer *x*, and increase all the selected elements by *x*.

Determine the minimum non-negative integer *x*, required to make the array *arr* non-decreasing using at most one operation. If it is impossible, return -1.

**Example**

*n* = 4

*arr*= [1, 1, 3, 2]

Some of the possible ways are:

* Select the element with index 3 (0-based indexing) and *increment* = 1 to get the array *arr*= [1, 1, 3, 3].
* Select the elements with indices [1, 3] (0-based indexing) and *increment* = 2 to get the array *arr*= [1, 3, 3, 4].

Hence, the minimum value of increment is 1.

**Function Description**

Complete the function *getMinimumIncrement* in the editor with the following parameter(s):

*int arr[n]:* the array

**Returns**

*int:* the minimum value of *increment* so that the array becomes non-decreasing

**Constraints**

* 1 ≤ *n* ≤ 2 \* 105
* 1 ≤ *arr[i]* ≤ 109

Input Format for Custom Testing

The first line contains an integer *n,* the size of *arr[]*.

Each of the next *n* lines contains an integer *arr[i]*.

Sample Case 0

**Sample Input 0**

STDIN         FUNCTION

-----         --------

5        →    arr[] size n = 5

3        → arr = [3, 1, 3, 2, 4]

1

3

2

4

**Sample Output 0**

2

**Explanation**

One possible way is to select the elements with indices [1, 3] and *increment* = 2 to get the array arr = [3, 3, 3, 4, 4].

Sample Case 1

**Sample Input 1**

STDIN         FUNCTION

-----         --------

6        →    arr[] size n = 6

4        →    arr = [4, 1, 3, 5, 6, 5]

1

3

5

6

5

**Sample Output 1**

-1

**Explanation**

It is impossible to make the array non-decreasing by doing one operation.

**19.Optimal Watchlist**

A streaming platform needs an algorithm to create custom watchlists from a library of *n* movies. Each movie has two key attributes:

* *duration[i]*: The runtime of the *ith* movie in minutes.
* *rating[i]*: The average viewer rating of the *ith* movie.

The watchlist score is calculated as:  
(Total runtime of all movies in the watchlist) × (Minimum rating among all movies in the watchlist).

Determine the maximum possible watchlist score for a watchlist containing at most *limit* number of movies.

Example

*n* = 4

*duration* = [4, 15, 3, 6]

*rating* = [7, 1, 6, 8]

*limit = 3*

| Some possible watchlists containing at most *limit* number of movies. | |
| --- | --- |
| Indices (0-based) of movies in watchlist | Watchlist Score |
| 0, 1, 2 | (4 + 15 + 3) \* min(7, 1, 6) = 22 |
| 0, 3 | (4 + 6) \* min(7, 8) = 70 |
| 0, 2, 3 | (4 + 3 + 6) \* min(7, 6, 8) = 78 |

The maximum possible watchlist score for a watchlist that has at most *limit* movies is 78.

Function Description

Complete the function *getMaxWatchlistScore* in the editor with the following parameters:

*int duration[n]:* The length of the movies in minutes.

*int rating[n]:* The average viewer rating of the movies.

*int limit:* The maximum number of movies allowed in a watchlist.

Returns

*long:* the maximum watchlist score for a watchlist that has at most *limit* movies.

Constraints

* 1 ≤ *limit* ≤ *n* ≤ 2 \* 105
* 1 ≤ *duration[i], rating[i]* ≤ 5 \* 104

Input Format for Custom Testing

The first line contains an integer *n*, the size of the array *duration*.

Each of the next *n* lines contains an integer *duration[i]*.

The next line contains an integer *n*, the size of the array *rating*.

Each of the next *n* lines contains an integer *rating[i]*.

The next line contains an integer *limit*.

Sample Case 0

Sample Input 0

STDIN           Function

-----          --------

5         →     duration[] size n = 5

7         →     duration = [7, 8, 2, 1, 4]

8

2

1

4

5         →     rating[] size n = 5

7         →     rating = [7, 8, 10, 4, 8]

8

10

4

8

3         →     limit = 3

Sample Output 0

133

Explanation

| Some possible watchlists containing at most *limit* number of movies. | |
| --- | --- |
| Indices (0-based) of movies in watchlist | Watchlist Score |
| 1, 2, 4 | (8 + 2 + 4) \* min(8, 10, 8) = 112 |
| 0, 1, 2 | (7 + 8 + 2) \* min(7, 8, 10) = 119 |
| 0, 1, 4 | (7 + 8 + 4) \* min(7, 8, 8) = 133 |

Sample Case 1

Sample Input 1

STDIN           Function

-----           --------

4         →     duration[] size n = 4

1         →     duration = [1, 2, 1, 2]

2

1

2

4         →     rating[] size n = 4

9         →     rating = [9, 7, 6, 10]

7

6

10

2         →     limit = 2

Sample Output 1

28

Explanation

| Some possible watchlists containing at most *limit* number of movies. | |
| --- | --- |
| Indices (0-based) of movies in watchlist | Watchlist Score |
| 0, 3 | (1 + 2) \* min(9, 10) = 27 |
| 3 | (2) \* min(10) = 20 |
| 1, 3 | (2 + 2) \* min(7, 10) = 28 |

**20.Pass the Baton**

There are *n* friends standing in a line, each numbered from *1* through *n* inclusive. The first one, friend *1*, holds a baton. Each second, the baton is passed to the next friend in line. Once it reaches the end of the line, the direction of passing is reversed and passing continues. Determine who will pass and who will receive the baton at a given time.

**Example**

*friends = 4*

*time = 5*

Friends are numbered *1* through *4.*  Friend *1* holds the baton at time *0*. At time *1*, it is passed to friend 2. Over *5* seconds, the baton is passed as 1->2->3->4->3->2. The friend passing the baton at time 5 is friend *3.*  The friend receiving the baton is friend *2.* Return *[3, 2].*

**Function Description**

Complete the function *batonPass* in the editor below. The function must return an integer array.

*batonPass* has the following parameters:

*int friends*: the number of friends

*int time*: the time to report who on the baton

**Returns**

*int[2]:* the friend who has the baton (index 0) and the friend who receives the baton (index 1)

**Constraints**

* *2 ≤  friends ≤ 2 x 105*
* *1 ≤ time ≤ 1012*

Input Format For Custom Testing

The first line contains an integer, *friends*.

The second line contains an integer, *time*, the second to report on the baton.

Sample Case 0

**Sample Input For Custom Testing**

STDIN    Function

-----    --------

5        friends = 5

3        time = 3

**Sample Output**

3

4

**Explanation**

From time 0 to time 3 the baton passes 1->2->3->4. The baton is passed from friend *3* to friend *4* at time *3.*

Sample Case 1

**Sample Input For Custom Testing**

3

6

**Sample Output**

2

3

**Explanation**

The baton is passed as 1->2->3->2->1->2->3. It is passed from friend *2* to friend *3* at time *6.*

**21.Shortest Substring**

Given a string *s* of length *n*. The task is tofind the length of the shortest substring, which upon deletion, makes the resultant string to be consisting of distinct characters only.

A substring is a contiguous sequence of characters within a string. When a substring is deleted, one needs to merge the rest of the character blocks of the string(s). If no substring needs to be deleted, the answer is 0.

**Example**

Consider the given string to be *s = "abcbbk", delete the substring "bb" in the range [3, 4] to get the remaining string "abck" which consists of distinct characters only. This is the minimum possible length of the string. Hence, the answer is 2.*

![Illustration of string 'abcbbk' with 'bb' crossed out, resulting in distinct character string 'abck'.](data:image/png;base64,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)

**Function Description**

Complete the function *findShortestSubstring* in the editor below.

*findShortestSubstring* has the following parameter:

*s:* the given input string

**Returns:**

*int:* an integer representing the length of the shortest substring that should be deleted

**Constraints**

* *1 ≤ n ≤ 105*
* *s consists of lowercase English letters only.*

Input Format For Custom Testing

The first and the only line contains the string *s*.

Sample Case 0

**Sample Input For Custom Testing**

STDIN             FUNCTION

-----             --------

xabbcacpqr    →    s = "xabbcacpqr"

**Sample Output**

3

**Explanation**

Given string *s = "xabbcacpqr".* Considering 0-based indexing, if we delete the substring in the range [3, 5], which is "*bca".* The resulting substring becomes "*xabcpqr"*, in which all characters are distinct. This is the minimum length possible. Thus, the answer is 3.

Sample Case 1

**Sample Input For Custom Testing**

STDIN           FUNCTION

-----           --------

abc        →    s = "abc"

**Sample Output**

0

**Explanation**

The given string *s = "abc",* already contains distinct characters only. So no substring needs to be deleted. Hence, the answer is 0.

**22.2Spam Detection**

Implement a prototype of an email spam detection algorithm.

For simulation, *subjects of n* emails and *k* spam words are given in two arrays of strings, *subjects,* and *spam\_words.* An email is considered spam if it contains at least two spam words in the subject. If a spam word is repeated, it counts as two so the email is considered spam. The spam words are not case-sensitive.

Given *subjects* and *spam\_words,* return an array of *n* strings, "spam" or "not\_spam", one for each subject.

**Example**

**Suppose *subjects* = [“free prize worth millions”, “ten tips for a carefree lifestyle”] and *spam\_words* = [“free”, “money”, “win”, “millions”].**

| **Subject** | **Spam Words** | **Answer** |
| --- | --- | --- |
| **free prize worth millions** | free, millions | spam |
| **ten tips for a carefree lifestyle** | - | not\_spam |

**Hence the answer is ["spam", "not\_spam"].**

**Function Description**

Complete the function *getSpamEmails* in the editor below.

*getSpamEmails* takes the following arguments:

*string subjects[n]:* the subjects of the email

*string spam\_words[k]:* the spam words

**Returns**

*string[n]:* the results of spam detection

**Constraints**

* 1 ≤ n ≤ 103
* 1 ≤ k ≤ 105
* 1 ≤ |subjects[i]| ≤ 105
* 1 ≤ |spam\_words[i]| ≤ 105
* It is guaranteed that the subjects and spam words consist of lowercase and uppercase English letters and spaces only.

Input Format For Custom Testing

The first line contains an integer, *n*, the number of elements in *subjects*.

Each of the next n lines contains a string, *subjects[i]*.

The next line contains an integer, *k*, the number of elements in *spam\_words*.

Each of the next n lines contains a string, *spam\_words[i]*.

Sample Case 0

**Sample Input For Custom Testing**

STDIN FUNCTION

----- --------

2 → subjects[] size n = 2

I paid him paid → subjects = ["I paid him paid", "Summertime Sadness"]

Summertime Sadness

3 → spam\_words[] size k = 3

I → spam\_words = ["I", "Sadness", "paid"]

Sadness

paid

**Sample Output**

spam

not\_spam

**Explanation**

The first subject contains three spam words i.e. 2 "paid" and an "I". The second subject contains only a single spam word "Sadness".

Sample Case 1

**Sample Input For Custom Testing**

STDIN FUNCTION

----- --------

2 → subjects[] size n = 2

Let it go → subjects = ["Let it go", "The right thing to do"]

The right thing to do

5 → spam\_words[] size k = 5

to → spam\_words = ["to", "do", "right", "go", "let"]

do

right

go

let

**Sample Output**

spam

spam

**Explanation**

 The first subject contains two spam words, "go", and "let". Spam words are not case-sensitive. The second one contains three spam words, "to", "do", and "right".

**23.2Stock Prices**

The cost of a stock on each day is given in an array, *arr*. An investor wants to buy the stocks in triplets such that the sum of the cost for three days is divisible by *d*.

The goal is to find the number of distinct triplets *(i, j, k)* such that *i < j < k* and the sum *(arr[i]+arr[j]+arr[k])* is divisible by *d.*

**Example**

Let *arr* = *[3, 3, 4, 7, 8]* and *d = 5.* The triplets whose sum is divisible by *d* are shown.

* Triplet with indices - (0, 1, 2), sum = 3+3+4 = 10
* Triplet with indices - (0, 2, 4), sum = 3+4+8 = 15
* Triplet with indices - (1, 2, 4), sum = 3+4+8 = 15

Hence, the answer is 3.

**Function Description**

Complete the function *getTripletCount* in the editor below. The function must return an integer denoting the total number of distinct triplets.

*getTripletCount* has the following parameters:

*int arr[n]:*  an array of integers

*int d:* the divisor

**Constraints**

* *3 ≤ n ≤ 10 3*
* *1 ≤ arr[i] ≤ 10 9*
* *2 ≤ d ≤ 106*

Input Format For Custom Testing

The first line contains an integer, *n*, the number of elements in *arr*.

Each line *i* of the *n* subsequent lines (where *0 ≤ i < n*) contains an integer that describes *arr[i]*.

The last line contains a single integer, *d*.

Sample Case 0

**Sample Input For Custom Testing**

STDIN    Function

-----    --------

4        length of arr[] n = 4

2        arr = [2, 3, 1, 6]

3

1

6

3        d = 3

**Sample Output**

2

**Explanation**

The triplets whose sum is divisible by *d:*

* Triplet with indices - (0, 1, 2), sum = 2 + 3 + 1 = 6
* Triplet with indices - (0, 2, 3), sum = 2 + 1 + 6 = 9

Sample Case 1

**Sample Input For Custom Testing**

STDIN    Function

-----    --------

5        length of arr[] n = 5

5        arr = [5, 3, 5, 5, 8]

3

5

5

8

11       d = 11

**Sample Output**

0

**Explanation**

There is no triplet whose sum is divisible by 11.

**24.Storing Processes**

Developers have ceated a new storage system. There are *n* processes that need to be stored, where the *ith* process is divided into *num\_segments[i]*number of segments. The memory is divided into *m* storage spaces. The segments of processes are stored in the memory spaces in the following way:

* Each segment is stored in exactly one of the memory spaces.
* Each memory space contains at least one process segment.
* A memory space cannot contain segments of different processes.

The *storage efficiency* of the system is defined as the minimum number of segments in a single memory space of all the *m* storage spaces. The developers want to distribute the segments of processes in such a way that the *storage efficiency* of the storage system is maximized. Find the maximum *storage efficiency*.

Example

*n* = 2

*num\_segments* = [7, 10]

*m* = 4,

One of the optimal ways to store the processes is -

* Store 3 segments of process 1 in storage space 1.
* Store 4 segments of process 1 in storage space 2.
* Store 5 segments of process 2 in storage space 3.
* Store 5 segments of process 2 in storage space 4.

The minimum segments in any storage space is 3 in storage space 1. Hence, the maximum possible storage efficiency is 3.

Function Description

Complete the function *getMaximumStorageEfficiency* in the editor below.

*getMaximumStorageEfficiency* has the following parameter(s):

*int num\_segments[n]:*  the number of segments a process is divided into

*long m:* the number of storage spaces

Returns

*int*: the maximum *storage efficiency*

Constraints

* 1 ≤ *n* ≤ 2 \* 105
* 1 ≤ *num\_segments[i]*≤ 109
* *n* ≤ *m* ≤ Σ *num\_segments[i]*

Input Format For Custom Testing

The first line contains an integer, *n*, the number of processes.

Each of the next *n* lines contains an integer *num\_segments[i]*.

The next line contains an integer *m.*

Sample Case 0

Sample Input For Custom Testing

STDIN FUNCTION

-----         --------

3 → num\_segments[] size n = 3

4 → num\_segments = [4, 3, 5]

3

5

3 → m = 3

Sample Output

3

Explanation

As *m* = 3 ( = *n*), the only way to store the processes is -

* Store 4 segments of process 1 in storage space 1.
* Store 3 segments of process 2 in storage space 2.
* Store 5 segments of process 3 in storage space 3.

Hence, the *storage efficiency* is 3.

Sample Case 1

Sample Input For Custom Testing

STDIN FUNCTION

-----         --------

2 → num\_segments[] size n = 2

1 → num\_segments = [1, 2]

2

3 → m = 3

Sample Output

1

Explanation

The only way to store the processes is -

* Store 1 segment of process 1 in storage space 1.
* Store 1 segment of process 2 in storage space 2.
* Store 1 segment of process 2 in storage space 3.

Hence, the *storage efficiency* is 1.

**25.Team Management**

A company needs to divide *n* employees into *k* teams. The skill level of the *ith* employee is given by *empSkill[i]*, and the size of the *jth* team is *teamSize[j]* (for *0 ≤ j < k*).

A team's *strength* is defined as the sum of the minimum and maximum skills of the employees in that team. Determine the maximum possible sum of team strengths, ensuring each employee is assigned to exactly one team.

Example

*n* = 5

*k* = 3

*empSkill* = [1, 10, 5, 9, 9]

*teamSize* = [1, 1, 3].

Some of the team combinations are explained below:

* [1], [10], [5, 9, 9] - Total strength = (1 + 1) + (10 + 10) + (5 + 9) = 36.
* [5], [9], [1, 10, 9] - Total strength = (5 + 5) + (9 + 9) + (1 + 10) = 39.
* [9], [10], [1, 5, 9] - Total strength = (9 + 9) + (10 + 10) + (1 + 9) = 48.

The maximum possible sum of the strengths is 48.

Function Description

Complete the function *getMaximumStrengthSum* in the editor below.

Function Parameters

*int empSkill[n]:* the skills of the employee.

*int teamSize[k]:* the sizes of the teams.

Returns

*int:* the maximum possible sum of strengths of the teams.

Constraints

* 1 ≤ *k* ≤ *n* ≤ 2\*105
* 0 ≤ *empSkill[i]* ≤ 109
* 1 ≤ *teamSize[i]* ≤ *n*
* It is guaranteed that the sum of all *k* team sizes equals *n*.

Input Format for Custom Testing

The first line contains an integer *n*, the size of the array *empSkill*.

Each of the next *n* lines contains an integer *empSkill[i],* the skills of the employees.

The next line contains an integer *k*, the size of the array *teamSize*.

Each of the next *k* lines contains an integer *teamSize[i],* the size of the *ith* team.

Sample Case 0

Sample Input 0

STDIN           FUNCTION

-----           --------

4         →     empSkill[] size n = 4

1         →     empSkill = [1, 5, 2, 7]

5

2

7

2         →     teamSize[] size k = 2

1         →     teamSize = [1, 3]

3

Sample Output 0

20

Explanation

Some of the possible team combinations:

* [1], [2, 5, 7] - Total strength = (1 + 1) + (2 + 7) = 11.
* [5], [1, 2, 7] - Total strength = (5 + 5) + (1 + 7) = 18.
* [7], [1, 5, 2] - Total strength = (7 + 7) + (1 + 5) = 20.

Sample Case 1

Sample Input 1

STDIN           FUNCTION

-----           --------

6         →     empSkill[] size n = 6

4         →     empSkill = [4, 4, 3, 3, 4, 2]

4

3

3

4

2

3         →     teamSize[] size k = 3

1         →     teamSize = [1, 2, 3]

2

3

Sample Output 1

21

Explanation

Some of the possible team combinations:

* [2], [3, 4], [3, 4, 4] - Total strength = (2 + 2) + (3 + 4) + (3 + 4) = 18.
* [3], [2, 4], [3, 4, 4] - Total strength = (3 + 3) + (2 + 4) + (3 + 4) = 19.
* [4], [4, 3], [3, 4, 2] - Total strength = (4 + 4) + (3 + 4) + (2 + 4) = 21.

**26.Two Strings**

Given two arrays of strings, determine whether corresponding elements contain a common substring.

**Example**

*a = ['ab','cd','ef']*

*b = ['af', 'ee', 'ef']*

Make the following decisions:

i a[i] b[i] Common Result

0 ab af a YES

1 cd ee NO

2 ef ef ef YES

For each test, print the result on a new line, either *YES* if there is a common substring, or *NO*.

**Function Description**

Complete the function *commonSubstring* in the editor below. For each *a[i], b[i]* pair, the function must print *YES* if they share a common substring, or *NO* on a new line.

commonSubstring has the following parameter(s):

*string a[n]:*  an array of strings

*string b[n]:*  an array of strings

**Return**

*void:* output should be printed to stdout (console.log() in javascript) rather than returned

**Constraints**

* All the strings consist of lowercase English letters only, *ascii[a-z]*.
* *|a| = |b|*
* *1 ≤ |a|, |b| ≤ 103*
* *1 ≤ |a[i]|, |b[i]| ≤ 104*

Input Format for Custom Testing

Input from stdin will be processed as follows and passed to the function.

The first line contains an integer *n*, the size of the array *a*.

Each of the next *n* lines contains a string *a[i]* where *0 ≤ i < n*.

The first line contains an integer *n*, the size of the array *b*.

Each of the next *n* lines contains a string *b[i]* where *0 ≤ i < n*.

Sample Case 0

**Sample Input 1**

STDIN     Function

-----     --------

2     →   a[] size n = 2

hello  →   a = ['hello', 'hi']

hi

2     →   b[] size n = 2

world  →   b = ['world', 'bye']

bye

**Sample Output 1**

YES

NO

**Explanation 1**

i a[i] b[i] Common Output

0 hello world o, l YES

1 hi bye NO

There are two common substrings of *(a[0], b[0])*: '*o'* and '*l'*.

27. **Vowels**

Given a string array that contains *n* elements, each composed of lowercase English letters, and *q* queries, each query of the format *l-r,* for each query, determine how many strings starting from index *l* and ending at index *r* have vowels as the first and last character. Vowels are in *{a,e,i,o,u}.*

**Example**

*strArr = ['aba','bcb','ece','aa','e']*

*queries = ['1-3','2-5','2-2']*

These strings represent two dash delimited integers *l* and *r,* the start and end indices of the interval, inclusive. Using *1*-based indexing in the string array, the interval *1-3* contains two strings that start and end with a vowel: 'aba' and 'ece'. The interval *2-5* also has three. The third interval, from *2-2*, the only element in the interval, 'bcb' does not begin and end with a vowel. The return array for the queries is *[2, 3, 0].*

**Function Description**

Complete the *hasVowels* function in the editor below. It must return an array of integers that represent the result of each query in the order given.

hasVowels has the following parameters.

*strArr string[]:* an array of *n* strings

*query string[]:* an array of *q* strings, each of which describes an interval *l-r* using integers delimited by a dash

**Constraints**

* *1 ≤ n, q ≤ 105*
* *1 ≤ l ≤  r ≤ n*
* *1 ≤ size of strArr[i] ≤ 10*

Input Format For Custom Testing

The first line contains an integer, *n*, that denotes the number of elements in *strArr*.

Each line *i* of the *n* subsequent lines (where 1 *≤ i ≤ n*) contains a string that describes *strArr[i][i]*.

The next line contains an integer, *q*, denoting the number of elements in *query*.

Each line *j* of the *q* subsequent lines (where *0 ≤ j < q*) contains a string describing *query[j]*.

Sample Case 0

**Sample Input For Custom Testing**

STDIN         Function

-----         --------

5        →   *strArr*[] size n = 5

aab      →   *strArr* = [ "aab", "a", "bcd", "awe", "bbbbbu" ]

a

bcd

awe

bbbbbu

2        →   *query*[] size n = 2

2-3      →   *query =* [ "2-3", "4-5" ]

4-5

**Sample Output**

1

1

**Explanation**

*n = 5*

*strArr = ['aab', 'a', 'bcd', 'awe', 'bbbbbu']*

*q = 2*

*query = ['2-3', '4-5']*

For the first query, *2-3*, only the string at *index 2* has a vowel as the first and last character. For the second query, *4-5*, only the string at *index 4* has vowels as the first and last characters.

Sample Case 1

**Sample Input For Custom Testing**

STDIN         Function

-----         --------

3        →   *strArr*[] size n = 3

yy       →    *strArr* = [ "yy", "u", "oe" ]

u

oe

2        →   *query*[] size n = 2

1-2      →   *query =* [ "1-2", "2-3" ]

2-3

**Sample Output**

1

2

**Explanation**

*n = 3*

*strArr = ['yy', 'u', 'oe']*

*q = 2*

*query = ['1-2', '2-3']*

For the first query, *1-2*, only the string at *index 2* has a vowel as the first and last character. For the second query, *2-3*, both the strings at indices *2* and *3* have vowels as the first and last characters.

**28.Word Count Tool**

Determine the number of valid words in a given string *s*. A valid word contains at least 3 characters with only alphanumeric characters (i.e., the numbers 0-9, letters A-Z in either case), at least one vowel ('a', 'e', 'i', 'o', 'u'), and at least one consonant.

**Example**

Suppose *s =* "This is an example string 234".

| **Word** | **Is Valid** | **Reason** |
| --- | --- | --- |
| This | Yes | At least 3 characters, contains a vowel and a consonant |
| is | No | Less than 3 characters |
| an | No | Less than 3 characters |
| example | Yes | At least 3 characters, contains a vowel and a consonant |
| string | Yes | At least 3 characters, contains a vowel and a consonant |
| 234 | No | Does not contain a vowel or a consonant |

**Function Description**

Complete the function *countValidWords* in the editor below.

*countValidWords* has the following parameter(s):

*string s:*  a string to analyze

**Returns**

*int:* the number of valid words in *s*

**Constraints**

* 1 *≤ |s| ≤*105
* s consists of all available ASCII characters.

Input Format For Custom Testing

The first line contains a string, *s*.

Sample Case 0

**Sample Input For Custom Testing**

STDIN                                 FUNCTION

-----                                 --------

This is Form16 submis$ion date     →  s = "This is Form16 submis$ion date"

**Sample Output**

3

**Explanation**

**Only 'This', 'Form16', and 'date' are valid words. Since 'is' only contains 2 characters and 'submis$ion' has an invalid character, they are not valid.**

Sample Case 1

**Sample Input For Custom Testing**

STDIN                                FUNCTION

-----                                --------

Bob wins the game     →   s = "Bob wins the game"

**Sample Output**

4

**Explanation**

All the words are valid.

**Swap Parity**

Given a number *num* as a string, you can swap two adjacent digits if both digits have the same parity, i.e., both digits are odd or both are even. You can perform this swap operation as many times as needed.

Your task is to find the largest possible number that can be created by applying the swap operation.

Example

Let *num =* "7596801".

* Swap 5 and 9 -> "7956801"
* Swap 7 and 9 -> "9756801"
* Swap 6 and 8 -> "9758601"

The largest value possible is "9758601".

Function Description

Complete the function *getLargestNumber* in the editor below.

*getLargestNumber* has the following parameter:

*string num:* a string of digits

Returns

*string:* the largest number that can be created

Constraints

* 1*≤ length of* *num* *≤*105
* *num*consists of digits 0-9 only.

Input Format For Custom Testing

The first line contains a string, *num*.

Sample Case 0

Sample Input For Custom Testing

STDIN FUNCTION

----- --------

0082663 → num = "0082663"

Sample Output

8662003

Explanation

Zero is even parity, so swaps can be made until the digits are arranged as shown.

Sample Case 1

Sample Input For Custom Testing

STDIN FUNCTION

----- --------

5528200 → the given number num

Sample Output

5582200

Explanation

The first two digits, 55, are the only odd parity digits. They cannot be moved. The even parity digits are swapped until they range from high to low.

**Maximum Profit**

An analyst is analyzing *a stock over a period of n* days. The price of the stock on the *ith* day is *price[i],* and the profit obtained is denoted by *profit[i].* The analyst wants to pick a triplet of days *(i, j, k)* such that *(i < j < k)* and *price[i] < price[j] < price[k]* in such a way that the total profit, i.e. *profit[i] + profit[j] + profit[k]* is maximized.

Find the maximum total profit possible. If there is no valid triplet, return -1.

Example

Consider *n* *= 5, price = [1, 5, 3, 4, 6], profit = [2, 3, 4, 5, 6].*

An optimal triplet (considering 1-based indexing) is (3, 4, 5). Here *3 < 4 < 6,* and total profit = 4 + 5 + 6 = 15, the maximum possible. So, the answer is 15.

Function Description

Complete the function *getMaximumProfit* in the editor below.

*getMaximumProfit* has the following parameters:

*int price[n]:* the prices of the stock on each day

*int profit[n]:* the profits obtained from the stock on each day

Returns

*long\_int*: the maximum possible total profit

Constraints

* 1 ≤ *n* ≤ 4000
* 1 ≤ *price[i], profit[i]* ≤ 109

Input Format For Custom Testing

The first line contains an integer, *n*, that denotes the number of elements in *price*.  
Each line *i* of the *n* subsequent lines (where *0 ≤ i < n*) contains an integer that describes *price[i].*

The next line contains the same integer, *n*, that denotes the number of elements in *profit.*

Each line *i* of the *n* subsequent lines (where *0 ≤ i < n*) contains an integer that describes *profit[i].*

Sample Case 0

Sample Input For Custom Testing

STDIN FUNCTION

----- --------

5        → price[] size, n = 5

2        → price = [2, 3, 1, 5, 9]

3

1

5

9

5 → profit[] size, n = 5

1 → profit = [1, 2, 6, 1, 5]

2

6

1

5

Sample Output

12

Explanation

An optimal triplet (considering 1-based indexing) is (3, 4, 5). Here *1 < 5 < 9,* and total profit = 6 + 1 + 5 = 12.

Sample Case 1

Sample Input For Custom Testing

STDIN FUNCTION

----- --------

4        → price[] size, n = 4

4        → price = [4, 3, 2, 1]

3

2

1

4 → profit[] size, n = 4

4 → profit = [4, 3, 2, 1]

3

2

1

Sample Output

-1

Explanation

There is no valid triplet.