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# Vorwort

Diese Seminararbeit beschreibt das Entstehen und die Abläufe eines in Java geschriebenen Programms. Um das Geschriebene verstehen zu können, ist es daher notwendig Grundkenntnisse in Java oder anderen Objektorientierten Programmiersprachen zu haben. Vorkenntnisse zum Thema XML sind nicht notwendig, da dieses Thema vor der eigentlichen Erläuterung des Projekts erklärt wird.

# Einleitung

In unserer heutigen Welt wird immer als hektischer. Das eine Kind muss um 15.00 Uhr zum Fußball, das andere zum Tennis und Mama hat sich Abend zum Essen mit Freundinnen verabredet. Wenn man so eine Situation fast alltäglich hat, dann kann es schon einmal zu Überschneidungen kommen. Kind A will sich mit Freunden treffen, dabei hat es da aber schon eine Arzttermin, von dem es gar nichts weiß. Die Familie will einen Ausflug machen, dabei hat das eine Kind aber am Tag darauf eine wichtige Matheklausur und noch gar nichts gelernt. So Etwas kommt leider relativ häufig vor. Ein einfacher Kalender, der in der Küche oder im Wohnzimmer hängt ist da nicht mehr der beste Weg. Es muss eine mobilere Lösung her.
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In dieser Seminararbeit wird der Entwicklungsprozess einer solchen beschrieben. Es wird erläutert, wie man die gesammelten Daten speichert, wieder ausließt, verarbeitet und letztendlich visualisiert. Damit sich dieser Kalender von einem herkömmlichen unterscheidet hat er zusätzlich von einige praktischer Funktionen, die der Familienfreundlichkeit dienen sollen.

# XML und DTD

Um einen guten Einstieg in die Thematik zu liefern und um das Verständnis für die folgende Seminararbeit zu verbessern handelt dieser kurze Abschnitt über Themen XML und DTD, die einen wichtigen Grundpfeiler für das mit der Arbeit zusammenhängende Projekt liefern.

## XML

Bei XML handelt es sich um die sogenannte „eXtenable Markup-Language“[[1]](#footnote-1). Das bedeutet zum einen, dass es sich nicht um eine Programmiersprache, wie beispielsweise Java oder C++, sondern um eine Auszeichnungssprache handelt. Das „extenable“ bedeutet ist Englisch und bedeutet erweiterbar. Es ist also möglich die Sprache zu erweitern, bzw. eine neue Sprache zu erstellen und sie an die eigenen Ansprüche anzupassen.

### Was bedeutet das für den Programmierer?

Der wesentliche Unterschied zwischen einer Programmier- und eine Markup-/Auszeichnungssprache besteht darin, dass es sich bei der Zweiten um eine beschreibende Sprache handelt. Beide Sprachen sind zwar künstlich und die haben Aufgabe den Computer etwas mitzuteilen und zu befehlen und werden außerdem in Form von Quelltext geschrieben, der Unterschied bestehen jedoch darin, dass mit Markupsprachen Dokumente erzeugt werden und mit Programmiersprachen Programme. Außerdem verarbeitet der Computer beide unterschiedlich verarbeitet: ein XML-Dokument wird von einem Parser analysiert, bei einem Programm werden Anweisungen von einem Interpreter oder dem Betriebssystem selbst abgearbeitet. Dies ist aber für das Verständnis dieser Seminararbeit unwesentlich.

Für den Programmierer bedeutet das im Wesentlichen, dass eine Auszeichnungssprache die Struktur von Daten beschreibt und Programmiersprachen für die Realisierung logischer Abläufe verwendet werden.   
Ein einfacher Unterschied ist zum Beispiel, dass es in Auszeichnungssprachen weder Bedingte Anweisungen von Wiederholungsanweisungen oder Methoden gibt, sondern nur Elemente und deren Attribute, beziehungsweise ihren Inhalt[[2]](#footnote-2).

### Welchen Nutzen kann der Programmierer daraus ziehen?

XML ist ein sehr einfacher und praktischer Weg Daten zu speichern. Man kann mit Hilfe von Bibliotheken sogar ganze Objekzustände ohne größeren Aufwand speichern oder auslesen. Ein Vorteil ist hierbei auch, dass die Dateien nicht an eine Programmiersprache oder ein Betriebssystem gebunden, sondern von allen Betriebssystemen und Programmiersprachen benutzt werden können. Hierfür ist jedoch eine entsprechende Bibliothek notwendig. Eine sehr ähnliche Sprache „HTML“, aus der XML abgeleitet wurde, wird zum Beispiel zum Darstellen von Webseiten genutzt. FXML, eine mit XML erstellte Sprache, wird verwendet um Java-Applikationen eine Benutzeroberfläche zu geben und somit die Nutzerinteraktion einfacher zu gestalten. Auch in diesem Projekt ist die GUI mit JavaFX und FXML erstellt, dies wird aber später genauer erläutert.

## DTD

Bei einer DTD handelt es sich um eine Dokumenttyp-Definition. Mit Hilfe dieser können Regeln für das Dokument definiert werden um dieses zu gestalten. DTDs dient also als eine Art Regelwerk für das XML-Dokument und definiert die darin vorhandenen Elemente und deren Attribute.[[3]](#footnote-3)

### Notwendigkeit und Vorteile einer DTD

Eine DTD ist nicht zwingender Weise für ein XML-Dokument notwendig. So kann ein Dokument auch problemlos ohne DTD eingelesen werden, dennoch bringt die Verwendung einige Vorteile mit sich:

* Ordnung/ Struktur in dem Dokument: mit einer DTD erstellt man Regeln (für eine Struktur), die befolgt werden müssen, daher ist ihr Dokument ordentlicher und strukturierter, kann also auch einfach eingelesen werden
* Keine Missverständnisse bei mehreren Programmieren: mit einer DTD kann sichergestellt werden, dass alle Programmierer bei dem Erstellen oder Verarbeiten des Dokuments der gleichen Struktur folgen. Damit sind Fehler und unterschiedlichen Aufbau der Dokumente ausgeschlossen.
* Mehrere Benutzer können die Referenzstruktur verwenden: Es gibt viele XML-Applikationen, die über eine DTD verfügen (z.B. FXML, CFD uvm.). Dank dieser können verschiedene Nutzer damit arbeiten ohne jedes Mal eine neue Sprache erstellen zu müssen.

Der Nutzen einer DTD ist also sehr groß. Allerdings sollte trotzdem überlegt werden, ob eine solche wirklich notwendig oder sinnvoll ist. Wenn das Dokument größer als die DTD wäre, ist es sicher eine bessere Wahl auf die zu verzichten. Gleiches gilt, wenn der Prozessor nicht fähig ist eine Gültigkeitsprüfung durchzuführen, was bei neueren Computern jedoch immer der Fall ist.

# Terminkalender

Im folgenden Abschnitt sollen die Entstehung, die Funktionen und die dafür geschriebene Software erläutert werden. Eine kleine, kürze Dokumentation ist auf dem GitHub-Repository[[4]](#footnote-4) zu finden. Hier werden alle Funktionen und Attribute kurz und bündig erklärt um das Verständnis beim Lesen des Codes zu erhöhen, jedoch erfüllt die Seminararbeit den gleichen Zweck, nur ausführlicher.

## Produkt und Funktionen

## Beginn des Projekts

Die Planung ist bei einem Projekt dieser Größe maßgeblich. Neben der Planung der Programmierung und des Designs dürfen auf keinen Fall die Wünsche der Auftraggeber, Nutzer oder Kunden vernachlässigt werden.

Über die Aufgabenstellung beispielsweise eine persistente Datenspeicherung über XML verlangt. In Verbindung damit wurde von der Lehrkraft eine DTD erwünscht, damit das Projekt auf seiner eigenen Auszeichnungssprache basiert.

### User Stories

Da ein wirklicher Auftraggeber mit Wünschen in diesem Sinne nicht vorhanden ist wurden Freunde und Verwandte gefragt, welche Funktionen bei einem familienfreundlichen Kalender gewünscht werden. Bei dieser Umfrage sind folgende Ergebnisse hervorgegangen:

Für die gefragten Personen war es besonders wichtig, dass jeder seine Freizeit nutzten kann und diese somit fest in die Planung eingebunden ist. Dieser Wunsch wird durch die Möglichkeit wöchentliche Freizeitphasen oder spezifische Zeiten als Freizeit ermöglicht. Diese können frei definiert werden. Soll dieser Termin jetzt von einem anderen Nutzer belegt werden, so wird dieser informiert, dass der aktuelle Bereich bereits belegt ist und er sich bitte an diesen Nutzer wenden möchte.

Eine weitere Funktion, die in den meisten Kalendarprogrammen Standard ist, sind Permanenttermine. So wird das Eintragen von sich wöchentlich wiederholenden Terminen deutlich einfacher gemacht und somit die Nutzerfreundlichkeit gesteigert.

### Tasks und Prototypen

### Zeitliche Planung

Die zeitliche Planung der Seminararbeit fand im Rahmen der zweiten Zwischenaufgabe im W-Seminar statt. Hier war genau dies gewünscht. Die Verfasser sollten die von ihnen bereits verfassten Meilensteine, Prototypen und Tasks mit Deadlines versehen. Das Resultat dieser Aufgabe war folgendes[[5]](#footnote-5):

Es ist zu erkennen, dass die zeitliche Planung einige Zeit vor der Abgabe der Seminararbeit endet. Diese Zeit dient als Puffer. Für den Fall, dass mal eine Klausur, oder andere wichtige Gelegenheiten Priorität haben und so nicht gearbeitet werden kann, bleibt immer noch genug Zeit um die noch ausstehende Arbeit nachzuholen. Dies soll dienen um Stress zu vermeiden.

## Zusammenarbeit der Klassen (Klassendiagramm)

Bei einem so großen Projekt mit vielen Klassen und Referenzen ist es sehr wichtig sich zu überlegen, nach welchem System man seine Klassen ordnen möchte. In diesem Fall wurde das XYZ -System verwendet. Hier gibt es drei Bereiche: die View also die Visualisierung der Inhalt mit Hilfe einer GUI (Graphical User Interface /Benutzeroberfläche), die Logic- also die logischen Abläufe und die Verarbeitung und Auswertung der Daten, die über GUI oder die Datenspeicherung kommen und XYZ.

## DTD (eigene Sprache)

## Schnittstelle Java XML (Datenspeicherung)

Als Schnittstelle zwischen den Java-Klassen und der XML-Datei wurde eine Bibliothek verwendet, die sich DOM nennt.

### Wahl der verwendeten Bibliothek

Zur Auswahl einer Schnittstelle Java-XML baten sich verschiedene Möglichkeiten: JAXB[[6]](#footnote-6), SAX und DOM[[7]](#footnote-7). Im Folgenden ist eine Tabelle zu sehen, in der die jeweiligen Vor- und Nachteile der verschiedenen Bibliotheken erläutert werden.

|  |  |  |
| --- | --- | --- |
|  | Vorteile | Nachteile |
| SAX | Performanter als DOM | Nicht standardisiert |
|  |  | Unflexibler Zugriff auf Elemente (nur erstes und letztes Element direkt auslesbar) |
| DOM | Flexibler Zugriff auf alle Elemente | Gesamtes XML-Dokument wird in den Hauptspeicher geladen |
|  | Direkter Zugriff über getElementById() oder getElementByTagName()auf Elemente | Zugriff über Knotenherachie ist teilweise sehr komplixiert |
|  | Modifikation des Dokuments sehr einfach |  |
|  | Standarisiert |  |
| JAXB | Ganze Objektzustände können gespeichert werden |  |
|  | Sehr performant |  |

Wie zu erkennen ist, sticht JAXB als sehr positiv heraus. Die Geschwindigkeit der Datenverarbeiten von JAXB liegt weite über der von DOM, wie in der unterstehenden Tabelle zu erkennen ist, jedoch bringt DOM einige fallspezifische Vorteile. Zum einen ist es hier sehr einfach Daten zu ändern und einzutragen, ohne ein gesamtes Objekt der Klasse zu erstellen und auch das ändern einzelner Attribute funktioniert bei DOM deutlich einfacher. Außerdem ist die Anzahl der Nodes, die eigenlesen oder geschrieben werden von so geringer Größe, dass keine erkennbaren Verzögerungen auftreten und so die Benutzerfreundlichkeit und die Performanz des Programmes nicht sichtbar beeinflusst werden. Dies ist auch der Grund, warum die Wahl letztendlich auf DOM und nicht auf JAXB fiel.

### Implementierung

Die Implementierung der Schnittstelle wurde mit Hilfe von drei Klassen durchgeführt. Mit der Klasse XMLReader wurde die direkte Schnittstelle zu der XML-Datei hergestellt. Hier wurden die notwendigen Imports für DOM getätigt und hier werden alle Informationen direkt aus dem Dokument ausgelesen bzw. geschrieben. Die Funktionen beschränken sich hier auf das einfache beschreiben und lesen der Datei. Eine Überprüfung auf Vorhandensein des Nodes, oder der Überstehenden Nodes wird nicht durchgeführt. Auch bei dem Beschreiben der Datei gibt es keine Prüfung dafür, dass eine solcher Node schon existiert.

Diese Aufgaben werden in den Klassen Reader und Writer übernommen. Die Klasse Reader hat die Aufgabe, die in den Nodes gespeicherten Informationen in einen String zu übersetzten. Hierfür wird der entsprechende Node in ein Element gecasted. Von diesen können dann, über Methodenaufrufe, Attributwerte oder Inhalte in Form eines Strings übergeben werden. Die Klasse Writer übersetzt die String-Eingabe in Nodes. Das bedeutet, dass die Funktionen über die Eingabeparameter Attributwerte und Inhalte erhalten. Diese werden dann dem neuen Node hinzugefügt, der diese dann an den XMLReader weitergibt.

Die Schnittstelle zwischen Java und XML bzw. Logik (Klasse Logic) und XML ist nach diesem Konzept aufgebaut, da in der objektorientierten Programmierung jede Klasse ihre eigene Funktion haben soll. So werden die Klassen kleiner gehalten und der Quellcode der Funktionen übersichtlicher. Ein weiter Vorteil hier ist, dass Funktionen so an verschiedenen Stellen verwendet werden können, da sie zwingend für nur einen Zweck ausgelegt sind.

## Logic

Die Logic-Klasse dient, wie der Name schon sagt, für die Logik des Projektes. Hier werden die Daten, die aus der GUI übergeben werden, verarbeitet. Außerdem bündelt sie Informationen um diese dann an die Benutzeroberfläche zu übergeben. Der Ursprung der Klasse liegt in der objektorientierten Programmierung. Es wurde sich aktiv dagegen entschieden die Funktionen dieser Klasse auf die Klassen Reader und Writer aufzuteilen, da diese bereits eine andere Aufgabe haben. Hätten diese mehrere würde das der objektorientierten Programmierung wiedersprechen. Ein weiterer Vorteil dieser Klassenstruktur ist, dass es sehr einfach möglich ist zu überprüfen, ob ein Termin bereits vorhanden ist, bevor man einen solchen einträgt. Da es dafür aber notwendig ist eine Referenz auf ein Reader-Klassenobjekt zu haben, wäre diese Funktion ohne die Logic-Klasse nur schwer durchsetzt bar.

## GUI mit JavaFX

Bei JavaFX handelt es sich um ein Framework zur Erstellung von Java-Applikationen. Hiermit ist das Erstellen von Benutzeroberflächen (GUIs) für verschiedene Plattformen[[8]](#footnote-8) ermöglicht. Es wurde entwickelt um eine neue Alternative zu AWT und Swift zu liefern, die bis 2014 als Standartlösungen für grafische Anwendungen waren, jedoch eine Mängel besonders im Bereich Medien und Animationen aufwiesen.

### Entscheidung über Methode zur Erstellung der GUI

Es gibt verschiedene Möglichkeiten eine GUI mit JavaFX zu erstellen. Der wahrscheinlich einfachste Weg ist mit der Applikation SceneBuilder[[9]](#footnote-9). Hier werden die GUIs über eine Benutzeroberfläche erstellt, die das Verschieben und Positionieren einzelner Elemente sehr initiativ ermöglicht. Bei der Arbeit mit diesem Programm traten jedoch einige Fehler auf. Die Größenverhältnisse von Elementen und Fenster wurden bei der Arbeit mit nicht Standardbildschirmauflösungen verzogen und nicht eingehalten. So waren die Elemente viel zu groß für das Fenster, obwohl die Vorschau im Programm selber das gewünschte Ergebnis zeigte. Dies ist besonders dann ein Problem, wenn die Entwicklung der Benutzeroberfläche auf einem Monitor mit 3:2 Auflösung stattfinden und so wurde diese Möglichkeit verworfen.

Als Alternative baten sich FXML-Dateien an. Dies hat zwei Gründe. Zum einen wurden diese bereits über den SceneBuilder erstellt und es mussten lediglich die Größenverhältnisse geändert werden. Zum anderen ist FXML aus XML abgeleitet und passt daher sehr gut in dem Thema der Seminararbeit hinein.

### Implementierung

Die Einbindung der FXML-Dateien in das Projekt fanden über sogenannte Controllerklassen statt[[10]](#footnote-10). Diese dienen um die Daten, die über die Nutzereingabe kommen zu erfassen, oder Ausgaben über die GUI festzulegen.

Über die Imports import javafx.scene.\* und import javafx.fxml.\* werden die benötigen Bibliotheken in das Projekt eingebunden. Mit dem ersten Import wird das Ändern der aktuellen Anzeige ermöglicht. Hierzu wird die entsprechende FXML-Datei geladen und dann eine neue Scene als Fenster gezeigt. Das aktuelle Fenster wird dabei geschlossen. Der zweite Import dient zur Kommunikation zwischen der FXML-Datei, die dass Aussehen der GUI beschreibt und ihrer Controllerklasse. Mit @FXML wird gekennzeichnet, dass folgendes Attribut oder folgende Methode in der FXML-Datei verankert sind. In dem Methodenrumpf kann dann die gewünschten Reaktionen auf zum Beispiel das drücken eines Knopfes implementiert werden.

![](data:image/png;base64,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)![](data:image/png;base64,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)

Da die Eingabe des Nutzers leider nicht immer so formuliert sind, dass das Programm sie verarbeiten kann, wird eine Fehlermeldung ausgegeben, wenn eine falsche Formulierung oder Uneindeutigkeiten auftreten. Dieses Vorgehen liefert die Sicherheit, dass keine „falschen“, also verarbeitbare, Termine eigetragen werden und mindert so die Fehleranfälligkeit. Hierfür wird die Syntax der Eingabe überprüft und, wenn die Eingabe den Regeln entspricht. Abbildung x zeigt den Algorithmus für dieses Verfahren.
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