**HTTP (Hypertext Transfer Protocol)** is a foundational technology that enables communication on the World Wide Web. It defines how messages are formatted and transmitted between clients (such as web browsers) and servers, allowing for the retrieval of web resources, such as HTML documents, images, and other files.

**Key Concepts of HTTP**

1. **Client-Server Model:** HTTP follows a request-response model. A client, typically a web browser, sends a request to a server. The server processes the request and sends back a response, usually containing the requested data.
2. **HTTP Methods (Verbs):** HTTP defines several methods that indicate the desired action to be performed on a resource:
   * **GET:** Retrieve data from the server (e.g., downloading a web page).
   * **POST:** Send data to the server (e.g., submitting a form).
   * **PUT:** Update or replace data on the server.
   * **DELETE:** Remove data from the server.
   * **HEAD:** Retrieve headers only (similar to GET but without the response body).
   * **OPTIONS:** Request information about communication options for a resource.
3. **HTTP Request Structure:** A typical HTTP request consists of:
   * **Request Line:** Specifies the HTTP method (e.g., GET), the target resource, and the HTTP version.
   * **Headers:** Provide additional metadata (e.g., authentication, cookies, content type).
   * **Body:** (Optional) Data sent to the server, typically used in POST or PUT requests.

Example of an HTTP GET request:

vbnet

Copy code

GET /index.html HTTP/1.1

Host: www.example.com

1. **HTTP Response Structure:** After processing the request, the server sends back a response that includes:
   * **Status Line:** Indicates the HTTP version, a status code (e.g., 200 for success), and a reason phrase.
   * **Headers:** Metadata about the response (e.g., content type, content length).
   * **Body:** The actual content (e.g., HTML, image, JSON data).

Example of an HTTP response:

less
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HTTP/1.1 200 OK

Content-Type: text/html

Content-Length: 1024

<html>...</html>

1. **HTTP Status Codes:** Status codes inform the client about the result of the request. Common codes include:
   * **200 OK:** The request was successful.
   * **301 Moved Permanently:** The requested resource has been permanently moved to a new URL.
   * **400 Bad Request:** The server could not understand the request.
   * **404 Not Found:** The requested resource could not be found.
   * **500 Internal Server Error:** The server encountered an error.
2. **Stateless Protocol:** HTTP is stateless, meaning each request is independent and the server does not retain any information about previous requests. To maintain sessions (such as login information), mechanisms like cookies or tokens are used.
3. **HTTP Versions:**
   * **HTTP/1.1:** The most widely used version, allowing for persistent connections and chunked transfers.
   * **HTTP/2:** Introduces improvements such as multiplexing (sending multiple requests over a single connection) and binary encoding for faster performance.
   * **HTTP/3:** Uses QUIC, a transport layer protocol based on UDP, aiming for reduced latency and improved security.

**Common Use Cases of HTTP**

* **Accessing Websites:** Web browsers use HTTP to request and load websites.
* **APIs:** Many web services and APIs communicate via HTTP, exchanging data formats like JSON or XML.

HTTP Methods

**Common HTTP Methods:**

1. **GET**
   * **Purpose:** Retrieve data from the server.
   * **Characteristics:**
     + Requests data from a specified resource.
     + The data is included in the URL (query parameters), and not in the body.
     + Safe and idempotent: Does not modify data and can be repeated without side effects.
   * **Example:**

vbnet

Copy code

GET /users/123 HTTP/1.1

Host: www.example.com

1. **POST**
   * **Purpose:** Submit data to the server (e.g., forms, file uploads).
   * **Characteristics:**
     + Sends data to be processed, typically within the request body.
     + Used to create new resources on the server.
     + Not idempotent: Multiple identical requests could create multiple resources.
   * **Example:**

bash

Copy code

POST /users HTTP/1.1

Host: www.example.com

Content-Type: application/json

{"name": "John", "age": 30}

1. **PUT**
   * **Purpose:** Update or replace a resource on the server.
   * **Characteristics:**
     + Sends data to replace an existing resource.
     + If the resource does not exist, it may create a new one.
     + Idempotent: Repeated requests result in the same resource state.
   * **Example:**

bash
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PUT /users/123 HTTP/1.1

Host: www.example.com

Content-Type: application/json

{"name": "John", "age": 31}

1. **DELETE**
   * **Purpose:** Remove a resource from the server.
   * **Characteristics:**
     + Deletes the specified resource.
     + Idempotent: Multiple DELETE requests result in the same state (i.e., the resource is deleted or does not exist).
   * **Example:**

bash
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DELETE /users/123 HTTP/1.1

Host: www.example.com

1. **PATCH**
   * **Purpose:** Apply partial modifications to a resource.
   * **Characteristics:**
     + Unlike PUT, PATCH is used for partial updates.
     + It only modifies the fields provided, leaving other fields unchanged.
     + Not necessarily idempotent, depending on the nature of the update.
   * **Example:**

bash
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PATCH /users/123 HTTP/1.1

Host: www.example.com

Content-Type: application/json

{"age": 32}

1. **HEAD**
   * **Purpose:** Retrieve metadata (headers) about a resource without the body.
   * **Characteristics:**
     + Similar to GET, but does not return the resource’s body.
     + Useful for checking the size, type, or status of a resource before downloading.
   * **Example:**

bash
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HEAD /users/123 HTTP/1.1

Host: www.example.com

1. **OPTIONS**
   * **Purpose:** Describe the communication options available for a resource or server.
   * **Characteristics:**
     + Returns the allowed methods and features (e.g., CORS headers, security options).
     + Typically used to check what methods the server allows for a given resource.
   * **Example:**

bash

Copy code

OPTIONS /users HTTP/1.1

Host: www.example.com

1. **CONNECT**
   * **Purpose:** Establish a tunnel to the server, often used for secure communication (e.g., SSL, HTTPS).
   * **Characteristics:**
     + Used by the client to request that the server create a network connection (usually to a different server) over a proxy.
   * **Example:**

sql

Copy code

CONNECT www.example.com:443 HTTP/1.1

1. **TRACE**
   * **Purpose:** Echoes back the received request to the client.
   * **Characteristics:**
     + Primarily used for debugging purposes, to track how a request has traveled through a series of proxy servers.
   * **Example:**

bash

Copy code

TRACE /path HTTP/1.1

Host: www.example.com

**Summary Table:**

| **Method** | **Purpose** | **Idempotent** | **Safe** | **Body Allowed?** |
| --- | --- | --- | --- | --- |
| **GET** | Retrieve data | Yes | Yes | No |
| **POST** | Submit data to create a resource | No | No | Yes |
| **PUT** | Update/replace a resource | Yes | No | Yes |
| **DELETE** | Delete a resource | Yes | No | No |
| **PATCH** | Partially modify a resource | No | No | Yes |
| **HEAD** | Retrieve headers only | Yes | Yes | No |
| **OPTIONS** | Describe communication options | Yes | Yes | No |
| **CONNECT** | Establish a network tunnel | No | No | No |
| **TRACE** | Echo back the received request (for debugging) | Yes | No | No |

The **HTTP lifecycle** refers to the series of steps that take place from the moment a client (such as a web browser) sends an HTTP request until it receives a response from the server. Understanding this lifecycle helps explain how web pages and resources are fetched and displayed.

**Steps in the HTTP Lifecycle:**

**1. Client Initiates Request**

* The lifecycle begins when the client, usually a browser, initiates a request. This could be due to:
  + Typing a URL into the browser’s address bar.
  + Clicking a link or button.
  + Submitting a form.
  + A script (e.g., JavaScript) making an asynchronous request (like an AJAX call).

At this stage, the browser resolves the **URL** into components:

* **Protocol** (e.g., HTTP or HTTPS).
* **Host** (e.g., [www.example.com](http://www.example.com)).
* **Port** (default is 80 for HTTP and 443 for HTTPS).
* **Path** (e.g., /index.html).
* **Query parameters** (e.g., ?id=123).

**2. DNS Resolution**

* Before the request is sent, the browser performs **DNS resolution** to convert the domain name (e.g., www.example.com) into an **IP address** that identifies the server hosting the website.

**3. Establishing a TCP/IP Connection**

* The client establishes a **TCP connection** with the server using the IP address resolved from the DNS lookup. This happens via a three-step **TCP handshake**:
  1. **SYN:** The client sends a request to initiate the connection.
  2. **SYN-ACK:** The server acknowledges the request.
  3. **ACK:** The client finalizes the connection.

For **HTTPS**, an additional step, the **TLS handshake**, occurs to establish a secure connection by encrypting the data exchanged between the client and server.

**4. Sending the HTTP Request**

* Once the connection is established, the client sends an HTTP request to the server. The request consists of:
  + **HTTP Method** (e.g., GET, POST, etc.).
  + **Request URL** (the path of the resource).
  + **HTTP Version** (usually HTTP/1.1 or HTTP/2).
  + **Request Headers** (metadata, such as Host, User-Agent, Accept, etc.).
  + **Request Body** (if applicable, for methods like POST and PUT).

Example of a request:

vbnet
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GET /index.html HTTP/1.1

Host: www.example.com

**5. Server Processes the Request**

* The server receives the request and processes it by:
  1. Checking the request method (GET, POST, etc.).
  2. Verifying the requested resource.
  3. Processing any form data or payload (if it’s a POST/PUT request).
  4. Checking for any required authentication or authorization.
  5. Looking up the requested resource (such as an HTML file, database query, etc.).

The server may involve other components such as:

* **Application Logic:** A web application framework or backend logic (e.g., PHP, Python, Node.js).
* **Database:** To retrieve or update data.
* **Caching:** To speed up response times by serving data from cache instead of processing it repeatedly.

**6. Server Sends the HTTP Response**

* After processing the request, the server sends an **HTTP response** back to the client. This response contains:
  + **Status Line**: HTTP version, status code (e.g., 200 OK), and a status message.
  + **Response Headers**: Metadata (e.g., Content-Type, Content-Length, Cache-Control, etc.).
  + **Response Body**: The actual data (HTML, JSON, image, etc.) if it’s a successful response.

Example of a response:

less

Copy code

HTTP/1.1 200 OK

Content-Type: text/html

Content-Length: 2048

<html>...</html>

Common status codes include:

* **200 OK:** Request succeeded, and the server is sending the requested data.
* **301 Moved Permanently:** The resource has been moved to a new URL.
* **404 Not Found:** The requested resource could not be found.
* **500 Internal Server Error:** An error occurred on the server.

**7. Client Receives and Processes the Response**

* The client (browser) receives the server's response.
* The browser checks the **status code** to determine the next step:
  + **2xx (Success)**: The browser processes the response data (e.g., renders HTML, executes JavaScript, displays images).
  + **3xx (Redirection)**: The browser redirects to the new URL (if applicable).
  + **4xx (Client Error)**: Displays an error message (e.g., 404 error page).
  + **5xx (Server Error)**: Indicates that the server encountered an issue.
* **HTML Rendering:** If the response is an HTML document, the browser will parse and render it.
* **Asset Requests:** The browser may issue additional HTTP requests for linked resources (CSS, JavaScript files, images, etc.).

**8. Closing the Connection (Optional)**

* HTTP/1.1 allows **persistent connections** by default, meaning the connection remains open for additional requests (e.g., fetching images, CSS, and JavaScript files).
* The connection may be closed after a certain timeout or when either party explicitly closes it.

In **HTTP/2**, multiple requests can be multiplexed over a single connection, improving performance.

**9. Caching and Revalidation**

* If caching is enabled, the client or intermediate proxies may store the response and use it to satisfy future requests, reducing load on the server.
* The client may send a conditional request using headers like If-Modified-Since or ETag to check if the resource has been updated since the last request. If not, the server can send a **304 Not Modified** response, avoiding unnecessary data transfer.

**Visual Overview of the HTTP Lifecycle:**

1. **Request Initiation**
2. **DNS Resolution**
3. **TCP Connection Setup**
4. **HTTP Request Sent**
5. **Server Processing**
6. **HTTP Response Sent**
7. **Response Handling by Client**
8. **Connection Persistence or Closure**
9. **Caching (optional)**

This HTTP lifecycle is the basis for web communication, dictating how web pages and data are requested, delivered, and rendered across the internet.

HTTP Status Code

HTTP status codes are standard response codes that a server sends back to a client after processing an HTTP request. These codes indicate whether the request was successful, or if there was an error, and help to guide further actions by the client.

**Categories of HTTP Status Codes**

HTTP status codes are grouped into five main classes, based on their first digit:

1. **1xx (Informational)** – Request received, continuing the process.
2. **2xx (Success)** – The request was successfully received, understood, and processed.
3. **3xx (Redirection)** – Further action is needed to complete the request.
4. **4xx (Client Error)** – The request contains bad syntax or cannot be fulfilled by the server.
5. **5xx (Server Error)** – The server failed to fulfill a valid request.

**Common HTTP Status Codes**

**1xx: Informational**

These codes are used for informational purposes during the early stages of a request-response cycle.

* **100 Continue**: The initial part of a request has been received, and the client should continue with the rest.
* **101 Switching Protocols**: The server is switching to the protocol requested by the client.
* **102 Processing**: The server is processing the request, but there is no response available yet.

**2xx: Success**

These codes indicate that the request was successfully received, understood, and accepted.

* **200 OK**: The request was successful, and the server is sending the requested data.
* **201 Created**: A new resource has been successfully created as a result of the request (typically used in POST requests).
* **202 Accepted**: The request has been accepted for processing, but the processing is not complete.
* **204 No Content**: The server successfully processed the request, but there is no content to return.

**3xx: Redirection**

These codes indicate that further action is needed from the client to complete the request.

* **301 Moved Permanently**: The resource has been permanently moved to a new URL.
* **302 Found**: The resource is temporarily located at a different URL, but future requests should still use the original URL.
* **303 See Other**: The client should retrieve the resource from another URL using a GET request.
* **304 Not Modified**: The requested resource has not been modified since the last request, and the client can use the cached version.
* **307 Temporary Redirect**: The resource is temporarily available at a different URL, and the client should use the same method to request it.
* **308 Permanent Redirect**: Similar to 301, but requires the same HTTP method to be used for future requests.

**4xx: Client Error**

These codes indicate that the client made an error in the request.

* **400 Bad Request**: The request could not be understood by the server due to malformed syntax.
* **401 Unauthorized**: The request requires user authentication.
* **403 Forbidden**: The server understood the request but refuses to authorize it.
* **404 Not Found**: The requested resource could not be found on the server.
* **405 Method Not Allowed**: The request method is not supported by the server for the requested resource.
* **408 Request Timeout**: The client did not send a complete request within the server’s time limit.
* **409 Conflict**: The request could not be processed due to a conflict with the current state of the resource (e.g., editing a resource that has been updated by another client).
* **410 Gone**: The resource requested is no longer available and will not be available again.
* **429 Too Many Requests**: The client has sent too many requests in a given period, and the server is rate-limiting the client.

**5xx: Server Error**

These codes indicate that the server failed to fulfill a valid request.

* **500 Internal Server Error**: A generic error message when the server encounters an unexpected condition.
* **501 Not Implemented**: The server does not recognize the request method or lacks the ability to fulfill it.
* **502 Bad Gateway**: The server received an invalid response from an upstream server.
* **503 Service Unavailable**: The server is temporarily unable to handle the request, often due to overload or maintenance.
* **504 Gateway Timeout**: The server, acting as a gateway or proxy, did not receive a timely response from the upstream server.
* **505 HTTP Version Not Supported**: The server does not support the HTTP protocol version used in the request.

**Summary of Common Status Codes:**

| **Code** | **Description** | **Category** |
| --- | --- | --- |
| **100** | Continue | Informational |
| **200** | OK | Success |
| **201** | Created | Success |
| **204** | No Content | Success |
| **301** | Moved Permanently | Redirection |
| **302** | Found | Redirection |
| **304** | Not Modified | Redirection |
| **400** | Bad Request | Client Error |
| **401** | Unauthorized | Client Error |
| **403** | Forbidden | Client Error |
| **404** | Not Found | Client Error |
| **405** | Method Not Allowed | Client Error |
| **500** | Internal Server Error | Server Error |
| **502** | Bad Gateway | Server Error |
| **503** | Service Unavailable | Server Error |
| **504** | Gateway Timeout | Server Error |

**How Status Codes Are Used:**

* **Client Actions:** Based on the status code, a client may retry the request, correct errors, or perform a redirect to another URL.
* **Error Handling:** Web developers and administrators use status codes to diagnose and resolve issues, such as broken links or server errors.

HTTP Headers

**Common HTTP Request Headers**

1. **Host:**
   * Specifies the domain name of the server and (optionally) the port number to which the request is being sent.
   * **Example:**

makefile

Copy code

Host: www.example.com

1. **User-Agent:**
   * Provides information about the client software making the request (browser, operating system, etc.).
   * **Example:**

css

Copy code

User-Agent: Mozilla/5.0 (Windows NT 10.0; Win64; x64)

1. **Accept:**
   * Specifies the media types that are acceptable for the response.
   * **Example:**

bash

Copy code

Accept: text/html,application/xhtml+xml,application/xml;q=0.9,\*/\*;q=0.8

1. **Accept-Encoding:**
   * Indicates the content encoding (such as gzip or deflate) that the client can handle.
   * **Example:**

makefile
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Accept-Encoding: gzip, deflate, br

1. **Authorization:**
   * Used to send credentials for authenticating the client with the server, typically via a token or basic authentication.
   * **Example:**

makefile

Copy code

Authorization: Bearer <token>

1. **Cookie:**
   * Sends cookies previously received from the server back to it, helping to maintain session state.
   * **Example:**

makefile

Copy code

Cookie: session\_id=abcd1234

1. **Referer:**
   * Indicates the URL of the previous page from which the request was initiated.
   * **Example:**

arduino
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Referer: https://www.google.com/

1. **Content-Type (Request):**
   * Specifies the media type of the request body (used in POST/PUT requests).
   * **Example:**

bash
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Content-Type: application/json

1. **Accept-Language:**
   * Specifies the preferred language(s) for the response.
   * **Example:**

css
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Accept-Language: en-US,en;q=0.5

1. **If-Modified-Since / If-None-Match:**
   * Used for conditional requests, asking the server to only return the resource if it has changed since a specific date or based on an ETag (entity tag).
   * **Example:**

yaml
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If-Modified-Since: Wed, 21 Oct 2015 07:28:00 GMT

**Common HTTP Response Headers**

1. **Content-Type (Response):**
   * Indicates the media type of the resource sent in the response body.
   * **Example:**

css

Copy code

Content-Type: text/html; charset=UTF-8

1. **Content-Length:**
   * Specifies the size of the response body, in bytes.
   * **Example:**

css
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Content-Length: 348

1. **Set-Cookie:**
   * Instructs the client to store a cookie for future requests to the server, used to maintain sessions or store preferences.
   * **Example:**

css
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Set-Cookie: session\_id=abcd1234; Expires=Wed, 21 Oct 2023 07:28:00 GMT; HttpOnly

1. **Cache-Control:**
   * Controls caching behavior for both clients and proxies. Directives such as no-cache, no-store, and max-age can be set.
   * **Example:**

yaml
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Cache-Control: no-cache, no-store, must-revalidate

1. **Expires:**
   * Specifies when the content expires and should no longer be considered valid by the client.
   * **Example:**

yaml

Copy code

Expires: Wed, 21 Oct 2023 07:28:00 GMT

1. **ETag:**
   * A unique identifier for a resource version, used for caching and conditional requests.
   * **Example:**

vbnet
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ETag: "34a64df5-1e8a-4934-999e-12a5d2461c90"

1. **Location:**
   * Used in redirection or resource creation responses to indicate the URL where the client should be redirected or the newly created resource is available.
   * **Example:**

vbnet
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Location: https://www.example.com/new-resource

1. **Last-Modified:**
   * Indicates the date and time the resource was last modified, used in conjunction with conditional requests.
   * **Example:**

yaml
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Last-Modified: Wed, 21 Oct 2015 07:28:00 GMT

1. **Server:**
   * Provides information about the server software handling the request.
   * **Example:**

arduino
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Server: Apache/2.4.1 (Unix)

1. **Content-Encoding:**
   * Specifies the type of encoding (e.g., gzip, deflate) used to compress the response body, if applicable.
   * **Example:**

css
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Content-Encoding: gzip

**General Headers**

These headers are common to both request and response messages:

1. **Connection:**
   * Controls whether the connection remains open after the current transaction or should be closed.
   * **Example:**

makefile
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Connection: keep-alive

1. **Date:**
   * Indicates the date and time at which the message was sent.
   * **Example:**

yaml
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Date: Wed, 21 Oct 2023 07:28:00 GMT

1. **Transfer-Encoding:**
   * Specifies how the response body is encoded for transfer, typically used when the content length is not known in advance (e.g., for chunked responses).
   * **Example:**

makefile
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Transfer-Encoding: chunked

**Security-Related Headers**

1. **Strict-Transport-Security (HSTS):**
   * Enforces the use of HTTPS for a specified period, preventing the client from making insecure requests.
   * **Example:**

arduino
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Strict-Transport-Security: max-age=31536000; includeSubDomains

1. **Content-Security-Policy (CSP):**
   * Defines the allowed sources of content such as scripts, images, and styles, helping to mitigate XSS (Cross-Site Scripting) attacks.
   * **Example:**

arduino
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Content-Security-Policy: default-src 'self'; script-src 'self' https://apis.example.com

1. **X-Frame-Options:**
   * Prevents clickjacking attacks by controlling whether a webpage can be embedded in an iframe.
   * **Example:**

mathematica
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X-Frame-Options: DENY

1. **X-Content-Type-Options:**
   * Prevents browsers from interpreting files as a different MIME type than declared.
   * **Example:**

css
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X-Content-Type-Options: nosniff

HTTP Cookies

**HTTP cookies** are small pieces of data that are sent from a web server to a client (usually a web browser) and stored on the client’s machine. These cookies are then sent back to the server with subsequent requests, allowing the server to recognize users and manage stateful interactions, such as user sessions, shopping carts, or preferences.

**Key Concepts of HTTP Cookies:**

1. **State Management**:  
   HTTP is a stateless protocol, meaning each request is independent. Cookies help manage "state" across multiple requests by storing information on the client’s side that can be accessed during future interactions with the server.
2. **Set-Cookie Header**:  
   Cookies are sent from the server to the client using the Set-Cookie HTTP header, typically in the response to a request. Once set, the browser stores the cookie and automatically includes it in subsequent requests to the server.
3. **Cookie Header**:  
   When a browser makes a subsequent request to the same server, it includes the cookies relevant to that domain in the Cookie HTTP header. This allows the server to retrieve session data or other saved information.

**Structure of a Cookie**

A typical cookie is structured as a series of key-value pairs with optional attributes. Example of a Set-Cookie header:

css
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Set-Cookie: session\_id=abc123; Expires=Wed, 21 Oct 2023 07:28:00 GMT; Path=/; Domain=.example.com; Secure; HttpOnly

**Key Components:**

1. **Name=Value**: The most basic part of a cookie. It contains a name (e.g., session\_id) and a value (e.g., abc123).
2. **Expires or Max-Age**: Defines the cookie's lifetime. If this attribute is not set, the cookie is a **session cookie** and is deleted when the browser is closed.
   * Expires: Specifies the exact date and time when the cookie expires.
   * Max-Age: Defines the cookie’s lifespan in seconds from when it is set.
   * Example: Expires=Wed, 21 Oct 2023 07:28:00 GMT
3. **Domain**: Specifies which domain the cookie is valid for. The browser sends the cookie only to requests made to this domain and its subdomains.
   * Example: Domain=.example.com (valid for example.com and sub.example.com).
4. **Path**: Defines the specific path the cookie is valid for. If set to /, the cookie is sent with every request to the domain.
   * Example: Path=/ (the cookie is valid for the entire domain).
5. **Secure**: Ensures the cookie is sent only over secure HTTPS connections.
   * Example: Secure (only transmitted over HTTPS).
6. **HttpOnly**: Prevents JavaScript from accessing the cookie, which helps mitigate cross-site scripting (XSS) attacks.
   * Example: HttpOnly
7. **SameSite**: Controls whether cookies are sent with cross-site requests, helping to prevent cross-site request forgery (CSRF) attacks. There are three possible values:
   * SameSite=Strict: The cookie is sent only if the request originates from the same site as the cookie.
   * SameSite=Lax: The cookie is sent with top-level navigation requests and GET requests from external sites.
   * SameSite=None: The cookie is sent with cross-site requests, but this requires the cookie to also have the Secure attribute if sent over HTTPS.

**Example of a Cookie**

plaintext
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Set-Cookie: user\_id=12345; Expires=Tue, 20 Oct 2023 20:00:00 GMT; Path=/; Domain=.example.com; Secure; HttpOnly

* **Name**: user\_id
* **Value**: 12345
* **Expires**: The cookie will expire on Tue, 20 Oct 2023 20:00:00 GMT.
* **Path**: The cookie is valid for all paths (/).
* **Domain**: The cookie is valid for .example.com and all its subdomains.
* **Secure**: The cookie will only be sent over HTTPS.
* **HttpOnly**: The cookie is inaccessible to JavaScript (adds security).

**Types of Cookies**

1. **Session Cookies**:
   * These cookies are temporary and exist only while the user is navigating the website. Once the browser is closed, session cookies are deleted. They are useful for things like keeping track of user login sessions.
   * **No Expires or Max-Age** attribute is set for session cookies.
2. **Persistent Cookies**:
   * These cookies are stored on the user’s device for a specific amount of time (until they expire or are deleted). They persist even after the browser is closed, allowing users to stay logged in or have preferences saved.
   * **Expires** or **Max-Age** is set for persistent cookies.
3. **Secure Cookies**:
   * These cookies are only transmitted over secure (HTTPS) connections. This ensures that the data is encrypted during transmission.
   * Use the Secure attribute.
4. **HttpOnly Cookies**:
   * These cookies are not accessible via JavaScript, which helps mitigate attacks such as cross-site scripting (XSS). The HttpOnly attribute is used.
5. **SameSite Cookies**:
   * SameSite cookies control whether cookies should be sent with cross-origin requests, helping to prevent CSRF attacks.

**Use Cases for Cookies**

1. **Session Management**:
   * Cookies are commonly used to manage user sessions in web applications. A cookie, often containing a session ID, is stored on the user’s device to track user interactions with the server.
   * **Example**: A user logs into an account, and a session cookie maintains the login state across multiple pages.
2. **Personalization**:
   * Cookies can store user preferences or settings, such as language preferences, themes, or the layout of a website.
   * **Example**: A user’s language preference is saved in a cookie, so the website appears in the preferred language on future visits.
3. **Tracking and Analytics**:
   * Cookies are widely used for tracking user behavior and analytics purposes. Advertising networks, for instance, use cookies to track users across websites to serve personalized ads.
   * **Example**: Google Analytics stores cookies to track user interactions with a website, providing data on sessions, traffic sources, and user behavior.
4. **Shopping Cart**:
   * Cookies can be used to store items in a user’s shopping cart even if the user is not logged in or navigates away from the website.
   * **Example**: An e-commerce website uses cookies to keep track of the products a user adds to their cart.

**Cookie Security Considerations**

1. **Secure and HttpOnly Flags**:
   * Use the Secure flag to ensure cookies are only sent over HTTPS connections.
   * Use the HttpOnly flag to prevent client-side scripts from accessing cookies, reducing the risk of XSS attacks.
2. **SameSite Attribute**:
   * Use the SameSite attribute to prevent cross-site requests from including cookies, helping mitigate CSRF attacks.
3. **Cookie Expiration**:
   * Be cautious with persistent cookies that have long expiration times. They can pose a security risk if an attacker gains access to them.
4. **Cookie Scope (Path and Domain)**:
   * Be specific with the Path and Domain attributes to limit where the cookie is sent and reduce the attack surface.

**Alternatives to Cookies**

In modern web applications, cookies are not the only way to manage state or store information on the client side. Alternatives include:

* **Local Storage**: Stores data persistently in the browser, but it is accessible via JavaScript, so it doesn’t have the same level of security as cookies with HttpOnly.
* **Session Storage**: Similar to local storage but is cleared when the browser session ends (i.e., when the tab is closed).
* **Tokens (e.g., JWT)**: Many web apps use **JSON Web Tokens (JWT)** for session management and authentication. Tokens can be stored in local storage or cookies.

HTML

HTML (**HyperText Markup Language**) is the standard language used to create and structure content on the web. It allows developers to format text, images, links, and other elements to display content in a web browser. HTML is the foundation of web pages and is interpreted by web browsers to render the content of a webpage.

**Key Features of HTML**

1. **Markup Language**:  
   HTML uses tags to describe elements on a webpage. These tags "mark up" text and other content, telling the browser how to display it. HTML is not a programming language; it is a **markup language** that structures content for display.
2. **Elements and Tags**:  
   HTML consists of elements, which are defined by tags. Tags typically come in pairs: an opening tag (<tag>) and a closing tag (</tag>). Some tags are self-closing, like <img /> and <br />.

Example of a basic HTML element:

html

Copy code

<p>This is a paragraph.</p>

1. **Document Structure**:  
   An HTML document follows a standard structure, with specific elements for defining the header, body, and meta information. A typical HTML document looks like this:

html
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<!DOCTYPE html>

<html>

<head>

<title>Page Title</title>

</head>

<body>

<h1>Welcome to My Web Page</h1>

<p>This is a paragraph of text.</p>

</body>

</html>

**Basic HTML Document Structure**

An HTML document follows a hierarchical structure:

1. **<!DOCTYPE html>**:  
   Declares the document type as HTML5. This declaration helps the browser understand the version of HTML being used.
2. **<html> Element**:  
   This is the root element of an HTML document. All other HTML elements are contained within it.
3. **<head> Element**:  
   Contains metadata (data about the document) and links to external resources like stylesheets or JavaScript files. This section does not display content on the webpage.
4. **<title> Element**:  
   Defines the title of the webpage, which is displayed on the browser tab.
5. **<body> Element**:  
   Contains the visible content of the page, including text, images, links, and multimedia. Everything that is shown on the page is placed inside the body.

**Common HTML Elements**

**1. Headings**

HTML provides six levels of headings, from <h1> to <h6>. <h1> is the largest and most important heading, while <h6> is the smallest.

html
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<h1>Main Heading</h1>

<h2>Subheading</h2>

**2. Paragraphs**

Text can be grouped into paragraphs using the <p> element.

html
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<p>This is a paragraph of text.</p>

**3. Links**

Hyperlinks are created using the <a> element. The href attribute defines the target URL.

html
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<a href="https://www.example.com">Click here to visit Example</a>

**4. Images**

Images are embedded using the <img> element. The src attribute defines the image file's URL, and alt provides alternative text for accessibility.

html
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<img src="image.jpg" alt="An example image">

**5. Lists**

HTML supports ordered lists (<ol>) and unordered lists (<ul>). List items are defined using the <li> element.

html
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<ul>

<li>First item</li>

<li>Second item</li>

</ul>

**6. Tables**

Tables are created using the <table> element. Rows are defined with <tr>, and cells are defined with <td> for data and <th> for headers.

html
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<table>

<tr>

<th>Name</th>

<th>Age</th>

</tr>

<tr>

<td>John</td>

<td>25</td>

</tr>

</table>

**7. Forms**

HTML forms allow users to input data. Form controls include text fields (<input>), checkboxes (<input type="checkbox">), radio buttons (<input type="radio">), and submit buttons (<button>).

html
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<form action="/submit" method="post">

<label for="name">Name:</label>

<input type="text" id="name" name="name">

<button type="submit">Submit</button>

</form>

**HTML Attributes**

Attributes provide additional information about elements. They are placed inside the opening tag and usually come in name="value" pairs.

Examples:

* **href** in <a href="URL"> defines the destination URL for a link.
* **src** in <img src="URL"> specifies the image source.
* **alt** in <img alt="description"> provides alternative text for an image.
* **class** or **id** attributes are used to assign identifiers or group elements for styling with CSS or for targeting with JavaScript.

**Semantic HTML**

Semantic HTML refers to using HTML tags that convey the meaning of the content. Instead of using generic tags like <div> and <span>, semantic tags help improve accessibility and SEO.

Examples of semantic tags:

* **<header>**: Represents the header section of a page.
* **<nav>**: Defines a navigation section for links.
* **<article>**: Represents an independent piece of content.
* **<section>**: Groups related content.
* **<footer>**: Represents the footer of a page.

**HTML5 New Features**

With HTML5, several new elements and APIs were introduced, making HTML more powerful for building modern web applications. Some notable features include:

1. **Multimedia**:
   * HTML5 introduced native support for audio and video playback with the <audio> and <video> elements.

html
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<video controls>

<source src="movie.mp4" type="video/mp4">

Your browser does not support the video tag.

</video>

1. **Canvas and SVG**:
   * The <canvas> element allows drawing graphics directly in the browser with JavaScript.

html
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<canvas id="myCanvas"></canvas>

1. **New Input Types**:
   * HTML5 introduced new input types, such as date, email, number, and range.

html
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<input type="email" placeholder="Enter your email">

1. **Geolocation API**:
   * The Geolocation API allows the browser to obtain the geographical location of the user.

javascript
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navigator.geolocation.getCurrentPosition(function(position) {

console.log(position.coords.latitude, position.coords.longitude);

});

1. **Local Storage and Session Storage**:
   * HTML5 provides local and session storage to store data in the browser persistently (even after closing the browser) or temporarily (until the session ends).

DOM

The **Document Object Model (DOM)** is a programming interface for web documents. It represents the structure of an HTML document as a tree of objects. The DOM allows languages like JavaScript to manipulate the structure, style, and content of a web page.

**Key Concepts of the DOM:**

1. **Tree Structure**:
   * The HTML document is represented as a tree structure where each node corresponds to an element, attribute, or piece of text.
   * The root node of the tree is the <html> element, and all other elements are nested within it as child nodes.

For example, this simple HTML:

html
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<html>

<body>

<h1>Hello, World!</h1>

<p>This is a paragraph.</p>

</body>

</html>

Would be represented as a tree:

markdown
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- html

- body

- h1

- "Hello, World!"

- p

- "This is a paragraph."

1. **Nodes**:
   * Each part of the HTML document is considered a node in the DOM tree. There are different types of nodes:
     + **Element nodes**: Represent HTML elements like <div>, <p>, and <img>.
     + **Text nodes**: Contain the text inside an HTML element.
     + **Attribute nodes**: Represent the attributes of an element, such as id, class, or src.
2. **DOM Methods and Properties**:
   * The DOM provides methods and properties to access and manipulate the HTML content. For example:
     + **document.getElementById()**: Accesses an element by its id.
     + **document.querySelector()**: Selects an element using a CSS selector.
     + **element.innerHTML**: Retrieves or sets the HTML inside an element.
     + **element.textContent**: Retrieves or sets the text content of an element.

Example:

html
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<p id="demo">Hello, world!</p>

<script>

document.getElementById("demo").textContent = "Hello, DOM!";

</script>

In this example, the getElementById() method selects the <p> element with the id="demo" and changes its text to "Hello, DOM!".

1. **DOM Manipulation**: JavaScript can dynamically modify the DOM to create interactive user experiences. Common operations include:
   * **Creating new elements**:

javascript
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let newElement = document.createElement("p");

newElement.textContent = "This is a new paragraph.";

document.body.appendChild(newElement);

* + **Changing element styles**:

javascript
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document.getElementById("demo").style.color = "blue";

* + **Adding or removing classes**:

javascript
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document.querySelector("h1").classList.add("highlight");

* + **Handling events**:

javascript
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document.querySelector("button").addEventListener("click", function() {

alert("Button clicked!");

});

1. **Event Handling**: The DOM allows you to respond to user interactions such as clicks, key presses, or form submissions. Events can be attached to specific elements and trigger JavaScript code. Example:

html
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<button id="myButton">Click me</button>

<script>

document.getElementById("myButton").addEventListener("click", function() {

alert("Button clicked!");

});

</script>

1. **DOM Traversal**: You can navigate (traverse) through the DOM tree using methods such as:
   * **parentNode**: Accesses the parent of an element.
   * **childNodes**: Returns a list of an element's children.
   * **nextSibling** and **previousSibling**: Access the element's siblings in the tree.

Example:

javascript
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let parent = document.getElementById("demo").parentNode;

let children = document.getElementById("demo").childNodes;

**How HTML and the DOM Work Together**

1. **HTML as the Starting Point**:
   * When a web page is loaded, the browser parses the HTML document and creates the initial DOM. This DOM represents the current structure and content of the webpage.
2. **JavaScript for Dynamic Updates**:
   * JavaScript can interact with the DOM to modify the content, structure, or style of the web page without reloading the entire page. This is a key part of creating interactive, dynamic web applications.
   * For example, a form can validate user input in real-time, or a webpage can load additional data without reloading (e.g., via AJAX).
3. **User Interactions**:
   * The DOM allows user interactions to trigger changes to the page. For example, clicking a button can update text, change styles, or even load new content dynamically.

Inline and Block Elements

In HTML, elements are generally categorized into two main types based on their default display behavior: **inline** elements and **block-level** elements. Understanding the difference between them is crucial for controlling the layout and structure of web pages.

**1. Block-Level Elements**

**Block-level elements** are elements that occupy the full width available in the parent container, creating a "block" on the page. By default, a block element starts on a new line, stacking one after another vertically.

**Characteristics of Block-Level Elements:**

* They take up the entire width of the parent container (even if their content is smaller).
* They start on a new line, meaning that no other elements can appear next to them (unless explicitly styled otherwise with CSS, e.g., using float or display properties).
* They have a margin, padding, and width that can be controlled via CSS.
* Block elements can contain other block or inline elements.

**Common Block-Level Elements:**

* <div>: Generic container for grouping content.
* <p>: Paragraph element.
* <h1>, <h2>, <h3>, etc.: Heading elements.
* <ul>, <ol>, <li>: Lists and list items.
* <section>, <article>, <aside>, <nav>: Semantic layout elements introduced in HTML5.
* <form>: Represents a section of interactive controls for submitting data.
* <header>, <footer>, <main>: Semantic elements for organizing page sections.

**Example:**

html
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<div>

<h1>This is a heading</h1>

<p>This is a paragraph inside a block-level div element.</p>

</div>

In this example, the <h1> and <p> elements both start on new lines and take up the full width of the container (<div>).

**2. Inline Elements**

**Inline elements** are elements that only occupy as much width as their content requires. They do not start on a new line, meaning they can sit next to each other on the same line.

**Characteristics of Inline Elements:**

* They take up only the necessary width based on their content.
* They do not force a new line and are typically placed within a block-level element.
* Their height and width cannot be changed using CSS (unlike block elements).
* They respect padding and margins for horizontal spacing, but vertical margins often do not affect the layout significantly.
* Inline elements can contain only other inline elements or text, not block elements.

**Common Inline Elements:**

* <span>: Generic inline container for text.
* <a>: Anchor or hyperlink element.
* <strong>, <em>: Elements for text emphasis (bold and italic, respectively).
* <img>: Embeds an image within the flow of text.
* <input>, <button>: Inline form controls.
* <label>: Label for form elements.
* <b>, <i>: Text formatting elements (bold and italic, respectively, though <strong> and <em> are preferred for semantic reasons).

**Example:**

html
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<p>This is a <strong>bold</strong> word and this is an <em>italic</em> word.</p>

<a href="#">This is an inline link</a>

In this example, the <strong> and <em> elements are inline, so they appear within the flow of the paragraph without starting a new line. Similarly, the <a> element does not break the line.

**3. Differences Between Block and Inline Elements**

| **Feature** | **Block-Level Elements** | **Inline Elements** |
| --- | --- | --- |
| Default Display | Occupy the full width of their container | Only occupy as much space as needed by content |
| Line Break | Start on a new line | Do not start on a new line |
| Can Contain | Both block and inline elements | Only inline elements and text |
| Width and Height | Can be set explicitly with CSS | Width and height cannot be easily controlled |
| Examples | <div>, <p>, <h1>, <ul>, <form> | <span>, <a>, <img>, <em>, <strong> |

**4. Changing Element Display with CSS**

Sometimes, you might want to change the display behavior of an element (e.g., make an inline element behave like a block-level element or vice versa). This can be done using the CSS display property.

**Common CSS display values:**

* block: Changes an element to behave like a block-level element.
* inline: Changes an element to behave like an inline element.
* inline-block: Combines properties of both; it allows setting width and height while still flowing inline.
* none: Hides the element entirely.

**Example of Changing Display:**

html
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<a href="#" style="display: block;">This link is now a block-level element</a>

<span style="display: block;">This inline span is now a block-level element</span>

In this example, both the <a> and <span> elements have been styled with display: block;, so they will behave like block elements, taking up the full width of the container and starting on a new line.

**5. Inline-Block Elements**

There is also a hybrid display mode known as **inline-block**, which allows an element to flow like an inline element but behave like a block element in terms of setting width, height, and margin/padding.

**Example:**

html
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<span style="display: inline-block; width: 200px; height: 100px; background: lightblue;">

This is an inline-block element.

</span>

<span style="display: inline-block; width: 200px; height: 100px; background: lightgreen;">

Another inline-block element.

</span>

Common Tags

Here's a list of common HTML tags, categorized by their typical use, along with brief descriptions for each:

**1. Structural Tags**

* **<!DOCTYPE html>**: Declares the document type and version of HTML (HTML5).
* **<html>**: Root element of an HTML document.
* **<head>**: Contains meta-information about the document (e.g., title, links).
* **<title>**: Sets the title of the document displayed in the browser tab.
* **<body>**: Contains the visible content of the webpage.

**2. Text and Content Formatting Tags**

* **<h1> to <h6>**: Headings of different levels (h1 is the largest, h6 is the smallest).
* **<p>**: Paragraph element, used for blocks of text.
* **<br>**: Line break, creates a new line without a paragraph.
* **<hr>**: Horizontal rule, used to separate content (usually appears as a line).
* **<strong>**: Bold text, indicates strong importance.
* **<em>**: Italic text, indicates emphasis.
* **<mark>**: Highlighted text.
* **<small>**: Smaller text, typically used for fine print.
* **<blockquote>**: A section that is quoted from another source.

**3. List Tags**

* **<ul>**: Unordered list (bulleted).
* **<ol>**: Ordered list (numbered).
* **<li>**: List item, used within <ul> or <ol>.

**4. Link and Image Tags**

* **<a>**: Anchor tag, creates hyperlinks to other pages or resources.
* **<img>**: Embeds images; requires src (source) and alt (alternative text) attributes.
* **<figure>**: Represents self-contained content, often with an image and caption.
* **<figcaption>**: Caption for a <figure>.

**5. Table Tags**

* **<table>**: Defines a table.
* **<tr>**: Table row.
* **<td>**: Table data cell.
* **<th>**: Table header cell.
* **<caption>**: Provides a title for the table.

**6. Form Tags**

* **<form>**: Container for form controls.
* **<input>**: Input field for user data; type specified with the type attribute (e.g., text, password, email).
* **<textarea>**: Multi-line text input field.
* **<button>**: Button for submitting forms or performing actions.
* **<select>**: Dropdown list; options defined with <option>.
* **<label>**: Associates a label with a form control, improving accessibility.

**7. Semantic and Sectioning Tags**

* **<header>**: Represents introductory content or a group of navigational links.
* **<nav>**: Contains navigation links.
* **<main>**: Represents the main content of the document.
* **<section>**: Defines a section in a document, often with a heading.
* **<article>**: Independent piece of content that can stand alone.
* **<aside>**: Content related to the main content, often for sidebars.
* **<footer>**: Footer for a document or section, typically containing copyright or contact info.

**8. Scripting and Link Tags**

* **<script>**: Embeds JavaScript or links to an external JavaScript file.
* **<link>**: Links to external resources (e.g., stylesheets).
* **<style>**: Contains internal CSS styles for the document.

**9. Meta Tags**

* **<meta>**: Provides metadata about the HTML document (e.g., character set, author, description).
  + Example: <meta charset="UTF-8"> sets the character encoding.