内核是操作系统最核心的组成，而驱动在内核源码中可以占到70%的部分，是操作系统内核漏洞的主要来源。由于驱动程序十分依赖操作系统的其它部分，任何内核和驱动支持库接口的改变都会引发那些相关联的驱动代码的大数量调整。然而为了解决新的需求和改善性能，Linux内核演变的非常迅速，这些演变，使得一系列相关的设备驱动程序必须随着更新，但目前这种更新操作基本是手工的，十分费时费力还易于出错。为了改善这种现状，我们提出我们的研究目标：由A、B两版本Linux内核源码和A版本内核的设备驱动程序，分析A版设备驱动对A版内核的依赖关系，分析这些依赖关系在两版内核中的差异信息，根据差异信息通过计算机辅助方式构建起适合B版内核的B版设备驱动，然后在B版内核中编译B版设备驱动，并加载驱动模块进行验证，最后将这一研究过程最大化的实现自动化，进而开发出驱动自动更新的辅助工具。

国内外现状：

目前驱动源码的更新方式主要是程序员手工更新，根据内核修改日志和内核补丁文件获取内核差异信息，根据差异信息人工进行驱动代码的更新操作。现在尚未有工具可以完整实现设备驱动程序的自动更新。

已有的相关技术有内核差异分析技术、函数调用关系分析技术。内核差异分析技术有基于文本的和基于语法树的差异分析技术，用于获取内核差异信息，但功能不全面，并不能实现驱动的自动更新。函数调用关系分析技术是分析函数之间的调用关系，这项技术可以作为驱动更新的前期工作。

已有相关工具有差异应用工具Coccinelle工具，它最初被设计于解决Linux内核与驱动的协同进化问题即实现驱动的自动更新，认为应由Linux 内核开发人员使用语义补丁语言说明两个版本之间的变动，然后由Coccinelle 工具将这个补丁打到驱动上完成升级，但其设计理念并没有被linux内核接受，如今Coccinelle 转而专注于在Linux内核中发现并修复漏洞。

意义：

1、Linux内核演变十分迅速，若是设备驱动程序能自动更新，可以在很大程度上减少设备驱动程序随着内核变化产生的更新操作所耗费的时间。

2、设备驱动程序更新操作可能导致超过35%的代码修改。如此庞大数量的驱动代码，驱动代码的自动更新可以在一定程度上提高设备驱动程序更新的效率。

3、作为占据内核源码较大比重而且是操作系统内核漏洞主要来源的驱动代码，驱动程序的自动更新可以提高驱动代码的稳固性，进一步提高操作系统的安全和稳固。

研究内容：

1. 了解设备驱动程序的组成，分析A版的设备驱动程序，获取基本框架（LKM）、数据结构及功能函数。

2. 分析内核源码目录组织结构，提取内核目录文件差异信息。

3. 分析A版设备驱动程序对A版Linux内核的依赖关系，例如引用的头文件，使用的内核接口函数等。

4. 分析Linux的A版内核和B版内核，提取设备驱动程序依赖的内核接口原型等的差异信息。

5.构建目标设备驱动程序。根据提取的内核差异信息，在A版的设备驱动程序基础上构建目标版本的驱动程序。
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