**TypeScript**

Install typescript on cmd.

C:\Users\Sravya>npm install -g typescript

tsc -v

Typescript is extended Javascript.

Javascript is dynamically type. Can know the type in runtime.

Typescript has type support and can identify the type during compilation.

The types are optional is typescript.

Enhanced IDE support.

Typescript is the main programming language of angular.

Download and install NodeJS.

Check node version using node -v on cmd.

Then install typescript using the following command.

npm install -g typescript

tsc -v

Open Visual Studio and Point to the folder . Create a new file called Main.ts

let message='Hello World';

console.log(message);

Goto the terminal and type tsc main.ts

The command creates a new javascript file called Main.js

The typescript file gets transpiled to javascript.

Now in the terminal type node main.js and you should be able to see the output.

You can see there will be an error below message as the file is treated as a script rather than a module.

To get rid of it include an export statement on the top.

export {}

let message:string='Hello World';

console.log(message);

To automatically recompile a typescript file in the terminal run the command tsc Main –watch

Variable Declarations:

Let and const keywords are used to declare variables.

Cant redeclare the variables again.

Variable Types:

TypeScript Type

The TypeScript language supports different types of values. It provides data types for the JavaScript to transform it into a strongly typed programing language. JavaScript doesn't support data types, but with the help of TypeScript, we can use the data types feature in JavaScript. TypeScript plays an important role when the object-oriented programmer wants to use the type feature in any scripting language or object-oriented programming language. The Type System checks the validity of the given values before the program uses them. It ensures that the code behaves as expected.

TypeScript provides data types as an optional Type System. We can classify the TypeScript data type as following.
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1. Static Types

In the context of type systems, static types mean "at compile time" or "without running a program." In a statically typed language, variables, parameters, and objects have types that the compiler knows at compile time. The compiler used this information to perform the type checking.

### **Built-in or Primitive Type**

The TypeScript has five built-in data types, which are given below.
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### **Number**

Like JavaScript, all the numbers in TypeScript are stored as floating-point values. These numeric values are treated like a number data type. The numeric data type can be used to represents both integers and fractions. TypeScript also supports Binary(Base 2), Octal(Base 8), Decimal(Base 10), and Hexadecimal(Base 16) literals.

**Syntax:**

1. let identifier: number = value;

**Examples:-**

let first: number = 12.0;             // number

let second: number = 0x37CF;          // hexadecimal

let third: number = 0o377 ;           // octal

let fourth: number = 0b111001;        // binary

console.log(first);           // 123

console.log(second);          // 14287

console.log(third);           // 255

console.log(fourth);          // 57

### **String**

We will use the string data type to represents the text in TypeScript. String type work with textual data. We include string literals in our scripts by enclosing them in single or double quotation marks. It also represents a sequence of Unicode characters. It embedded the expressions in the form of **$ {expr}**.

**Syntax**

1. let identifier: string = " ";
2. Or
3. let identifier: string = ' ';

**Examples**

1. let empName: string = "Rohan";
2. let empDept: string = "IT";
4. // Before-ES6
5. let output1: string = employeeName + " works in the " + employeeDept + " department.";
7. // After-ES6
8. let output2: string = `${empName} works in the ${empDept} department.`;
10. console.log(output1);//Rohan works in the IT department.
11. console.log(output2);//Rohan works in the IT department.

### **Boolean**

The string and numeric data types can have an unlimited number of different values, whereas the Boolean data type can have only two values. They are "true" and "false." A Boolean value is a truth value which specifies whether the condition is true or not.

**Syntax**

1. let identifier: BooleanBoolean = Boolean value;

**Examples**

1. let isDone: boolean = false;

### **Void**

A void is a return type of the functions which do not return any type of value. It is used where no data type is available. A variable of type void is not useful because we can only assign undefined or null to them. An undefined data type denotes uninitialized variable, whereas null represents a variable whose value is undefined.

**Syntax**

1. let unusable: void = undefined;

**Examples**

1. 1. function helloUser(): void {
2. alert("This is a welcome message");
3. }
4. 2. let tempNum: void = undefined;
5. tempNum = null;
6. tempNum = 123;    //Error

### **Null**

Null represents a variable whose value is undefined. Much like the void, it is not extremely useful on its own. The Null accepts the only one value, which is null. The Null keyword is used to define the Null type in TypeScript, but it is not useful because we can only assign a null value to it.

**Examples**

1. let num: number = null;
2. let bool: boolean = null;
3. let str: string = null;

## Undefined

The Undefined primitive type denotes all uninitialized variables in TypeScript and JavaScript. It has only one value, which is undefined. The undefined keyword defines the undefined type in TypeScript, but it is not useful because we can only assign an undefined value to it.

**Example**

1. let num: number = undefined;
2. let bool: boolean = undefined;
3. let str: string = undefined;

### **Any Type**

It is the "super type" of all data type in TypeScript. It is used to represents any JavaScript value. It allows us to opt-in and opt-out of type-checking during compilation. If a variable cannot be represented in any of the basic data types, then it can be declared using "**Any**" data type. Any type is useful when we do not know about the type of value (which might come from an API or 3rd party library), and we want to skip the type-checking on compile time.

**Syntax**

1. let identifier: any = value;

**Examples**

1. 1. let val: any = 'Hi';
2. val = 555;   // OK
3. val = true;   // OK
4. 2. function ProcessData(x: any, y: any) {
5. return x + y;
6. }
7. let result: any;
8. result = ProcessData("Hello ", "Any!"); //Hello Any!
9. result = ProcessData(2, 3); //5

### **User-Defined DataType**

TypeScript supports the following user-defined data types:
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### **Array**

An array is a collection of elements of the same data type. Like JavaScript, TypeScript also allows us to work with arrays of values. An array can be written in two ways:

1. Use the type of the elements followed by [] to denote an array of that element type:

1. var list : number[] = [1, 3, 5];

2. The second way uses a generic array type:

1. var list : Array**<number>** = [1, 3, 5];

### **Touple**

The Tuple is a data type which includes two sets of values of different data types. It allows us to express an array where the type of a fixed number of elements is known, but they are not the same. For example, if we want to represent a value as a pair of a number and a string, then it can be written as:

1. // Declare a tuple
2. let a: [string, number];
4. // Initialize it
5. a = ["hi", 8, "how", 5]; // OK

### **Interface**

An Interface is a structure which acts as a contract in our application. It defines the syntax for classes to follow, means a class which implements an interface is bound to implement all its members. It cannot be instantiated but can be referenced by the class which implements it. The TypeScript compiler uses interface for type-checking that is also known as "duck typing" or "structural subtyping."

**Example**

interface Calc {

    subtract (first: number, second: number): any;

}

let Calculator: Calc = {

    subtract(first: number, second: number) {

        return first - second;

    }

}

### **Class**

Classes are used to create reusable components and acts as a template for creating objects. It is a logical entity which store variables and functions to perform operations. TypeScript gets support for classes from ES6. It is different from the interface which has an implementation inside it, whereas an interface does not have any implementation inside it.

**Example**

class Student

{

    RollNo: number;

    Name: string;

    constructor(\_RollNo: number, Name: string)

    {

        this.RollNo = \_rollNo;

        this.Name = \_name;

    }

    showDetails()

    {

        console.log(this.rollNo + " : " + this.name);

    }

}

### **Enums**

Enums define a set of named constant. TypeScript provides both string-based and numeric-based enums. By default, enums begin numbering their elements starting from 0, but we can also change this by manually setting the value to one of its elements. TypeScript gets support for enums from ES6.

**Example**

enum Color {

        Red, Green, Blue

};

let c: Color;

ColorColor = Color.Green;

### **Functions**

A function is the logical blocks of code to organize the program. Like JavaScript, TypeScript can also be used to create functions either as a **named function** or as an **anonymous function**. Functions ensure that our program is readable, maintainable, and reusable. A function declaration has a function's name, return type, and parameters.

**Example**

//named function with number as parameters type and return type

function add(a: number, b: number): number {

            return a + b;

}

//anonymous function with number as parameters type and return type

let sum = function (a: number, y: number): number {

            return a + b;

};

## 2. Generic

Generic is used to create a component which can work with a variety of data type rather than a single one. It allows a way to create reusable components. It ensures that the program is flexible as well as scalable in the long term. TypeScript uses generics with the type variable <T> that denotes types. The type of generic functions is just like non-generic functions, with the type parameters listed first, similarly to function declarations.

**Example**

function identity**<T>**(arg: T): T {

    return arg;

}

let output1 = identity**<string>**("myString");

let output2 = identity**<number>**( 100 );

## 3. Decorators

A decorator is a special of data type which can be attached to a class declaration, method, property, accessor, and parameter. It provides a way to add both annotations and a meta-programing syntax for classes and functions. It is used with "@" symbol.

A decorator is an experimental feature which may change in future releases. To enable support for the decorator, we must enable the **experimentalDecorators** compiler option either on the **command line** or in our tsconfig.json.

**Example**

function f() {

    console.log("f(): evaluated");

    return function (target, propertyKey: string, descriptor: PropertyDescriptor) {

        console.log("f(): called");

    }

}

class C {

    @f()

    method() {}

# TypeScript - Functions

Functions are the primary blocks of any program. In JavaScript, functions are the most important part since the JavaScript is a functional programming language. With functions, you can implement/mimic the concepts of object-oriented programming like classes, objects, polymorphism, and, abstraction.

Functions ensure that the program is maintainable and reusable, and organized into readable blocks. While TypeScript provides the concept of classes and modules, functions still are an integral part of the language.

In TypeScript, functions can be of two types: named and anonymous.

## Named Functions

A named function is one where you declare and call a function by its given name.

Example: Named Function

 Copy

function display() {

console.log("Hello TypeScript!");

}

display(); //Output: Hello TypeScript

Functions can also include parameter types and return type.

Example: Function with Parameter and Return Types

 Copy

function Sum(x: number, y: number) : number {

return x + y;

}

Sum(2,3); // returns 5

## Anonymous Function

An anonymous function is one which is defined as an expression. This expression is stored in a variable. So, the function itself does not have a name. These functions are invoked using the variable name that the function is stored in.

Example: Anonymous Function

 Copy

let greeting = function() {

console.log("Hello TypeScript!");

};

greeting(); //Output: Hello TypeScript!

An anonymous function can also include parameter types and return type.

Example: Function with Paramter and Return Types

 Copy

let Sum = function(x: number, y: number) : number

{

return x + y;

}

Sum(2,3); // returns 5

## Function Parameters

Parameters are values or arguments passed to a function. In TypeScript, the compiler expects a function to receive the exact number and type of arguments as defined in the function signature. If the function expects three parameters, the compiler checks that the user has passed values for all three parameters i.e. it checks for exact matches.

Example: Function Parameters

 Copy

function Greet(greeting: string, name: string ) : string {

return greeting + ' ' + name + '!';

}

Greet('Hello','Steve');//OK, returns "Hello Steve!"

Greet('Hi'); // Compiler Error: Expected 2 arguments, but got 1.

Greet('Hi','Bill','Gates'); //Compiler Error: Expected 2 arguments, but got 3.

This is unlike JavaScript, where it is acceptable to pass less arguments than what the function expects. The parameters that don't receive a value from the user are considered as undefined.

### **Optional Parameters**

TypeScript has an optional parameter functionality. The parameters that may or may not receive a value can be appended with a '?' to mark them as optional.

 Note:

All optional parameters must follow required parameters and should be at the end.

Example: Optional Parameter

 Copy

function Greet(greeting: string, name?: string ) : string {

return greeting + ' ' + name + '!';

}

Greet('Hello','Steve');//OK, returns "Hello Steve!"

Greet('Hi'); // OK, returns "Hi undefined!".

Greet('Hi','Bill','Gates'); //Compiler Error: Expected 2 arguments, but got 3.

In the above example, the second parameter name is marked as optional with a question mark appended at the end. Hence, the function Greet() accepts either 1 or 2 parameters and returns a greeting string. If we do not specify the second parameter then its value will be undefined.

### **Default Parameters**

TypeScript provides the option to add default values to parameters. So, if the user does not provide a value to an argument, TypeScript will initialize the parameter with the default value. Default parameters have the same behaviour as optional parameters. If a value is not passed for the default parameter in a function call, the default parameter must follow the required parameters in the function signature. Hence, default parameters can be omitted while calling a function. However, if a function signature has a default parameter before a required parameter, the function can still be called, provided the default parameter is passed a value of undefined.

Example: Default Parameter

 Copy

function Greet(name: string, greeting: string = "Hello") : string {

return greeting + ' ' + name + '!';

}

Greet('Steve');//OK, returns "Hello Steve!"

Greet('Steve', 'Hi'); // OK, returns "Hi Steve!".

Greet('Bill'); //OK, returns "Hello Bill!"

When the default parameters precede required parameters in a function, they can be called by passing undefined.

Example: Function Call

 Copy

function Greet(greeting: string = "Hello", name: string) : string {

return greeting + ' ' + name + '!';

}

Greet(undefined, 'Steve');//returns "Hello Steve!"

Greet("Hi", 'Steve'); //returns "Hi Steve!".

Greet(undefined, 'Bill'); //returns "Hello Bill!"

TypeScript Classes

In object-oriented programming languages like Java, classes are the fundamental entities which are used to create **reusable** components. It is a group of objects which have common properties. In terms of OOPs, a class is a **template** or **blueprint** for creating objects. It is a logical entity.

**A class definition can contain the following properties:**

* **Fields:** It is a variable declared in a class.
* **Methods:** It represents an action for the object.
* **Constructors:** It is responsible for initializing the object in memory.
* **Nested class and interface:** It means a class can contain another class.

TypeScript is an Object-Oriented JavaScript language, so it supports object-oriented programming features like classes, interfaces, polymorphism, data-binding, etc. JavaScript **ES5** or **earlier version** did not support classes. TypeScript support this feature from **ES6** and **later version**. TypeScript has **built-in** support for using classes because it is based on ES6 version of JavaSript. Today, many developers use class-based object-oriented programming languages and compile them into JavaScript, which works across all major browsers and platforms.

### **Syntax to declare a class**

A class keyword is used to declare a class in TypeScript. We can create a class with the following syntax:

1. class **<class\_name>**{
2. field;
3. method;
4. }

### **Example**

1. class Student {
2. studCode: number;
3. studName: string;
5. constructor(code: number, name: string) {
6. this.studName = name;
7. this.studCode = code;
8. }
10. getGrade() : string {
11. return "A+" ;
12. }
13. }

The TypeScript compiler converts the above class in the following JavaScript code.

1. var Student = /\*\* @class \*/ (function () {
2. function Student(code, name) {
3. this.studName = name;
4. this.studCode = code;
5. }
6. Student.prototype.getGrade = function () {
7. return "A+";
8. };
9. return Student;
10. }());

## Creating an object of class

A class creates an object by using the **new** keyword followed by the **class name**. The new keyword allocates memory for object creation at runtime. All objects get memory in heap memory area. We can create an object as below.

**Syntax**

1. let object\_name = new class\_name(parameter)
2. **new keyword:** it is used for instantiating the object in memory.
3. The right side of the expression invokes the constructor, which can pass values.

**Example**

1. //Creating an object or instance
2. let obj = new Student();

## Object Initialization

Object initialization means storing of data into the object. There are three ways to initialize an object. These are:

### **1. By reference variable**

**Example**

1. //Creating an object or instance
2. let obj = new Student();
4. //Initializing an object by reference variable
5. obj.id = 101;
6. obj.name = "Virat Kohli";

### **2. By method**

A method is similar to a function used to expose the behavior of an object.

**Advantage of Method**

* Code Reusability
* Code Optimization

**Example**

1. //Defining a Student class.
2. class Student {
3. //defining fields
4. id: number;
5. name:string;
7. //creating method or function
8. display():void {
9. console.log("Student ID is: "+this.id)
10. console.log("Student ID is: "+this.name)
11. }
12. }
14. //Creating an object or instance
15. let obj = new Student();
16. obj.id = 101;
17. obj.name = "Virat Kohli";
18. obj.display();

**Output:**
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### **3. By Constructor**

A constructor is used to **initialize** an object. In TypeScript, the constructor method is always defined with the name "**constructor**." In the constructor, we can access the member of a class by using **this** keyword.

#### Note:**It is not necessary to always have a constructor in the class.**

**Example**

1. //defining constructor
2. constructor(id: number, name:string) {
3. this.id = id;
4. this.name = name;
5. }

**Example with constructor, method and object:**

1. //Defining a Student class.
2. class Student {
3. //defining fields
4. id: number;
5. name:string;
7. //defining constructor
8. constructor(id: number, name:string) {
9. this.id = id;
10. this.name = name;
11. }
13. //creating method or function
14. display():void {
15. console.log("Function displays Student ID is: "+this.id)
16. console.log("Function displays Student ID is: "+this.name)
17. }
18. }
20. //Creating an object or instance
21. let obj = new Student(101, "Virat Kohli")
23. //access the field
24. console.log("Reading attribute value of Student as: " +obj.id,)
25. console.log("Reading attribute value of Student as: " +obj.name)
27. //access the method or function
28. obj.display()

**Output:**

![TypeScript Classes](data:image/png;base64,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)

**Example without constructor**

1. //Defining a Student class.
2. class Student {
3. //defining fields
4. id: number;
5. name:string;
6. }
8. //Creating an object or instance
9. let obj = new Student();
11. // Initializing an object
12. obj.id = 101;
13. obj.name = "Virat Kohli";
15. //access the field
16. console.log("Student ID: " +obj.id,);
17. console.log("Student Name: " +obj.name);

**Output:**

![TypeScript Classes](data:image/png;base64,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)

## Data Hiding

It is a technique which is used to hide the internal object details. A class can control the visibility of its data members from the members of the other classes. This capability is termed as encapsulation or data-hiding. OOPs uses the concept of access modifier to implement the encapsulation. The access modifier defines the visibility of class data member outside its defining class.

TypeScript supports the three types of access modifier. These are:
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To read more information about the access modifier, [click here](https://www.javatpoint.com/typescript-access-modifiers).