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## Loading the Libraries

library(mlbench)  
library(caTools)  
library(rpart)  
library(rpart.plot)  
library(plotly)  
library(e1071)  
library(ggplot2)  
library(caret)  
library(pROC)  
library(PRROC)  
library(xgboost)

## Loading the Dataset

# loading the dataset  
data("BreastCancer")  
  
# checking the structure of the dataset  
str(BreastCancer)

## 'data.frame': 699 obs. of 11 variables:  
## $ Id : chr "1000025" "1002945" "1015425" "1016277" ...  
## $ Cl.thickness : Ord.factor w/ 10 levels "1"<"2"<"3"<"4"<..: 5 5 3 6 4 8 1 2 2 4 ...  
## $ Cell.size : Ord.factor w/ 10 levels "1"<"2"<"3"<"4"<..: 1 4 1 8 1 10 1 1 1 2 ...  
## $ Cell.shape : Ord.factor w/ 10 levels "1"<"2"<"3"<"4"<..: 1 4 1 8 1 10 1 2 1 1 ...  
## $ Marg.adhesion : Ord.factor w/ 10 levels "1"<"2"<"3"<"4"<..: 1 5 1 1 3 8 1 1 1 1 ...  
## $ Epith.c.size : Ord.factor w/ 10 levels "1"<"2"<"3"<"4"<..: 2 7 2 3 2 7 2 2 2 2 ...  
## $ Bare.nuclei : Factor w/ 10 levels "1","2","3","4",..: 1 10 2 4 1 10 10 1 1 1 ...  
## $ Bl.cromatin : Factor w/ 10 levels "1","2","3","4",..: 3 3 3 3 3 9 3 3 1 2 ...  
## $ Normal.nucleoli: Factor w/ 10 levels "1","2","3","4",..: 1 2 1 7 1 7 1 1 1 1 ...  
## $ Mitoses : Factor w/ 9 levels "1","2","3","4",..: 1 1 1 1 1 1 1 1 5 1 ...  
## $ Class : Factor w/ 2 levels "benign","malignant": 1 1 1 1 1 2 1 1 1 1 ...

# View the entire dataset   
View(BreastCancer)

The data has 699 obs. of 11 variables, The objective is to identify each of a number of benign or malignant classes. Samples arrive periodically as Dr. Wolberg reports his clinical cases. The database therefore reflects this chronological grouping of the data. This grouping information appears immediately below, having been removed from the data itself. Each variable except for the first was converted into 11 primitive numerical attributes with values ranging from 0 through 10. There are 16 missing attribute values. A data frame with 699 observations on 11 variables, one being a character variable, 9 being ordered or nominal, and 1 target class.

[,1] Id Sample code number #[,2] Cl.thickness Clump Thickness #[,3] Cell.size Uniformity of Cell Size #[,4] Cell.shape Uniformity of Cell Shape #[,5] Marg.adhesion Marginal Adhesion #[,6] Epith.c.size Single Epithelial Cell Size #[,7] Bare.nuclei Bare Nuclei #[,8] Bl.cromatin Bland Chromatin #[,9] Normal.nucleoli Normal Nucleoli #[,10] Mitoses Mitoses #[,11] Class Class

#remove the first column,   
BreastCancer<-BreastCancer[,-1]  
  
# show the summary of the dataset  
summary(BreastCancer)

## Cl.thickness Cell.size Cell.shape Marg.adhesion Epith.c.size  
## 1 :145 1 :384 1 :353 1 :407 2 :386   
## 5 :130 10 : 67 2 : 59 2 : 58 3 : 72   
## 3 :108 3 : 52 10 : 58 3 : 58 4 : 48   
## 4 : 80 2 : 45 3 : 56 10 : 55 1 : 47   
## 10 : 69 4 : 40 4 : 44 4 : 33 6 : 41   
## 2 : 50 5 : 30 5 : 34 8 : 25 5 : 39   
## (Other):117 (Other): 81 (Other): 95 (Other): 63 (Other): 66   
## Bare.nuclei Bl.cromatin Normal.nucleoli Mitoses Class   
## 1 :402 2 :166 1 :443 1 :579 benign :458   
## 10 :132 3 :165 10 : 61 2 : 35 malignant:241   
## 2 : 30 1 :152 3 : 44 3 : 33   
## 5 : 30 7 : 73 2 : 36 10 : 14   
## 3 : 28 4 : 40 8 : 24 4 : 12   
## (Other): 61 5 : 34 6 : 22 7 : 9   
## NA's : 16 (Other): 69 (Other): 69 (Other): 17

## Preprocessing the Dataset

### Checking the Null Values

Sometimes R does not recognize empty strings and question marks as null values, so we first replace then with nulls if any then remove all the nulls.

# Replace empty strings with NA  
BreastCancer[BreastCancer == ""] <- NA  
  
# Replace ? with NA  
BreastCancer[BreastCancer == "?"] <- NA  
  
# Check for null values in the BreastCancer dataset  
null\_values <- sum(is.null(BreastCancer$Bare.nuclei))  
  
print(paste("Number of null values in the BreastCancer dataset:", null\_values))

## [1] "Number of null values in the BreastCancer dataset: 0"

# remove nulls  
BreastCancer <- na.omit(BreastCancer)

Seems we have no null values. Having confirmed that, we can now proceed with the analysis

### Encoding the Class Variable

The next step is to encode the class variable to 0, and 1.

# # Encode Class variable as 0 and 1  
# BreastCancer$Class <- ifelse(BreastCancer$Class == "benign", 0, 1)  
#   
# # Verify the changes  
# unique(BreastCancer$Class)

# Count the frequency of each class  
class\_counts <- table(BreastCancer$Class)  
  
# Create a 3D pie chart using plotly  
plot\_ly(labels = c("Benign", "Malignant"),   
 values = class\_counts,   
 type = "pie",   
 marker = list(colors = c("darkblue", "green")),  
 textinfo = "label+percent",  
 textposition = "inside",  
 hole = 0.3) %>%  
 layout(title = "Distribution of Classes in Breast Cancer Dataset",  
 scene = list(camera = list(eye = list(x = 1.25, y = 1.25, z = 1.25))))
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### Distributions of Numeric Variables

# Select factor variables (excluding the 'Class' variable)  
factor\_variables <- BreastCancer[, sapply(BreastCancer, is.factor) & names(BreastCancer) != "Class"]  
  
# Create bar plots for each factor variable  
plots <- lapply(names(factor\_variables), function(var) {  
 ggplot(data = BreastCancer, aes(x = factor\_variables[[var]], fill = as.factor(Class))) +  
 geom\_bar(position = "dodge") +  
 labs(x = var, y = "Count", fill = "Class") +  
 ggtitle(paste("Distribution of", var, "by Class")) +  
 theme\_classic() +  
 theme(axis.text.x = element\_text(angle = 45, hjust = 1))  
})  
  
plots

## [[1]]

![](data:image/png;base64,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)

##   
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# Splitting the Dataset

# Set the split ratio  
set.seed(2023) # For reproducibility  
ind <- sample.split(BreastCancer$Class, SplitRatio = 0.7)  
  
# Subsetting into Train data  
train <- BreastCancer[ind,]  
cat('The shape of the training dataset:', dim(train))

## The shape of the training dataset: 478 10

# Subsetting into Test data  
test <- BreastCancer[!ind,]  
cat('\nThe shape of the test dataset:', dim(test))

##   
## The shape of the test dataset: 205 10

## Decision Tree Classifier

# set seed for reproducibility  
set.seed(2023)  
  
# Train a decision tree classifier  
tree\_model = rpart(Class ~ ., data=train, method="class", minsplit = 10)  
  
# Print the summary of the tree  
print(summary(tree\_model))

## Call:  
## rpart(formula = Class ~ ., data = train, method = "class", minsplit = 10)  
## n= 478   
##   
## CP nsplit rel error xerror xstd  
## 1 0.82634731 0 1.00000000 1.0000000 0.06241774  
## 2 0.06586826 1 0.17365269 0.2215569 0.03498563  
## 3 0.02395210 2 0.10778443 0.1856287 0.03224068  
## 4 0.01000000 3 0.08383234 0.1616766 0.03022315  
##   
## Variable importance  
## Cell.size Cell.shape Bare.nuclei Bl.cromatin Epith.c.size   
## 21 17 15 15 14   
## Marg.adhesion Normal.nucleoli Mitoses Cl.thickness   
## 14 3 1 1   
##   
## Node number 1: 478 observations, complexity param=0.8263473  
## predicted class=benign expected loss=0.3493724 P(node) =1  
## class counts: 311 167  
## probabilities: 0.651 0.349   
## left son=2 (322 obs) right son=3 (156 obs)  
## Primary splits:  
## Cell.size splits as LLLRRRRRRR, improve=162.8326, (0 missing)  
## Cell.shape splits as LLLRRRRRRR, improve=154.2003, (0 missing)  
## Bl.cromatin splits as LLLRRRRRRR, improve=144.0049, (0 missing)  
## Bare.nuclei splits as LLRRRRRRRR, improve=135.2589, (0 missing)  
## Epith.c.size splits as LLRRRRRRRR, improve=132.5151, (0 missing)  
## Surrogate splits:  
## Cell.shape splits as LLLRRRRRRR, agree=0.939, adj=0.814, (0 split)  
## Bl.cromatin splits as LLLRRRRRRR, agree=0.902, adj=0.699, (0 split)  
## Epith.c.size splits as LLRRRRRRRR, agree=0.895, adj=0.679, (0 split)  
## Bare.nuclei splits as LLLRRRRRRR, agree=0.885, adj=0.647, (0 split)  
## Marg.adhesion splits as LLLRRRRRRR, agree=0.881, adj=0.635, (0 split)  
##   
## Node number 2: 322 observations, complexity param=0.06586826  
## predicted class=benign expected loss=0.0621118 P(node) =0.6736402  
## class counts: 302 20  
## probabilities: 0.938 0.062   
## left son=4 (307 obs) right son=5 (15 obs)  
## Primary splits:  
## Normal.nucleoli splits as LLLRRRLLRR, improve=20.36808, (0 missing)  
## Bare.nuclei splits as LLLLRRRRRR, improve=20.18109, (0 missing)  
## Cl.thickness splits as LLLLLLRRRR, improve=16.65518, (0 missing)  
## Bl.cromatin splits as LLLRRLRR--, improve=16.42140, (0 missing)  
## Epith.c.size splits as LLLLRRRRRR, improve=14.17655, (0 missing)  
## Surrogate splits:  
## Mitoses splits as LLRRL-LR-, agree=0.966, adj=0.267, (0 split)  
## Cell.shape splits as LLLLRRRRRR, agree=0.963, adj=0.200, (0 split)  
## Bare.nuclei splits as LLLLLLRRRL, agree=0.963, adj=0.200, (0 split)  
## Cl.thickness splits as LLLLLLRRRR, agree=0.957, adj=0.067, (0 split)  
## Marg.adhesion splits as LLLRRRRRRR, agree=0.957, adj=0.067, (0 split)  
##   
## Node number 3: 156 observations  
## predicted class=malignant expected loss=0.05769231 P(node) =0.3263598  
## class counts: 9 147  
## probabilities: 0.058 0.942   
##   
## Node number 4: 307 observations, complexity param=0.0239521  
## predicted class=benign expected loss=0.0228013 P(node) =0.6422594  
## class counts: 300 7  
## probabilities: 0.977 0.023   
## left son=8 (301 obs) right son=9 (6 obs)  
## Primary splits:  
## Bare.nuclei splits as LLLLLR---R, improve=8.040693, (0 missing)  
## Bl.cromatin splits as LLLLRLRR--, improve=5.263183, (0 missing)  
## Cl.thickness splits as LLLLLLRRRR, improve=5.073916, (0 missing)  
## Epith.c.size splits as LLLLRRRRRR, improve=3.740982, (0 missing)  
## Normal.nucleoli splits as LLR---LL--, improve=2.037805, (0 missing)  
## Surrogate splits:  
## Cl.thickness splits as LLLLLLLLLR, agree=0.987, adj=0.333, (0 split)  
## Marg.adhesion splits as LLLLLLRRRR, agree=0.987, adj=0.333, (0 split)  
## Bl.cromatin splits as LLLLLLLR--, agree=0.984, adj=0.167, (0 split)  
## Mitoses splits as LLR-L-L--, agree=0.984, adj=0.167, (0 split)  
##   
## Node number 5: 15 observations  
## predicted class=malignant expected loss=0.1333333 P(node) =0.03138075  
## class counts: 2 13  
## probabilities: 0.133 0.867   
##   
## Node number 8: 301 observations  
## predicted class=benign expected loss=0.006644518 P(node) =0.6297071  
## class counts: 299 2  
## probabilities: 0.993 0.007   
##   
## Node number 9: 6 observations  
## predicted class=malignant expected loss=0.1666667 P(node) =0.0125523  
## class counts: 1 5  
## probabilities: 0.167 0.833   
##   
## n= 478   
##   
## node), split, n, loss, yval, (yprob)  
## \* denotes terminal node  
##   
## 1) root 478 167 benign (0.650627615 0.349372385)   
## 2) Cell.size=1,2,3 322 20 benign (0.937888199 0.062111801)   
## 4) Normal.nucleoli=1,2,3,7,8 307 7 benign (0.977198697 0.022801303)   
## 8) Bare.nuclei=1,2,3,4,5 301 2 benign (0.993355482 0.006644518) \*  
## 9) Bare.nuclei=6,10 6 1 malignant (0.166666667 0.833333333) \*  
## 5) Normal.nucleoli=4,5,6,9,10 15 2 malignant (0.133333333 0.866666667) \*  
## 3) Cell.size=4,5,6,7,8,9,10 156 9 malignant (0.057692308 0.942307692) \*

### Plotting the Tree

##plot the tree  
rpart.plot(tree\_model, box.palette="RdBu", shadow.col="gray", nn=TRUE, yesno = 2)
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### Evaluating Decision Tree Classifier

# Make predictions on the test data  
tree\_predictions <- predict(tree\_model, test, type = "class")  
  
# Evaluate the model  
confusion\_matrix <- confusionMatrix(tree\_predictions, test$Class)  
  
# Output the results  
table(tree\_predictions, test$Class)

##   
## tree\_predictions benign malignant  
## benign 129 4  
## malignant 4 68

prop.table(table(tree\_predictions, test$Class),1)

##   
## tree\_predictions benign malignant  
## benign 0.96992481 0.03007519  
## malignant 0.05555556 0.94444444

cat('\n')

cat('\n')

# Confusion Matrix  
cf <- caret::confusionMatrix(data=tree\_predictions,  
 reference=test$Class)  
print(cf)

## Confusion Matrix and Statistics  
##   
## Reference  
## Prediction benign malignant  
## benign 129 4  
## malignant 4 68  
##   
## Accuracy : 0.961   
## 95% CI : (0.9246, 0.983)  
## No Information Rate : 0.6488   
## P-Value [Acc > NIR] : <2e-16   
##   
## Kappa : 0.9144   
##   
## Mcnemar's Test P-Value : 1   
##   
## Sensitivity : 0.9699   
## Specificity : 0.9444   
## Pos Pred Value : 0.9699   
## Neg Pred Value : 0.9444   
## Prevalence : 0.6488   
## Detection Rate : 0.6293   
## Detection Prevalence : 0.6488   
## Balanced Accuracy : 0.9572   
##   
## 'Positive' Class : benign   
##

The Decision Tree model was evaluated using a confusion matrix. The confusion matrix shows the number of true positives, true negatives, false positives, and false negatives. The model predicted 129 cases as benign and they were actually benign, while 4 cases were predicted as benign but were actually malignant. On the other hand, the model predicted 68 cases as malignant and they were actually malignant, while 4 cases were predicted as malignant but were actually benign.

The accuracy of the model is 0.961, which means that it correctly classified 96.1% of the cases. The sensitivity (also known as true positive rate) is 0.9699, indicating that the model correctly identified 96.99% of the malignant cases. The specificity (also known as true negative rate) is 0.9444, indicating that the model correctly identified 94.44% of the benign cases. The positive predictive value (also known as precision) is 0.9699, indicating that when the model predicted a case as malignant, it was correct 96.99% of the time. The negative predictive value is 0.9444, indicating that when the model predicted a case as benign, it was correct 94.44% of the time.

## Support Vector Machine

### Checking for Best Parameters

# set seed for reproducibility  
set.seed(2023)  
  
# create svm model  
svm\_model <- tune.svm(Class~ Cl.thickness +   
 Cell.size +   
 Cell.shape +   
 Marg.adhesion +   
 Epith.c.size +   
 Bare.nuclei +   
 Bl.cromatin +   
 Normal.nucleoli +   
 Mitoses,   
 data = train, gamma = 10^(-6:-1), cost = 10^(-1:1))  
  
summary(svm\_model)

##   
## Parameter tuning of 'svm':  
##   
## - sampling method: 10-fold cross validation   
##   
## - best parameters:  
## gamma cost  
## 0.1 0.1  
##   
## - best performance: 0.02925532   
##   
## - Detailed performance results:  
## gamma cost error dispersion  
## 1 1e-06 0.1 0.34942376 0.07353231  
## 2 1e-05 0.1 0.34942376 0.07353231  
## 3 1e-04 0.1 0.34942376 0.07353231  
## 4 1e-03 0.1 0.34942376 0.07353231  
## 5 1e-02 0.1 0.21764184 0.07973222  
## 6 1e-01 0.1 0.02925532 0.01465375  
## 7 1e-06 1.0 0.34942376 0.07353231  
## 8 1e-05 1.0 0.34942376 0.07353231  
## 9 1e-04 1.0 0.34942376 0.07353231  
## 10 1e-03 1.0 0.15270390 0.06376075  
## 11 1e-02 1.0 0.03554965 0.01976131  
## 12 1e-01 1.0 0.03138298 0.02027389  
## 13 1e-06 10.0 0.34942376 0.07353231  
## 14 1e-05 10.0 0.34942376 0.07353231  
## 15 1e-04 10.0 0.14645390 0.05825869  
## 16 1e-03 10.0 0.03554965 0.01976131  
## 17 1e-02 10.0 0.03351064 0.02256356  
## 18 1e-01 10.0 0.03138298 0.01773641

### Support Vector Machine with Best Parameters

# set seed for reproducibility  
set.seed(2023)  
  
# Create an SVM model  
svm\_model2 <- svm(Class~ Cl.thickness +   
 Cell.size +   
 Cell.shape +   
 Marg.adhesion +   
 Epith.c.size +   
 Bare.nuclei +   
 Bl.cromatin +   
 Normal.nucleoli +   
 Mitoses,   
 data = train, type = 'C-classification', gamma = 0.1, cost = 0.1)  
  
summary(svm\_model2)

##   
## Call:  
## svm(formula = Class ~ Cl.thickness + Cell.size + Cell.shape + Marg.adhesion +   
## Epith.c.size + Bare.nuclei + Bl.cromatin + Normal.nucleoli +   
## Mitoses, data = train, type = "C-classification", gamma = 0.1,   
## cost = 0.1)  
##   
##   
## Parameters:  
## SVM-Type: C-classification   
## SVM-Kernel: radial   
## cost: 0.1   
##   
## Number of Support Vectors: 215  
##   
## ( 104 111 )  
##   
##   
## Number of Classes: 2   
##   
## Levels:   
## benign malignant

### Predictions Using SVM With Best Parameters

# Remove the 'Class' column (labels) from the test dataset  
test\_features <- test[, -which(names(test) == "Class")]  
  
# Make predictions using the SVM model and the test features  
svm\_predictions <- predict(svm\_model2, newdata = test\_features)  
  
# Output the results  
table(svm\_predictions, test$Class)

##   
## svm\_predictions benign malignant  
## benign 125 2  
## malignant 8 70

prop.table(table(svm\_predictions, test$Class),1)

##   
## svm\_predictions benign malignant  
## benign 0.98425197 0.01574803  
## malignant 0.10256410 0.89743590

cat('\n')

cat('\n')

# Confusion Matrix  
cf <- caret::confusionMatrix(data=svm\_predictions,  
 reference=test$Class)  
print(cf)

## Confusion Matrix and Statistics  
##   
## Reference  
## Prediction benign malignant  
## benign 125 2  
## malignant 8 70  
##   
## Accuracy : 0.9512   
## 95% CI : (0.9121, 0.9764)  
## No Information Rate : 0.6488   
## P-Value [Acc > NIR] : <2e-16   
##   
## Kappa : 0.895   
##   
## Mcnemar's Test P-Value : 0.1138   
##   
## Sensitivity : 0.9398   
## Specificity : 0.9722   
## Pos Pred Value : 0.9843   
## Neg Pred Value : 0.8974   
## Prevalence : 0.6488   
## Detection Rate : 0.6098   
## Detection Prevalence : 0.6195   
## Balanced Accuracy : 0.9560   
##   
## 'Positive' Class : benign   
##

The SVM (Support Vector Machine) model was evaluated using a confusion matrix. The model predicted 125 cases as benign and they were actually benign, while 2 cases were predicted as benign but were actually malignant. On the other hand, the model predicted 70 cases as malignant and they were actually malignant, while 8 cases were predicted as malignant but were actually benign.

The accuracy of the model is 0.9512, which means that it correctly classified 95.12% of the cases. The sensitivity (also known as true positive rate) is 0.9398, indicating that the model correctly identified 93.98% of the malignant cases. The specificity (also known as true negative rate) is 0.9722, indicating that the model correctly identified 97.22% of the benign cases. The positive predictive value (also known as precision) is 0.9843, indicating that when the model predicted a case as malignant, it was correct 98.43% of the time. The negative predictive value is 0.8974, indicating that when the model predicted a case as benign, it was correct 89.74% of the time.

## XGBOOST Model

# Convert the class labels to 0 and 1 for binary classification  
train$Class <- ifelse(train$Class == "benign", 0, 1)  
test$Class <- ifelse(test$Class == "benign", 0, 1)  
  
# Convert entire train and test datasets to numeric  
train <- as.data.frame(lapply(train, as.numeric))  
test <- as.data.frame(lapply(test, as.numeric))  
  
# Convert the training and test data to DMatrix format  
dtrain <- xgb.DMatrix(data = as.matrix(train[, -which(names(train) == "Class")]), label = train$Class)  
dtest <- xgb.DMatrix(data = as.matrix(test[, -which(names(test) == "Class")]), label = test$Class)  
  
# Define XGBoost parameters  
params <- list(  
 # Binary classification problem  
 objective = "binary:logistic",   
   
 # Evaluation metric (logarithmic loss)  
 eval\_metric = "logloss",   
   
 # Learning rate  
 eta = 0.3,   
   
 # Maximum depth of trees  
 max\_depth = 6,   
   
 # Minimum sum of instance weight needed in a child  
 min\_child\_weight = 1,   
   
 # Subsample ratio of the training data  
 subsample = 1,   
   
 # Subsample ratio of columns when constructing each tree  
 colsample\_bytree = 1   
)  
  
set.seed(2023)  
# Train the XGBoost model  
xgb\_model <- xgboost(data = dtrain, params = params, nrounds = 100, verbose = 1)

## [1] train-logloss:0.465075   
## [2] train-logloss:0.338282   
## [3] train-logloss:0.258116   
## [4] train-logloss:0.200511   
## [5] train-logloss:0.159202   
## [6] train-logloss:0.128892   
## [7] train-logloss:0.105181   
## [8] train-logloss:0.087831   
## [9] train-logloss:0.074789   
## [10] train-logloss:0.063867   
## [11] train-logloss:0.054624   
## [12] train-logloss:0.048601   
## [13] train-logloss:0.043928   
## [14] train-logloss:0.040212   
## [15] train-logloss:0.036630   
## [16] train-logloss:0.033789   
## [17] train-logloss:0.031420   
## [18] train-logloss:0.028590   
## [19] train-logloss:0.026897   
## [20] train-logloss:0.025220   
## [21] train-logloss:0.024247   
## [22] train-logloss:0.023204   
## [23] train-logloss:0.022476   
## [24] train-logloss:0.021763   
## [25] train-logloss:0.020993   
## [26] train-logloss:0.020269   
## [27] train-logloss:0.019671   
## [28] train-logloss:0.019168   
## [29] train-logloss:0.018784   
## [30] train-logloss:0.018452   
## [31] train-logloss:0.018096   
## [32] train-logloss:0.017705   
## [33] train-logloss:0.017157   
## [34] train-logloss:0.016868   
## [35] train-logloss:0.016452   
## [36] train-logloss:0.016134   
## [37] train-logloss:0.015867   
## [38] train-logloss:0.015636   
## [39] train-logloss:0.015463   
## [40] train-logloss:0.015221   
## [41] train-logloss:0.015095   
## [42] train-logloss:0.014997   
## [43] train-logloss:0.014827   
## [44] train-logloss:0.014527   
## [45] train-logloss:0.014313   
## [46] train-logloss:0.014222   
## [47] train-logloss:0.014103   
## [48] train-logloss:0.013938   
## [49] train-logloss:0.013832   
## [50] train-logloss:0.013600   
## [51] train-logloss:0.013458   
## [52] train-logloss:0.013289   
## [53] train-logloss:0.013146   
## [54] train-logloss:0.013058   
## [55] train-logloss:0.012968   
## [56] train-logloss:0.012802   
## [57] train-logloss:0.012622   
## [58] train-logloss:0.012466   
## [59] train-logloss:0.012384   
## [60] train-logloss:0.012326   
## [61] train-logloss:0.012186   
## [62] train-logloss:0.012110   
## [63] train-logloss:0.012016   
## [64] train-logloss:0.011936   
## [65] train-logloss:0.011874   
## [66] train-logloss:0.011831   
## [67] train-logloss:0.011757   
## [68] train-logloss:0.011578   
## [69] train-logloss:0.011422   
## [70] train-logloss:0.011382   
## [71] train-logloss:0.011322   
## [72] train-logloss:0.011255   
## [73] train-logloss:0.011142   
## [74] train-logloss:0.011103   
## [75] train-logloss:0.011047   
## [76] train-logloss:0.010952   
## [77] train-logloss:0.010833   
## [78] train-logloss:0.010797   
## [79] train-logloss:0.010727   
## [80] train-logloss:0.010647   
## [81] train-logloss:0.010612   
## [82] train-logloss:0.010551   
## [83] train-logloss:0.010482   
## [84] train-logloss:0.010448   
## [85] train-logloss:0.010348   
## [86] train-logloss:0.010283   
## [87] train-logloss:0.010206   
## [88] train-logloss:0.010177   
## [89] train-logloss:0.010127   
## [90] train-logloss:0.010094   
## [91] train-logloss:0.010050   
## [92] train-logloss:0.009998   
## [93] train-logloss:0.009940   
## [94] train-logloss:0.009907   
## [95] train-logloss:0.009860   
## [96] train-logloss:0.009809   
## [97] train-logloss:0.009778   
## [98] train-logloss:0.009736   
## [99] train-logloss:0.009691   
## [100] train-logloss:0.009662

# Make predictions on the test data  
xgb\_predictions <- predict(xgb\_model, dtest)  
  
# Convert predictions to class labels (0 or 1)  
xgb\_predictions <- ifelse(xgb\_predictions > 0.5, 1, 0)  
  
# Calculate accuracy  
accuracy <- sum(xgb\_predictions == test$Class) / nrow(test)  
print(paste("Accuracy:", accuracy))

## [1] "Accuracy: 0.970731707317073"

### Evaluation of the XGBOOST Metrics

# Convert predictions and true labels to factors with levels "benign" and "malignant"  
predicted\_labels <- factor(ifelse(xgb\_predictions == 0, "benign", "malignant"), levels = c("benign", "malignant"))  
test$Class <- factor(ifelse(test$Class == 0, "benign", "malignant"), levels = c("benign", "malignant"))  
  
# Create confusion matrix  
confusion\_matrix <- confusionMatrix(predicted\_labels, test$Class)  
  
# Output the results  
# Output the results  
table(predicted\_labels, test$Class)

##   
## predicted\_labels benign malignant  
## benign 132 5  
## malignant 1 67

prop.table(table(predicted\_labels, test$Class),1)

##   
## predicted\_labels benign malignant  
## benign 0.96350365 0.03649635  
## malignant 0.01470588 0.98529412

cat('\n')

cat('\n')

# Confusion Matrix  
cf <- caret::confusionMatrix(data=predicted\_labels,  
 reference=test$Class)  
print(cf)

## Confusion Matrix and Statistics  
##   
## Reference  
## Prediction benign malignant  
## benign 132 5  
## malignant 1 67  
##   
## Accuracy : 0.9707   
## 95% CI : (0.9374, 0.9892)  
## No Information Rate : 0.6488   
## P-Value [Acc > NIR] : <2e-16   
##   
## Kappa : 0.9349   
##   
## Mcnemar's Test P-Value : 0.2207   
##   
## Sensitivity : 0.9925   
## Specificity : 0.9306   
## Pos Pred Value : 0.9635   
## Neg Pred Value : 0.9853   
## Prevalence : 0.6488   
## Detection Rate : 0.6439   
## Detection Prevalence : 0.6683   
## Balanced Accuracy : 0.9615   
##   
## 'Positive' Class : benign   
##

The XGBoost model was evaluated using a confusion matrix. The model predicted 132 cases as benign and they were actually benign, while 5 cases were predicted as benign but were actually malignant. On the other hand, the model predicted 67 cases as malignant and they were actually malignant, while 1 case was predicted as malignant but was actually benign.

The accuracy of the model is 0.9707, which means that it correctly classified 97.07% of the cases. The sensitivity (also known as true positive rate) is 0.9925, indicating that the model correctly identified 99.25% of the malignant cases. The specificity (also known as true negative rate) is 0.9306, indicating that the model correctly identified 93.06% of the benign cases. The positive predictive value (also known as precision) is 0.9635, indicating that when the model predicted a case as malignant, it was correct 96.35% of the time. The negative predictive value is 0.9853, indicating that when the model predicted a case as benign, it was correct 98.53% of the time.

## Comparison of Decision Tree, SVM, and XGBoost.

Decision Tree: \* Accuracy: 0.961 \* Sensitivity: 0.9699 \* Specificity: 0.9444

SVM: \* Accuracy: 0.9512 \* Sensitivity: 0.9398 \* Specificity: 0.9722

XGBoost: \* Accuracy: 0.9707 \* Sensitivity: 0.9925 \* Specificity: 0.9306

Based on these metrics, the XGBoost model performed the best among the three models. It achieved the highest accuracy (0.9707) and sensitivity (0.9925), indicating that it correctly classified the majority of cases and had a low rate of false negatives. However, it had a slightly lower specificity (0.9306) compared to the SVM model. Overall, the XGBoost model demonstrated a good balance between accuracy and sensitivity, making it the best-performing model in this comparison.