Predicting Labour Wages using Ridge and Lasso Regression
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# Ridge and Lasso Regression

# Read and Understand the data

labour\_data <- read.csv("labour\_income.csv")  
str(labour\_data)

## 'data.frame': 3987 obs. of 5 variables:  
## $ wages : num 10.6 11 17.8 14 8.2 ...  
## $ education: num 15 13.2 14 16 15 13.5 12 14 18 11 ...  
## $ age : int 40 19 46 50 31 30 61 46 43 17 ...  
## $ sex : chr "Male" "Male" "Male" "Female" ...  
## $ language : chr "English" "English" "Other" "English" ...

summary(labour\_data)

## wages education age sex   
## Min. : 2.30 Min. : 0.00 Min. :16.0 Length:3987   
## 1st Qu.: 9.25 1st Qu.:12.00 1st Qu.:28.0 Class :character   
## Median :14.13 Median :13.00 Median :36.0 Mode :character   
## Mean :15.54 Mean :13.34 Mean :37.1   
## 3rd Qu.:19.72 3rd Qu.:15.10 3rd Qu.:46.0   
## Max. :49.92 Max. :20.00 Max. :69.0   
## language   
## Length:3987   
## Class :character   
## Mode :character   
##   
##   
##

# Data Pre-processing

## Train-Test Split

* Split the data into train and test

set.seed(007)  
train\_rows <- sample(x = seq(1, nrow(labour\_data), 1), size = 0.7\*nrow(labour\_data))  
train\_data <- labour\_data[train\_rows, ]  
test\_data <- labour\_data[-train\_rows, ]

## Standardize the Data

* Standardize the continuous independent variables

library(caret)

## Loading required package: lattice

## Loading required package: ggplot2

std\_obj <- preProcess(x = train\_data[, !colnames(train\_data) %in% c("wages")], method = c("center", "scale"))  
train\_std\_data <- predict(std\_obj, train\_data)  
test\_std\_data <- predict(std\_obj, test\_data)

## ! stands for not in

## Values higher will be closer to 1 and values lower will be closer to 0

# Standardisation is done to reduce the scale of the data (rescale the data)

## Dummify the Data

* Use the dummyVars() function from caret to convert sex and age into dummy variables

dummy\_obj <- dummyVars( ~ . , train\_std\_data)  
train\_dummy\_data <- as.data.frame(predict(dummy\_obj, train\_std\_data))  
test\_dummy\_data <- as.data.frame(predict(dummy\_obj, test\_std\_data))

## Get the data into a compatible format

* The functions we will be using today from the glmnet package expect a matrix as an input and not our familiar formula structure, so we need to convert our dataframes into a matrix

x\_train <- as.matrix(train\_dummy\_data[, -1])  
y\_train <- as.matrix(train\_dummy\_data[, 1])  
x\_test <- as.matrix(test\_dummy\_data[, -1])  
y\_test <- as.matrix(test\_dummy\_data[, 1])

# Hyper-parameter Tuning

* Choose an optimal lambda value for the ridge and lasso regression models by using cross validation

# glmnet is one of the best and fastest tuning lib

## Choosing a lambda for Lasso Regression

* The alpha value is 1 for lasso regression

library(glmnet)

## Loading required package: Matrix

## Loaded glmnet 4.0-2

* The object returned form the call to cv.glmnet() function, contains the lambda values of importance
* The coefficients are accessible calling the coef() function on the cv\_lasso object

cv\_lasso <- cv.glmnet(x\_train, y\_train, alpha = 1, type.measure = "mse", nfolds = 4)  
plot(cv\_lasso)
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plot(cv\_lasso$glmnet.fit, xvar = "lambda", label = TRUE)
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print(cv\_lasso$glmnet.fit)

##   
## Call: glmnet(x = x\_train, y = y\_train, alpha = 1)   
##   
## Df %Dev Lambda  
## 1 0 0.00 2.81100  
## 2 1 2.17 2.56100  
## 3 2 4.97 2.33400  
## 4 2 8.32 2.12600  
## 5 2 11.10 1.93800  
## 6 2 13.41 1.76500  
## 7 3 15.92 1.60900  
## 8 3 18.23 1.46600  
## 9 3 20.14 1.33500  
## 10 3 21.73 1.21700  
## 11 3 23.05 1.10900  
## 12 4 24.14 1.01000  
## 13 4 25.05 0.92050  
## 14 4 25.80 0.83870  
## 15 4 26.43 0.76420  
## 16 4 26.95 0.69630  
## 17 4 27.38 0.63450  
## 18 4 27.74 0.57810  
## 19 4 28.04 0.52670  
## 20 4 28.28 0.48000  
## 21 4 28.49 0.43730  
## 22 4 28.66 0.39850  
## 23 4 28.80 0.36310  
## 24 4 28.92 0.33080  
## 25 4 29.02 0.30140  
## 26 4 29.10 0.27460  
## 27 4 29.16 0.25020  
## 28 4 29.22 0.22800  
## 29 4 29.27 0.20780  
## 30 4 29.30 0.18930  
## 31 4 29.34 0.17250  
## 32 4 29.36 0.15720  
## 33 5 29.39 0.14320  
## 34 5 29.41 0.13050  
## 35 5 29.43 0.11890  
## 36 5 29.45 0.10830  
## 37 5 29.46 0.09870  
## 38 5 29.47 0.08993  
## 39 5 29.48 0.08194  
## 40 5 29.49 0.07466  
## 41 5 29.50 0.06803  
## 42 5 29.50 0.06199  
## 43 5 29.51 0.05648  
## 44 5 29.51 0.05146  
## 45 5 29.51 0.04689  
## 46 5 29.52 0.04273  
## 47 5 29.52 0.03893  
## 48 5 29.52 0.03547  
## 49 5 29.52 0.03232  
## 50 5 29.52 0.02945  
## 51 5 29.52 0.02683  
## 52 5 29.52 0.02445  
## 53 5 29.52 0.02228  
## 54 5 29.52 0.02030  
## 55 5 29.53 0.01850  
## 56 5 29.53 0.01685  
## 57 5 29.53 0.01535  
## 58 5 29.53 0.01399

print(cv\_lasso$lambda.min)

## [1] 0.06803175

coef(cv\_lasso)

## 8 x 1 sparse Matrix of class "dgCMatrix"  
## 1  
## (Intercept) 1.640412e+01  
## education 1.812587e+00  
## age 2.153717e+00  
## sexFemale -1.766271e+00  
## sexMale 8.259089e-14  
## languageEnglish .   
## languageFrench .   
## languageOther .

## Choosing a lambda for Ridge Regression

* The alpha value is 0 for ridge regression

cv\_ridge <- cv.glmnet(x\_train, y\_train, alpha = 0, type.measure = "mse", nfolds = 4)  
plot(cv\_ridge)
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plot(cv\_ridge$glmnet.fit, xvar = "lambda", label = TRUE)

![](data:image/png;base64,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)

* We can access the lambda and the coefficients as we did before

print(cv\_ridge$lambda.min)

## [1] 0.281108

coef(cv\_ridge)

## 8 x 1 sparse Matrix of class "dgCMatrix"  
## 1  
## (Intercept) 15.46625297  
## education 1.89683861  
## age 2.13566648  
## sexFemale -1.44034175  
## sexMale 1.43636353  
## languageEnglish 0.08263341  
## languageFrench -0.38150197  
## languageOther 0.11172119

# Building The Final Model

* By using the optimal lambda values obtained above, we can build our ridge and lasso models

## Building the Final Lasso Regression Model

lasso\_model <- glmnet(x\_train, y\_train, lambda = cv\_lasso$lambda.min, alpha = 1)  
coef(lasso\_model)

## 8 x 1 sparse Matrix of class "dgCMatrix"  
## s0  
## (Intercept) 1.719687e+01  
## education 2.689314e+00  
## age 3.006946e+00  
## sexFemale -3.314947e+00  
## sexMale 2.811204e-13  
## languageEnglish .   
## languageFrench -3.176708e-01  
## languageOther .

* Use the model to predict on test data

preds\_lasso <- predict(lasso\_model, x\_test)

## Building the Final Ridge Regression Model

ridge\_model <- glmnet(x\_train, y\_train, lambda = cv\_ridge$lambda.min, alpha = 0)  
coef(ridge\_model)

## 8 x 1 sparse Matrix of class "dgCMatrix"  
## s0  
## (Intercept) 15.5071089  
## education 2.6575550  
## age 2.9648092  
## sexFemale -1.7573840  
## sexMale 1.6383518  
## languageEnglish 0.1050676  
## languageFrench -0.4659695  
## languageOther 0.1378338

* Use the model to predict on test data

preds\_ridge <- predict(ridge\_model, x\_test)

# Model Performance Evaluation

## Lasso Regression Model Metrics

library(DMwR)

## Loading required package: grid

## Registered S3 method overwritten by 'quantmod':  
## method from  
## as.zoo.data.frame zoo

regr.eval(trues = y\_test, preds = preds\_lasso)

## mae mse rmse mape   
## 4.920026 43.191036 6.571989 0.380545

## Ridge Regression Model Metrics

regr.eval(trues = y\_test, preds = preds\_ridge)

## mae mse rmse mape   
## 4.9280828 43.2711221 6.5780789 0.3814506