78. Subsets子集

给定一组不含重复元素的整数数组 nums，返回该数组所有可能的子集（幂集）。

【分析】把数组中所有的数分配一个状态，true表示这个数在子集中出现，false表示在子集中不出现，那么对于一个长度为n的数组，每个数字都有出现与不出现两种情况，所以共有2n中情况，那么我们把每种情况都转换出来就是子集了，用题目中[1 2 3]数组为例，数组共有8个子集，每个子集的序号的二进制表示，把是1的位对应原数组中的数字取出来就是一个子集，八种情况都取出来就是所有的子集了。

【CODE】class Solution {

public:

vector<vector<int> > subsets(vector<int> &S) {

vector<vector<int> > res;

sort(S.begin(), S.end());

int max = 1 << S.size();

for (int k = 0; k < max; ++k) {

vector<int> out = convertIntToSet(S, k);

res.push\_back(out);

}

return res;

}

vector<int> convertIntToSet(vector<int> &S, int k) {

vector<int> sub;

int idx = 0;

for (int i = k; i > 0; i >>= 1) {

if ((i & 1) == 1) {

sub.push\_back(S[idx]);

}

++idx;

}

return sub;

}

};

![](data:image/png;base64,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)【分析】递归的解法，相当于一种深度优先搜索，由于原集合每一个数字只有两种状态，要么存在，要么不存在，那么在构造子集时就有选择和不选择两种情况，所以可以构造一棵二叉树，左子树表示选择该层处理的节点，右子树表示不选择，最终的叶节点就是所有子集合，树的结构如图：

【CODE】class Solution {

public:

vector<vector<int> > subsets(vector<int> &S) {

vector<vector<int> > res;

vector<int> out;

sort(S.begin(), S.end());

getSubsets(S, 0, out, res);

return res;

}

void getSubsets(vector<int> &S, int pos, vector<int> &out, vector<vector<int> > &res) {

res.push\_back(out);

for (int i = pos; i < S.size(); ++i) {

out.push\_back(S[i]);

getSubsets(S, i + 1, out, res);

out.pop\_back();

}

}

};

137. Single Number II只出现一次的数字 II

给定一个非空整数数组，除了某个元素只出现一次以外，其余每个元素均出现了三次。找出那个只出现了一次的元素。

说明：你的算法应该具有线性时间复杂度。 你可以不使用额外空间来实现吗？

【分析】利用计算机按位储存数字的特性来做，这道题就是除了一个单独的数字之外，数组中其他的数字都出现了三次，那么还是要利用位操作 Bit Operation 来解此题。我们可以建立一个**32位的数字**，来统计每一位上1出现的个数，我们知道如果某一位上为1的话，那么如果该整数出现了三次，对3去余为0，我们把每个数的对应位都加起来对3取余，最终剩下来的那个数就是单独的数字。

*但是一定要这么来记录数字出现的次数吗？*我们把数组中数字的每一位累加起来对3取余，剩下的结果就是那个单独数组该位上的数字，由于我们累加的过程都要对3取余，那么每一位上累加的过程就是0->1->2->0，换成二进制的表示为00->01->10->00，那么我们可以写出对应关系：

00 (+) 1 = 01

01 (+) 1 = 10

10 (+) 1 = 00 ( mod 3)

那么我们用ab来表示开始的状态，对于加1操作后，得到的新状态的ab的算法如下：

b = b xor r & ~a;

a = a xor r & ~b;

我们这里的ab就是上面的三种状态00，01，10的十位和各位，刚开始的时候，a和b都是0，当此时遇到数字1的时候，b更新为1，a更新为0，就是01的状态；再次遇到1的时候，b更新为0，a更新为1，就是10的状态；再次遇到1的时候，b更新为0，a更新为0，就是00的状态，相当于重置了；最后的结果保存在b中。

【CODE】class Solution {

public:

int singleNumber(vector<int>& nums) {

int a = 0, b = 0;

for (int i = 0; i < nums.size(); ++i) {

b = (b ^ nums[i]) & ~a;

a = (a ^ nums[i]) & ~b;

}

return b;

}

};

260. Single Number III只出现一次的数字 III

给定一个整数数组 nums，其中恰好有两个元素只出现一次，其余所有元素均出现两次。 找出只出现一次的那两个元素。

注意： 你的算法应该具有线性时间复杂度。你能否仅使用常数空间复杂度来实现？

【分析】这道题其实是很巧妙的利用了Single Number 单独的数字的解法，因为那道解法是可以准确的找出只出现了一次的数字，但前提是其他数字必须出现两次才行。而这题有两个数字都只出现了一次，那么我们如果能想办法把原数组分为两个小数组，不相同的两个数字分别在两个小数组中，这样分别调用Single Number 单独的数字的解法就可以得到答案。那么如何实现呢，首先我们先把原数组全部异或起来，那么我们会得到一个数字，这个数字是两个不相同的数字异或的结果，我们取出其中任意一位为‘1’的位，为了方便起见，我们用 a &= -a 来取出最右端为‘1’的位，然后和原数组中的数字挨个相与，那么我们要求的两个不同的数字就被分到了两个小组中，分别将两个小组中的数字都异或起来，就可以得到最终结果。

【CODE】class Solution {

public:

vector<int> singleNumber(vector<int>& nums) {

int diff = accumulate(nums.begin(), nums.end(), 0, bit\_xor<int>());

diff &= -diff;

vector<int> res(2, 0);

for (auto &a : nums) {

if (a & diff) res[0] ^= a;

else res[1] ^= a;

}

return res;

}

};

187. Repeated DNA Sequences重复的DNA序列

所有 DNA 由一系列缩写为 A，C，G 和 T 的核苷酸组成，例如：“ACGAATTCCG”。在研究 DNA 时，识别 DNA 中的重复序列有时会对研究非常有帮助。

编写一个函数来查找 DNA 分子中所有出现超多一次的10个字母长的序列（子串）。

【分析】用两位来表示一个字符，00表示A，01表示C，10表示G，11表示T，那么总共需要20位就可以表示10个字符流。为了提取出后20位，我们还需要用个mask，取值为0x3ffff，用此mask可取出后18位，再向左平移2位即可。算法的思想是，当取出第十个字符时，将其存在哈希表里，和该字符串出现频率映射，之后每向左移2位替换一个字符，查找新字符串在哈希表里出现次数，如果之前刚好出现过一次，则将当前字符串存入返回值的数组并将其出现次数加一，如果从未出现过，则将其映射到1。为了能更清楚的阐述整个过程，我们用题目中给的例子来分析整个过程：

首先我们取出前九个字符AAAAACCCC，根据上面的分析，我们用2位来表示一个字符，所以这九个字符可以用二进制表示为000000000001010101，然后我们继续遍历字符串，下一个进来的是C，则当前字符为AAAAACCCCC，二进制表示为00000000000101010101，然后我们将其存入哈希表中，用二进制的好处是可以用一个int变量来表示任意十个字符序列，比起直接存入字符串大大的节省了内存空间，然后再读入下一个字符C，则此时字符串为AAAACCCCCA，我们还是存入其二进制的表示形式，以此类推，当某个序列之前已经出现过了，我们将其存入结果res中即可.

【CODE】class Solution {

public:

vector<string> findRepeatedDnaSequences(string s) {

unordered\_set<string> res;

unordered\_set<int> st;

unordered\_map<int, int> m{{'A', 0}, {'C', 1}, {'G', 2}, {'T', 3}};

int cur = 0, i = 0;

while (i < 9) cur = cur << 2 | m[s[i++]];

while (i < s.size()) {

cur = ((cur & 0x3ffff) << 2) | (m[s[i++]]);

if (st.count(cur)) res.insert(s.substr(i - 10, 10));

else st.insert(cur);

}

return vector<string>(res.begin(), res.end());

}

};

【分析】如果我们不需要考虑节省内存空间，那我们可以直接将10个字符组成字符串存入set中，那么也就不需要mask了。

【CODE】class Solution {

public:

vector<string> findRepeatedDnaSequences(string s) {

set<string> res, st;

for (int i = 0; i + 9 < s.size(); ++i) {

string t = s.substr(i, 10);

if (st.count(t)) res.insert(t);

else st.insert(t);

}

return vector<string>{res.begin(), res.end()};

}

};

338. Counting BitsBit位计数

给定一个非负整数 num。 对于范围 0 ≤ i ≤ num 中的每个数字 i ，计算其二进制数中的1的数目并将它们作为数组返回。

示例：比如给定 num = 5 ，应该返回 [0,1,1,2,1,2].

进阶：给出时间复杂度为O(n \* sizeof(integer)) 的解答非常容易。 但是你可以在线性时间O(n)内用一次遍历做到吗？

要求算法的空间复杂度为O(n)。

你能进一步完善解法吗？ 在c ++或任何其他语言中不使用任何内置函数（如c++里的 \_\_builtin\_popcount）来执行此操作。

【分析】列写二进制数，找出规律。可以找到一个规律是，从1开始，遇到偶数时，其1的个数和该偶数除以2得到的数字的1的个数相同，遇到奇数时，其1的个数等于该奇数除以2得到的数字的1的个数再加1。

【CODE】

class Solution {

public:

vector<int> countBits(int num) {

vector<int> res{0};

for (int i = 1; i <= num; ++i) {

if (i % 2 == 0) res.push\_back(res[i / 2]);

else res.push\_back(res[i / 2] + 1);

}

return res;

}

};
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【CODE】

class Solution {

public:

vector<int> countBits(int num) {

vector<int> res(num + 1, 0);

for (int i = 1; i <= num; ++i) {

res[i] = res[i & (i - 1)] + 1;

}

return res;

}

};

342. Power of Four 4的幂

给定一个整数 (32位有符整数型)，请写出一个函数来检验它是否是4的幂。

问题进阶：你能***不使用循环/递归***来解决这个问题吗？

【分析】判断一个数是否为4的次方数，那么最直接的方法就是不停的除以4，看最终结果是否为1。这就会利用到循环。

使用换底公式来做：

return num > 0 && int(log10(num) / log10(4)) - log10(num) / log10(4) == 0;

知道num & (num - 1)可以用来判断一个数是否为2的次方数，更进一步说，就是二进制表示下，只有最高位是1，那么由于是2的次方数，不一定是4的次方数，比如8，所以我们还要其他的限定条件，我们仔细观察可以发现，4的次方数的最高位的1都是计数位，那么我们只需与上一个数(0x55555555) <==> 1010101010101010101010101010101，如果得到的数还是其本身，则可以肯定其为4的次方数。

【CODE】class Solution {

public:

bool isPowerOfFour(int num) {

return num > 0 && !(num & (num - 1)) && (num & 0x55555555) == num;

}

};

【分析】或者我们在确定其是2的次方数了之后，发现只要是4的次方数，减1之后可以被3整除，所以可以写出代码。

【CODE】class Solution {

public:

bool isPowerOfFour(int num) {

return num > 0 && !(num & (num - 1)) && (num - 1) % 3 == 0;

}

};

371. Sum of Two Integers两整数之和

不使用运算符 + 和-，计算两整数a 、b之和。

【分析】用异或算不带进位的和，用与并左移1位来算进位，再把两者加起来即可。

【CODE】return b == 0 ? a : getSum(a ^ b, (a & b) << 1);

389. Find the Difference找不同

给定两个字符串 s 和 t，它们只包含小写字母。

字符串 t 由字符串 s 随机重排，然后在随机位置添加一个字母。

请找出在 t 中被添加的字母。

【分析】给我们两个字符串s和t，t是在s的任意一个地方加上了一个字符，让我们找出新加上的那个字符。首先第一反应的方法就是用哈希表来建立字符和个数之间的映射，如果在遍历t的时候某个映射值小于0了，那么返回该字符即可。

也可以使用位操作Bit Manipulation来做，利用异或的性质，相同位返回0，这样相同的字符都抵消了，剩下的就是后加的那个字符。

也可以直接用加和减，相同的字符一减一加也抵消了，剩下的就是后加的那个字符。

【CODE】

class Solution {

public:

char findTheDifference(string s, string t) {

char res = 0;

for (char c : s) res ^= c; // for (char c : s) res -= c;

for (char c : t) res ^= c; // for (char c : t) res += c;

return res;

}

};

【分析】利用了STL的accumulate函数，实际上是上面解法二的改写，一行就写完。

【知识点】STL的accumulate函数（#include <numeric>）

用来计算特定范围内（包括连续的部分和初始值）所有元素的和，除此之外，还可以用指定的二进制操作来计算特定范围内的元素结果。其头文件在numeric中。

accumulate原函数声明定义如下：

template<class InputIterator, class Type>

Type accumulate(

InputIterator \_First,

InputIterator \_Last,

Type \_Val

);

template<class InputIterator, class Type, class Fn2>

Type **accumulate**(

**InputIterator \_First**,

**InputIterator \_Last**,

**Type \_Val**,

**BinaryOperation \_Binary\_op**

);

参数说明：

|  |  |
| --- | --- |
| **\_First** | 指定范围内第一个迭代的值或者结合操作选项使用。 |
| **InputIterator \_Last** | 指定范围内最后一个迭代值或者结合操作项使用。 |
| **\_Val** | 要计算的初始值。 |
| **\_Binary\_op** | 运用于指定范围内所有元素和前面计算得到结果的参数。 |

【CODE】 return accumulate(**begin(s)**, **end(s += t)**, **0**, **bit\_xor<int>()**);

393. UTF-8 Validation UTF-8 编码验证

UTF-8 中的一个字符可能的长度为 1 到 4 字节，遵循以下的规则：

对于 1 字节的字符，字节的第一位设为0，后面7位为这个符号的unicode码。

对于 n 字节的字符 (n > 1)，第一个字节的前 n 位都设为1，第 n+1 位设为0，后面字节的前两位一律设为10。剩下的没有提及的二进制位，全部为这个符号的unicode码。
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给定一个表示数据的整数数组，返回它是否为有效的 utf-8 编码。

注意:输入是整数数组。只有每个整数的最低 8 个有效位用来存储数据。这意味着每个整数只表示 1 字节的数据。

【分析】UTF-8编码，这种互联网所采用的通用的编码格式的产生是为了解决ASCII只能表示英文字符的局限性，和统一Unicode的实现方式。摘自维基UTF-8编码：

对于UTF-8编码中的任意字节B，如果B的第一位为0，则B独立的表示一个字符(ASCII码)； (非ASCII字符)

如果B的第一位为1，第二位为0，则B为一个多字节字符中的一个字节；

如果B的前两位为1，第三位为0，则B为两个字节表示的字符中的第一个字节；

如果B的前三位为1，第四位为0，则B为三个字节表示的字符中的第一个字节；

如果B的前四位为1，第五位为0，则B为四个字节表示的字符中的第一个字节；

因此，对UTF-8编码中的任意字节，根据第一位，可判断是否为ASCII字符；根据前二位，可判断该字节是否为一个字符编码的第一个字节；根据前四位（如果前两位均为1），可确定该字节为字符编码的第一个字节，并且可判断对应的字符由几个字节表示；根据前五位（如果前四位为1），可判断编码是否有错误或数据传输过程中是否有错误。

那么根据上面的描述，我们可以先来判断第一位，如果是0的话，则说明是ASCII码，我们直接跳过，判断方法是只要比二进制数10000000小的数第一位肯定是0，然后我们来处理第一位是1的情况，由于第一位的1只是个标识符，后面连续跟的1的个数才是表示后面的字节的个数，我们可以统一从第一位开始连续1的个数，然后减去1就是后面的字节的个数，我想的办法是如果该数字大于等于128，则表示第一位是1，然后减去128，如果得到的数大于等于64，则表示第二位是1，依次类推就可以得到连续的个数，我们要注意10000000这个数是不合法的，遇到了直接返回false。我们得到了cnt的个数，只要验证后面的字节是否是以10开头的数即可，验证方法也很简单，只要这个数在10000000 ~ 10111111范围之间，则一定是10开头的。

【CODE】

class Solution {

public:

bool validUtf8(vector<int>& data) {

for (int i = 0; i < data.size(); ++i) {

if (data[i] < 0b10000000) {

continue;

} else {

int cnt = 0, val = data[i];

for (int j = 7; j >= 1; --j) {

if (val >= pow(2, j)) ++cnt;

else break;

val -= pow(2, j);

}

if (cnt == 1) return false;

for (int j = i + 1; j < i + cnt; ++j) {

if (data[j] > 0b10111111 || data[j] < 0b10000000) return false;

}

i += cnt - 1;

}

}

return true;

}

};

【分析】一种非常简洁的方法，也是要记连续1的个数，如果是标识字节，先将其向右平移五位，如果得到110，则说明后面跟了一个字节，否则向右平移四位，如果得到1110，则说明后面跟了两个字节，否则向右平移三位，如果得到11110，则说明后面跟了三个字节，否则向右平移七位，如果为1的话，说明是10000000这种情况，不能当标识字节，直接返回false。在非标识字节中，向右平移六位，如果得到的不是10，则说明不是以10开头的，直接返回false，否则cnt自减1，成功完成遍历返回true。

【CODE】

class Solution {

public:

bool validUtf8(vector<int>& data) {

int cnt = 0;

for (int d : data) {

if (cnt == 0) {

if ((d >> 5) == 0b110) cnt = 1;

else if ((d >> 4) == 0b1110) cnt = 2;

else if ((d >> 3) == 0b11110) cnt = 3;

else if (d >> 7) return false;

} else {

if ((d >> 6) != 0b10) return false;

--cnt;

}

}

return cnt == 0;

}

};

201. Bitwise AND of Numbers Range数字范围按位与

给定范围 [m, n]，其中 0 <= m <= n <= 2147483647，返回此范围内所有数字的按位与（包含 m, n 两端点）。

【分析】先从题目中给的例子来分析，[5, 7]里共有三个数字，分别写出它们的二进制为：101　　110　　111

相与后的结果为100，仔细观察我们可以得出，最后的数是该数字范围内所有的数的左边共同的部分，如果上面那个例子不太明显，我们再来看一个范围[26, 30]，它们的二进制如下：

11010　　11011　　11100　　11101　　11110

发现了规律后，我们只要写代码找到左边公共的部分即可，我们可以从建立一个32位都是1的mask，然后每次向左移一位，比较m和n是否相同，不同再继续左移一位，直至相同，然后把m和mask相与就是最终结果。

【CODE】class Solution {

public:

int rangeBitwiseAnd(int m, int n) {

int d = INT\_MAX;

while ((m & d) != (n & d)) {

d <<= 1;

}

return m & d;

}

};

【分析】另一种解法，不需要用mask，直接平移m和n，每次向右移一位，直到m和n相等，记录下所有平移的次数i，然后再把m左移i位即为最终结果。

【CODE】class Solution {

public:

int rangeBitwiseAnd(int m, int n) {

int i = 0;

while (m != n) {

m >>= 1;

n >>= 1;

++i;

}

return (m << i);

}

};

【分析】递归来做的，如果n大于m，那么就对m和n分别除以2，并且调用递归函数，对结果再乘以2，一定要乘回来，不然就不对了，就举一个最简单的例子，m = 10, n = 11，注意这里是二进制表示的，然后各自除以2，都变成了1，调用递归返回1，这时候要乘以2，才能变回10。

【CODE】class Solution {

public:

int rangeBitwiseAnd(int m, int n) {

return (n > m) ? (rangeBitwiseAnd(m / 2, n / 2) << 1) : m;

}

};

【分析】如果m小于n就进行循环，n与上n-1，举个简单的例子，110与上(110-1)，得到100，这不就相当于去掉最低位的1么，n就这样每次去掉最低位的1，如果小于等于m了，返回此时的n即可。

【CODE】

class Solution {

public:

int rangeBitwiseAnd(int m, int n) {

while (m < n) n &= (n - 1);

return n;

}

};

268. Missing Number缺失数字

给定一个包含 0, 1, 2, ..., n 中 n 个数的序列，找出 0 .. n 中没有出现在序列中的那个数。说明:你的算法应具有线性时间复杂度。你能否仅使用额外常数空间来实现?

【分析】使用位操作Bit Manipulation来解，用到了异或操作的特性。思路是既然0到n之间少了一个数，我们将这个少了一个数的数组合0到n之间完整的数组异或一下，那么相同的数字都变为0了，剩下的就是少了的那个数字了。

【CODE】class Solution {

public:

int missingNumber(vector<int>& nums) {

int res = 0;

for (int i = 0; i < nums.size(); ++i) {

res ^= (i + 1) ^ nums[i];

}

return res;

}

};

318. Maximum Product of Word Lengths最大单词长度乘积

给定一个字符串数组 words，找到 length(word[i]) \* length(word[j]) 的最大值，并且这两个单词不含有公共字母。你可以认为每个单词只包含小写字母。如果不存在这样的两个单词，返回 0。

|  |
| --- |
| 输入: ["abcw","baz","foo","bar","xtfn","abcdef"]  输出: 16  解释: 这两个单词为 "abcw", "xtfn"。 |
| 输入: ["a","ab","abc","d","cd","bcd","abcd"]  输出: 4  解释: 这两个单词为 "ab", "cd"。 |
| 输入: ["a","aa","aaa","aaaa"]  输出: 0  解释: 不存在这样的两个单词。 |

【分析】给我们了一个单词数组，让我们求两个没有相同字母的单词的长度之积的最大值。我开始想的方法是每两个单词先比较，如果没有相同字母，则计算其长度之积，然后每次更新结果就能找到最大值。但是开始想的两个单词比较的方法是利用哈希表先将一个单词的所有出现的字母存入哈希表，然后检查另一个单词的各个字母是否在哈希表出现过，若都没出现过，则说明两个单词没有相同字母，则计算两个单词长度之积并更新结果。但是这种判断方法无法通过OJ的***大数据集***，大神们的解法，都是用了mask，因为题目中说都是**小写字母，那么只有26位，一个整型数int有32位，我们可以用后26位来对应26个字母，若为1，说明该对应位置的字母出现过，那么每个单词的都可由一个int数字表示**，**两个单词没有共同字母的条件是这两个int数想与为0**，用这个判断方法可以通过OJ。

【CODE】class Solution {

public:

int maxProduct(vector<string>& words) {

int res = 0;

vector<int> mask(words.size(), 0);

for (int i = 0; i < words.size(); ++i) {

for (char c : words[i]) {

mask[i] |= 1 << (c - 'a');

}

for (int j = 0; j < i; ++j) {

if (!(mask[i] & mask[j])) {

res = max(res, int(words[i].size() \* words[j].size()));

}

}

}

return res;

}

};

【分析】还有一种写法，借助哈希表，映射每个mask的值和其单词的长度，每算出一个单词的mask，遍历哈希表里的值，如果和其中的mask值相与为0，则将当前单词的长度和哈希表中存的单词长度相乘并更新结果。

【CODE】

class Solution {

public:

int maxProduct(vector<string>& words) {

int res = 0;

unordered\_map<int, int> m;

for (string word : words) {

int mask = 0;

for (char c : word) {

mask |= 1 << (c - 'a');

}

m[mask] = max(m[mask], int(word.size()));

for (auto a : m) {

if (!(mask & a.first)) {

res = max(res, (int)word.size() \* a.second);

}

}

}

return res;

}

};

397. Integer Replacement整数替换

给定一个正整数 n，你可以做如下操作：

1. 如果 n 是偶数，则用 n / 2替换 n。

2. 如果 n 是奇数，则可以用 n + 1或n - 1替换 n。

n 变为 1 所需的最小替换次数是多少？

【分析】看道题的要求，就会感觉用递归很合适，我们直接按照规则写出递归即可，注意由于有n+1的操作，所以当n为INT\_MAX的时候，就有可能**溢出**，所以我们可以先将n转为长整型，然后再进行运算。

【CODE】

class Solution {

public:

int integerReplacement(int n) {

if (n == 1) return 0;

if (n % 2 == 0) return 1 + integerReplacement(n / 2);

else {

long long t = n;

return 2 + min(integerReplacement((t + 1) / 2), integerReplacement((t - 1) / 2));

}

}

};

【分析】也可以使用迭代的解法，那么这里就有小技巧了，当n为奇数的时候，我们什么时候应该加1，什么时候应该减1呢，通过观察来说，除了3和7以外，所有加1就变成4的倍数的奇数，适合加1运算，比如15:

15 -> 16 -> 8 -> 4 -> 2 -> 1

15 -> 14 -> 7 -> 6 -> 3 -> 2 -> 1

对于7来说，加1和减1的结果相同，我们可以不用管，对于3来说，减1的步骤小，所以我们需要去掉这种情况。那么我们如何知道某个数字加1后是否是4的倍数呢，我们可以用个小技巧，由于我们之前判定其是奇数了，那么最右边一位肯定是1，如果其右边第二位也是1的话，那么进行加1运算，进位后右边肯定会出现两个0，则一定是4的倍数，搞定。如果之前判定是偶数，那么除以2即可。

【CODE】

class Solution {

public:

int integerReplacement(int n) {

long long t = n;

int cnt = 0;

while (t > 1) {

++cnt;

if (t & 1) {

if ((t & 2) && (t != 3)) ++t;

else --t;

} else {

t >>= 1;
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}

return cnt;

}

};

401. Binary Watch二进制手表

二进制手表顶部有 4 个 LED 代表小时（0-11），底部的 6 个 LED 代表分钟（0-59）。

每个 LED 代表一个 0 或 1，最低位在右侧。（上图二进制手表读取 “3:25”）

给定一个非负整数 n 代表当前 LED 亮着的数量，返回所有可能的时间。

输入: n = 1

返回: ["1:00", "2:00", "4:00", "8:00", "0:01", "0:02", "0:04", "0:08", "0:16", "0:32"]

注意事项：输出的顺序没有要求。

小时不会以零开头，比如 “01:00” 是不允许的，应为 “1:00”。

分钟必须由两位数组成，可能以零开头，比如 “10:2” 是无效的，应为 “10:02”。

【分析】第一种是遍历，用到的是bitset这个C++ STL模板。

按照数值上分析，最多只有12×60=720种组合，所以只要遍历这720种组合，通过bitset的count函数判断各个组合的1的个数是否等于num，是则添加对应的时间字符串到结果数组中，最后返回结果数组即可。

【CODE】

class Solution {

public:

vector<string> readBinaryWatch(int num) {

vector<string> times;

for (int i = 0; i < 12; i++) {

bitset<4> h((size\_t) i);

for (int j = 0; j < 60; j++) {

bitset<6> m((size\_t) j);

if (h.count() + m.count() == num)

times.push\_back(to\_string(i) + (j < 10? ":0": ":") + to\_string(j));

}

}

return times;

}

};

【分析】除了按数值，也可以从二进制表示上遍历，由于小时有4位，分钟有6位，所以总共10位就可以表示所有的情况，最大的数值是0x2FF (1011 | 111111)，所以遍历从0到0x2FF之间的数值，判断1的个数是否等于num，是则截取出小时和分钟，并拼接成字符串添加到结果数组。

【CODE】class Solution {

public:

vector<string> readBinaryWatch(int num) {

vector<string> times;

if (num < 0 || num > 8)

return times;

for (int i = 0; i < 0x2FF; i++) {

if (bitset<10>(i).count() == num)

add(i, times);

}

return times;

}

void add(int i, vector<string>& t) {

string s;

int m = i & 0x3F;

if (m > 59)

return;

int h = i >> 6 & 0xF;

if (h > 11)

return;

t.push\_back(to\_string(h) + (m < 10? ":0" : ":") + to\_string(m));

}

};

405. Convert a Number to Hexadecimal数字转换为十六进制数

给定一个整数，编写一个算法将这个数转换为十六进制数。对于负整数，我们通常使用 ***补码运算*** 方法。

注意:十六进制中所有字母(a-f)都必须是小写。

十六进制字符串中不能包含多余的前导零。如果要转化的数为0，那么以单个字符'0'来表示；对于其他情况，十六进制字符串中的第一个字符将不会是0字符。

给定的数确保在32位有符号整数范围内。

**不能使用任何由库提供的将数字直接转换或格式化为十六进制的方法。**

【分析】采取位操作的思路，每次取出最右边四位，如果其大于等于10，找到对应的字母加入结果，反之则将对应的数字加入结果，然后num像右平移四位，循环停止的条件是num为0，或者是已经循环了7次。

【CODE】class Solution {

public:

string toHex(int num) {

string res = "";

for (int i = 0; num && i < 8; ++i) {

int t = num & 0xf;

if (t >= 10) res = char('a' + t - 10) + res;

else res = char('0' + t) + res;

num >>= 4;

}

/\* string res = "", str = "0123456789abcdef";

\* int cnt = 0;

\* while (num != 0 && cnt++ < 8) {

\* res = str[(num & 0xf)] + res;

\* num >>= 4;

}\*/

return res.empty() ? "0" : res;

}

};

【分析】把要转换的十六进制的数字字母都放在一个字符串中，按位置直接取亦可。

421. Maximum XOR of Two Numbers in an Array数组中两个数的最大异或值

给定一个非空数组，数组中元素为 a0, a1, a2, … , an-1，其中 0 ≤ ai < 231 。

找到 ai 和aj 最大的异或 (XOR) 运算结果，其中0 ≤ i, j < n 。

你能在O(n)的时间解决这个问题吗？

【分析】这道题是一道典型的位操作Bit Manipulation的题目，开始以为异或值最大的两个数一定包括数组的最大值，但是OJ给了另一个例子{10,23,20,18,28}，这个数组的异或最大值是10和20异或，得到30。那么只能另辟蹊径，正确的做法是按位遍历，题目中给定了数字的返回不会超过231,那么最多只能有32位，我们用一个从左往右的mask，用来提取数字的前缀，然后将其都存入HashSet中，我们用一个变量t，用来验证当前位为1再或上之前结果res，看结果和HashSet中的前缀异或之后在不在HashSet中，这里用到了一个性质，若a^b=c，那么a=b^c，因为t是我们要验证的当前最大值，所以我们遍历HashSet中的数时，和t异或后的结果仍在HashSet中，说明两个前缀可以异或出t的值，所以我们更新res为t，继续遍历，如果上述讲解不容易理解，那么建议自己带个例子一步一步试试，并把每次循环中HashSet中所有的数字都打印出来，基本应该就能理解

3 10 5 25 2 8

11 1010 101 11001 10 1000

我们观察这些数字最大的为25，其二进制最高位在 i=4 时为1，那么我们的循环[31, 5]之间是取不到任何数字的，所以不会对结果res有任何影响。

当 i=4 时，我们此时mask为前28位为‘1’的二进制数，跟除25以外的任何数相‘与’，都会得到0。 然后跟25的二进制数10101相‘与’，得到二进制数10000，存入HashSet中，那么此时HashSet中就有0和16两个数字。此时我们的t为结果res（此时为0）‘或’上二进制数10000，得到二进制数10000。然后我们遍历HashSet，由于HashSet是无序的，所以我们会取出0和16中的其中一个，如果prefix取出的是0，那么t=16‘异或’上0，还等于16，而16是在HashSet中存在的，所以此时结果res更新为16，然后break掉遍历HashSet的循环。实际上prefix先取16的话也一样，那么t=16‘异或’上16，等于0，而0是在HashSet中存在的，所以此时结果res更新为16，然后break掉遍历HashSet的循环。

3 10 5 25 2 8

11 1010 101 11001 10 1000

当 i=3 时，我们此时mask为前29位为‘1’的二进制数，如上所示，跟数字3，5，2中任何一个相‘与’，都会得到0。然后跟10的二进制数1010，或跟8的二进制数1000相‘与’，都会得到二进制数1000，即8。跟25的二进制数11001相‘与’，会得到二进数11000，即24，存入HashSet中，那么此时HashSet中就有0，8，和24三个数字。此时我们的t为结果res（此时为16）‘或’上二进制数1000，得到二进制数11000，即24。此时遍历HashSet中的数，当prefix取出0，那么t=24‘异或’上0，还等于24，而24是在HashSet中存在的，所以此时结果res更新为24，然后break掉遍历HashSet的循环。大家可以尝试其他的数，当prefix取出24，其实也可以更新结果res为24的。但是8就不行啦，因为HashSet中没有16。不过无所谓了，我们只要有一个能更新结果res就可以了。

3 10 5 25 2 8

11 1010 101 11001 10 1000

当 i=2 时，我们此时mask为前30位为‘1’的二进制数，如上所示，跟3的二进制数11相‘与’，会得到二进制数0，即0。然后跟10的二进制数1010相‘与’，会得到二进制数1000，即8。然后跟5的二进制数101相‘与’，会得到二进制数100，即4。然后跟25的二进制数11001相‘与’，会得到二进制数11000，即24。跟数字2和8相‘与’，分别会得到0和8，跟前面重复了。所以最终HashSet中就有0，4，8，和24这四个数字。此时我们的t为结果res（此时为24）‘或’上二进制数100，得到二进制数11100，即28。那么就要验证结果res能否取到28。我们遍历HashSet，当prefix取出0，那么t=28‘异或’上0，还等于28，但是HashSet中没有28，所以不行。当prefix取出4，那么t=28‘异或’上二进制数100，等于24，在HashSet中存在，Bingo！结果res更新为28。其他的数可以不用试了。

3 10 5 25 2 8

11 1010 101 11001 10 1000

当 i=1 时，我们此时mask为前31位为‘1’的二进制数，如上所示，每个数与mask相‘与’后，我们HashSet中会有2，4，8，10，24这五个数。此时我们的t为结果res（此时为28）‘或’上二进制数10，得到二进制数11110，即30。那么就要验证结果res能否取到30。我们遍历HashSet，当prefix取出2，那么t=30‘异或’上2，等于28，但是HashSet中没有28，所以不行。当prefix取出4，那么t=30‘异或’上4，等于26，但是HashSet中没有26，所以不行。当prefix取出8，那么t=30‘异或’上8，等于22，但是HashSet中没有22，所以不行。当prefix取出10，那么t=30‘异或’上10，等于20，但是HashSet中没有20，所以不行。当prefix取出24，那么t=30‘异或’上24，等于6，但是HashSet中没有6，所以不行。遍历完了HashSet所有的数，结果res没有被更新，还是28。

3 10 5 25 2 8

11 1010 101 11001 10 1000

当 i=0 时，我们此时mask为前32位为‘1’的二进制数，如上所示，每个数与mask相‘与’后，我们HashSet中会有2，3，5，8，10，25这六个数。此时我们的t为结果res（此时为28）‘或’上二进制数1，得到二进制数11101，即29。那么就要验证结果res能否取到29。取出HashSet中每一个数字来验证，跟上面的验证方法相同，这里博主偷懒就不写了，最终可以发现，结果res无法被更新，还是28，所以最终的结果就是28。

综上所述，我们来分析一下这道题的核心。我们希望用二进制来拼出结果的数，最终结果28的二进制数为11100，里面有三个‘1’，我们来找一下都是谁贡献了这三个‘1’？在 i=4 时，数字25贡献了最高位的‘1’，在 i=3 时，数字25贡献了次高位的‘1’，在 i=2 时，数字5贡献了第三位的‘1’。而一旦某个数贡献了‘1’，那么之后在需要贡献‘1’的时候，此数就可以再继续贡献‘1’。而一旦有两个数贡献了‘1’后，那么之后的‘1’就基本上只跟这两个数有关了，其他数字有‘1’也贡献不出来。验证方法里使用了前面提到的性质，a ^ b = t，如果t是所求结果话，我们可以先假定一个t，然后验证，如果a ^ t = b成立，说明该t可以通过a和b‘异或’得到。

【CODE】class Solution {

public:

int findMaximumXOR(vector<int>& nums) {

int res = 0, mask = 0;

for (int i = 31; i >= 0; --i) {

mask |= (1 << i);

unordered\_set<int> s;

for (int num : nums) {

s.insert(num & mask);

}

int t = res | (1 << i);

for (int prefix : s) {

if (s.count(t ^ prefix)) {

res = t;

break;

}

}

}

return res;

}

};

461. Hamming Distance汉明距离

两个整数之间的汉明距离指的是这两个数字对应二进制位不同的位置的数目。

给出两个整数 x 和 y，计算它们之间的汉明距离。注意：0 ≤ x, y < 231.

【分析】两个数字之间的汉明距离就是其二进制数对应位不同的个数，那么最直接了当的做法就是按位分别取出两个数对应位上的数并异或，我们知道异或的性质上相同的为0，不同的为1，我们只要把为1的情况累加起来就是汉明距离。

【CODE】class Solution {

public:

int hammingDistance(int x, int y) {

int res = 0;

for (int i = 0; i < 32; ++i) {

if ((x & (1 << i)) ^ (y & (1 << i))) {

++res;

}

}

return res;

}

};

【分析】对上面的代码进行优化，我们可以一开始直接将两个数字异或起来，然后我们遍历异或结果的每一位，统计为1的个数，也能达到同样的效果。

【CODE】

class Solution {

public:

int hammingDistance(int x, int y) {

int res = 0, exc = x ^ y;

for (int i = 0; i < 32; ++i) {

res += (exc >> i) & 1;

}

/\*while (exc) {

\* ++res;

\* exc &= (exc - 1);

}\*/

return res;

}

};

【分析】上面的遍历每一位的方法并不高效，还可以进一步优化，假如数为num, num & (num - 1)可以快速地移除最右边的bit 1， 一直循环到num为0, 总的循环数就是num中bit 1的个数。

【分析】递归的写法，非常的简洁，递归终止的条件是当两个数异或为0时，表明此时两个数完全相同，我们返回0，否则我们返回异或和对2取余加上对x/2和y/2调用递归的结果。异或和对2取余相当于检查最低位是否相同，而对x/2和y/2调用递归相当于将x和y分别向右移动一位，这样每一位都可以比较到，也能得到正确结果。

【CODE】

class Solution {

public:

int hammingDistance(int x, int y) {

if ((x ^ y) == 0) return 0;

return (x ^ y) % 2 + hammingDistance(x / 2, y / 2);

}

};

477. Total Hamming Distance汉明距离总和

两个整数的 汉明距离 指的是这两个数字的二进制数对应位不同的数量。

计算一个数组中，任意两个数之间汉明距离的总和。

【分析】需要用异或来求每个位上的情况，那么我们需要来找出某种规律来，比如我们看下面这个例子，4，14，2和1：

4: 0 1 0 0

14: 1 1 1 0

2: 0 0 1 0

1: 0 0 0 1

我们先看最后一列，有三个0和一个1，那么它们之间相互的汉明距离就是3，即1和其他三个0分别的距离累加，然后在看第三列，累加汉明距离为4，因为每个1都会跟两个0产生两个汉明距离，同理第二列也是4，第一列是3。我们仔细观察累计汉明距离和0跟1的个数，我们可以发现其实就是0的个数乘以1的个数，发现了这个重要的规律，那么整道题就迎刃而解了，只要统计出每一位的1的个数即可。

【CODE】

class Solution {

public:

int totalHammingDistance(vector<int>& nums) {

int res = 0, n = nums.size();

for (int i = 0; i < 32; ++i) {

int cnt = 0;

for (int num : nums) {

if (num & (1 << i)) ++cnt;

}

res += cnt \* (n - cnt);

}

return res;

}

};

476. Number Complement数字的补数

给定一个正整数，输出它的补数。补数是对该数的二进制表示取反。

注意:给定的整数保证在32位带符号整数的范围内。

你可以假定二进制数不包含前导零位。

输入: 5 输出: 2

解释: 5的二进制表示为101（没有前导零位），其补数为010。所以你需要输出2。

输入: 1 输出: 0

解释: 1的二进制表示为1（没有前导零位），其补数为0。所以你需要输出0。

【分析】位操作里面的取反符号～本身就可以翻转位，但是如果直接对num取反的话就是每一位都翻转了，而最高位1之前的0是不能翻转的，所以我们只要用一个mask来标记最高位1前面的所有0的位置，然后对mask取反后，与上对num取反的结果即可。

【CODE】

class Solution {

public:

int findComplement(int num) {

int mask = INT\_MAX;

while (mask & num) mask <<= 1;

return ~mask & ~num;

}

};

【分析】迭代的写法，一行搞定，思路就是每次都右移一位，并根据最低位的值先进行翻转，如果当前值小于等于1了，就不用再调用递归函数。

【CODE】

class Solution {

public:

int findComplement(int num) {

return (1 - num % 2) + 2 \* (num <= 1 ? 0 : findComplement(num / 2));

}

};

693. Binary Number with Alternating Bits交替位二进制数

给定一个正整数，检查他是否为交替位二进制数：换句话说，就是他的二进制数相邻的两个位数永不相等。

【分析】利用了0和1的交替的特性，进行错位相加，从而组成全1的二进制数，然后再用一个检测全1的二进制数的trick，就是‘与’上加1后的数，因为全1的二进制数加1，就会进一位，并且除了最高位，其余位都是0，跟原数相‘与’就会得0，所以我们可以这样判断。比如n是10101，那么n>>1就是1010，二者相加就是11111，再加1就是100000，二者相‘与’就是0。

【CODE】

class Solution {

public:

bool hasAlternatingBits(int n) {

return ((n + (n >> 1) + 1) & (n + (n >> 1))) == 0;

}

};

【分析】将n右移两位，再和原来的n亦或，得到的新n其实就是除了最高位，其余都是0的数，然后再和自身减1的数相‘与’，如果是0就返回true，反之false。比如n是10101，那么n/4是101，二者相‘亦或’，得到10000，此时再减1，为1111，二者相‘与’得0。

【CODE】

class Solution {

public:

bool hasAlternatingBits(int n) {

return ((n ^= n / 4) & (n - 1)) == 0;

}

};

762. Prime Number of Set Bits in Binary Representation二进制表示中质数个计算置位

给定两个整数 L 和 R ，找到闭区间 [L, R] 范围内，计算置位位数为质数的整数个数。（注意，计算置位代表二进制表示中1的个数。例如 21 的二进制表示 10101 有 3 个计算置位。还有，1 不是质数。）

|  |  |
| --- | --- |
| 输入: L = 6, R = 10  输出: 4  解释:  6 -> 110 (2 个计算置位，2 是质数)  7 -> 111 (3 个计算置位，3 是质数)  9 -> 1001 (2 个计算置位，2 是质数)  10-> 1010 (2 个计算置位，2 是质数) | 输入: L = 10, R = 15  输出: 5  解释:  10 -> 1010 (2 个计算置位, 2 是质数)  11 -> 1011 (3 个计算置位, 3 是质数)  12 -> 1100 (2 个计算置位, 2 是质数)  13 -> 1101 (3 个计算置位, 3 是质数)  14 -> 1110 (3 个计算置位, 3 是质数)  15 -> 1111 (4 个计算置位, 4 不是质数) |

【分析】C++的内置函数\_\_builtin\_popcount来快速的求出非零位的个数cnt，然后又利用到了20以内的数，只要不能被2和3的一定是质数，又可以快速判断了质数。

【CODE】

class Solution {

public:

int countPrimeSetBits(int L, int R) {

int res = 0;

for (int i = L; i <= R; ++i) {

int cnt = \_\_builtin\_popcount(i);

res += cnt < 4 ? cnt > 1 : (cnt % 2 && cnt % 3);

}

return res;

}

};