# 数组Array

## 4. Median of Two Sorted Arrays 两个排序数组的中位数

给定两个大小为 m 和 n 的有序数组 nums1 和 nums2 。

请找出这两个有序数组的中位数。要求算法的时间复杂度为 O(log (m+n)) 。

【知识点】二分查找法，二分搜索法

【分析】限制了时间复杂度为O(log (m+n))，看到这个时间复杂度，自然的想到了应该使用二分查找法来求解。但是这道题难在要在两个未合并的有序数组之间使用二分法，这里我们需要定义一个函数来找到第K个元素，由于两个数组长度之和的奇偶不确定，因此需要分情况来讨论，对于奇数的情况，直接找到最中间的数即可，偶数的话需要求最中间两个数的平均值。下面重点来看如何实现找到第K个元素，首先我们需要让数组1的长度小于或等于数组2的长度，那么我们只需判断如果数组1的长度大于数组2的长度的话，交换两个数组即可，然后我们要判断小的数组是否为空，为空的话，直接在另一个数组找第K个即可。还有一种情况是当K=1时，表示我们要找第一个元素，只要比较两个数组的第一个元素，返回较小的即可。

【CODE】

class Solution {

public:

double findMedianSortedArrays(vector<int>& nums1, vector<int>& nums2) {

int m = nums1.size(), n = nums2.size();

return (findKth(nums1, nums2, (m + n + 1) / 2) + findKth(nums1, nums2, (m + n + 2) / 2)) / 2.0;

}

int findKth(vector<int> nums1, vector<int> nums2, int k) {

int m = nums1.size(), n = nums2.size();

if (m > n) return findKth(nums2, nums1, k);

if (m == 0) return nums2[k - 1];

if (k == 1) return min(nums1[0], nums2[0]);

int i = min(m, k / 2), j = min(n, k / 2);

if (nums1[i - 1] > nums2[j - 1]) {

return findKth(nums1, vector<int>(nums2.begin() + j, nums2.end()), k - j);

} else {

return findKth(vector<int>(nums1.begin() + i, nums1.end()), nums2, k - i);

}

return 0;

}

};

【CODE】

class Solution {

public:

double findMedianSortedArrays(vector<int>& nums1, vector<int>& nums2) {

int m = nums1.size(), n = nums2.size();

if (m < n) return findMedianSortedArrays(nums2, nums1);

if (n == 0) return ((double)nums1[(m - 1) / 2] + (double)nums1[m / 2]) / 2.0;

int left = 0, right = n \* 2;

while (left <= right) {

int mid2 = (left + right) / 2;

int mid1 = m + n - mid2;

double L1 = mid1 == 0 ? INT\_MIN : nums1[(mid1 - 1) / 2];

double L2 = mid2 == 0 ? INT\_MIN : nums2[(mid2 - 1) / 2];

double R1 = mid1 == m \* 2 ? INT\_MAX : nums1[mid1 / 2];

double R2 = mid2 == n \* 2 ? INT\_MAX : nums2[mid2 / 2];

if (L1 > R2) left = mid2 + 1;

else if (L2 > R1) right = mid2 - 1;

else return (max(L1, L2) + min(R1, R2)) / 2;

}

return -1;

}

};

## 11. Container With Most Water盛最多水的容器

给定 n 个非负整数 a1，a2，...，an，每个数代表坐标中的一个点 (i, ai) 。画 n 条垂直线，使得垂直线 i 的两个端点分别为 (i, ai) 和 (i, 0)。找出其中的两条线，使得它们与 x 轴共同构成的容器可以容纳最多的水。

注意：你不能倾斜容器，n 至少是2。

【分析】定义i和j两个指针分别指向数组的左右两端，然后两个指针向中间搜索，每移动一次算一个值和结果比较取较大的，容器装水量的算法是找出左右两个边缘中较小的那个乘以两边缘的距离。对于相同的高度们直接移动i和j就行了，不再进行计算容量了。

【CODE】

class Solution {

public:

int maxArea(vector<int>& height) {

int res = 0, i = 0, j = height.size() - 1;

while (i < j) {

int h = min(height[i], height[j]);

res = max(res, h \* (j - i));

while (i < j && h == height[i]) ++i;

while (i < j && h == height[j]) --j;

}

return res;

}

};

## 15. 3Sum三数之和

给定一个包含 n 个整数的数组 nums，判断 nums 中是否存在三个元素 a，b，c ，使得 a + b + c = 0 ？找出所有满足条件且不重复的三元组。

注意：答案中不可以包含重复的三元组。

【分析】要我们找出三个数且和为0，那么除了三个数全是0的情况之外，肯定会有负数和正数，我们还是要先fix一个数，然后去找另外两个数，我们只要找到两个数且和为第一个fix数的相反数就行了，既然另外两个数不能使用Two Sum的那种解法来找，如果能更有效的定位呢？我们肯定不希望遍历所有两个数的组合吧，所以如果数组是有序的，那么我们就可以用双指针以线性时间复杂度来遍历所有满足题意的两个数组合。

我们对原数组进行排序，然后开始遍历排序后的数组，这里注意不是遍历到最后一个停止，而是到倒数第三个就可以了。这里我们可以先做个剪枝优化，就是当遍历到正数的时候就break，为什么，因为我们的数组现在是有序的了，如果第一个要fix的数就是正数了，那么后面的数字就都是正数，就永远不会出现和为0的情况了。然后我们还要加上重复就跳过的处理，处理方法是从第二个数开始，如果和前面的数字相等，就跳过，因为我们不想把相同的数字fix两次。对于遍历到的数，用0减去这个fix的数得到一个target，然后只需要再之后找到两个数之和等于target即可。我们用两个指针分别指向fix数字之后开始的数组首尾两个数，如果两个数和正好为target，则将这两个数和fix的数一起存入结果中。然后就是跳过重复数字的步骤了，两个指针都需要检测重复数字。如果两数之和小于target，则我们将左边那个指针i右移一位，使得指向的数字增大一些。同理，如果两数之和大于target，则我们将右边那个指针j左移一位，使得指向的数字减小一些。

【CODE】

class Solution {

public:

vector<vector<int>> threeSum(vector<int>& nums) {

vector<vector<int>> res;

sort(nums.begin(), nums.end());

for (int k = 0; k < nums.size(); ++k) {

if (nums[k] > 0) break;

if (k > 0 && nums[k] == nums[k - 1]) continue;

int target = 0 - nums[k];

int i = k + 1, j = nums.size() - 1;

while (i < j) {

if (nums[i] + nums[j] == target) {

res.push\_back({nums[k], nums[i], nums[j]});

while (i < j && nums[i] == nums[i + 1]) ++i;

while (i < j && nums[j] == nums[j - 1]) --j;

++i; --j;

} else if (nums[i] + nums[j] < target) ++i;

else --j;

}

}

return res;

}

};

## 16. 3Sum Closest最接近的三数之和

给定一个包括 n 个整数的数组 nums 和 一个目标值 target。找出 nums 中的三个整数，使得它们的和与 target 最接近。返回这三个数的和。假定每组输入只存在唯一答案。

例如，给定数组 nums = [-1，2，1，-4], 和 target = 1.

与 target 最接近的三个数的和为 2. (-1 + 2 + 1 = 2).

【分析】那么这道题让我们返回这个最接近于给定值的值，即我们要保证当前三数和跟给定值之间的差的绝对值最小，所以我们需要定义一个变量diff用来记录差的绝对值，然后我们还是要先将数组排个序，然后开始遍历数组，思路跟那道三数之和很相似，都是先确定一个数，然后用两个指针left和right来滑动寻找另外两个数，每确定两个数，我们求出此三数之和，然后算和给定值的差的绝对值存在newDiff中，然后和diff比较并更新diff和结果closest即可。

【CODE】

class Solution {

public:

int threeSumClosest(vector<int>& nums, int target) {

int closest = nums[0] + nums[1] + nums[2];

int diff = abs(closest - target);

sort(nums.begin(), nums.end());

for (int i = 0; i < nums.size() - 2; ++i) {

int left = i + 1, right = nums.size() - 1;

while (left < right) {

int sum = nums[i] + nums[left] + nums[right];

int newDiff = abs(sum - target);

if (diff > newDiff) {

diff = newDiff;

closest = sum;

}

if (sum < target) ++left;

else --right;

}

}

return closest;

}

};

## 18. 4Sum四数之和

给定一个包含 n 个整数的数组 nums 和一个目标值 target，判断 nums 中是否存在四个元素 a，b，c 和 d ，使得 a + b + c + d 的值与 target 相等？找出所有满足条件且不重复的四元组。

注意：答案中不可以包含重复的四元组。

【分析】为了避免重复项，我们使用了STL中的set，其特点是不能有重复，如果新加入的数在set中原本就存在的话，插入操作就会失败，这样能很好的避免的重复项的存在。此题的O(n^3)解法的思路跟3Sum 三数之和基本没啥区别，就是多加了一层for循环，其他的都一样。

【CODE】

class Solution {

public:

vector<vector<int>> fourSum(vector<int> &nums, int target) {

set<vector<int>> res;

sort(nums.begin(), nums.end());

for (int i = 0; i < int(nums.size() - 3); ++i) {

for (int j = i + 1; j < int(nums.size() - 2); ++j) {

if (j > i + 1 && nums[j] == nums[j - 1]) continue;

int left = j + 1, right = nums.size() - 1;

while (left < right) {

int sum = nums[i] + nums[j] + nums[left] + nums[right];

if (sum == target) {

vector<int> out{nums[i], nums[j], nums[left], nums[right]};

res.insert(out);

++left; --right;

} else if (sum < target) ++left;

else --right;

}

}

}

return vector<vector<int>>(res.begin(), res.end());

}

};

## 31. Next Permutation下一个排列

实现获取下一个排列的函数，算法需要将给定数字序列重新排列成字典序中下一个更大的排列。

如果不存在下一个更大的排列，则将数字重新排列成最小的排列（即升序排列）。

必须原地修改，只允许使用额外常数空间。

以下是一些例子，输入位于左侧列，其相应输出位于右侧列。

1,2,3 → 1,3,2

3,2,1 → 1,2,3

1,1,5 → 1,5,1

【分析】看下面一个例子，有如下的一个数组

1　　2　　7　　4　　3　　1

下一个排列为：

1　　3　　1　　2　　4　　7

那么是如何得到的呢，我们通过观察原数组可以发现，如果从末尾往前看，数字逐渐变大，到了2时才减小的，然后我们再从后往前找第一个比2大的数字，是3，那么我们交换2和3，再把此时3后面的所有数字转置一下即可，步骤如下：

1　　2　　7　　4　　3　　1

1　　2　　7　　4　　3　　1

1　　3　　7　　4　　2　　1

1　　3　　1　　2　　4　　7

【CODE】

class Solution {

public:

void nextPermutation(vector<int>& nums) {int n = nums.size(), i = n - 2, j = n - 1;

while (i >= 0 && nums[i] >= nums[i + 1]) --i;

if (i >= 0) {

while (nums[j] <= nums[i]) --j;

swap(nums[i], nums[j]);

}

reverse(nums.begin() + i + 1, nums.end());

}

};

## 33. Search in Rotated Sorted Array 搜索旋转排序数组

假设按照升序排序的数组在预先未知的某个点上进行了旋转。

( 例如，数组 [0,1,2,4,5,6,7] 可能变为 [4,5,6,7,0,1,2] )。

搜索一个给定的目标值，如果数组中存在这个目标值，则返回它的索引，否则返回 -1 。

你可以假设数组中不存在重复的元素。

你的算法时间复杂度必须是 O(log n) 级别。
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二分搜索法的关键在于获得了中间数后，判断下面要搜索左半段还是右半段，我们观察上面红色的数字都是升序的，由此我们可以观察出规律，如果中间的数小于最右边的数，则右半段是有序的，若中间数大于最右边数，则左半段是有序的，我们只要在有序的半段里用首尾两个数组来判断目标值是否在这一区域内，这样就可以确定保留哪半边。

【CODE】

class Solution {

public:

int search(vector<int>& nums, int target) {

if (nums.size() == 0) return -1;

int left = 0, right = nums.size() - 1;

while (left <= right) {

int mid = (left + right) / 2;

if (nums[mid] == target) return mid;

else if (nums[mid] < nums[right]) {

if (nums[mid] < target && nums[right] >= target) left = mid + 1;

else right = mid - 1;

} else {

if (nums[left] <= target && nums[mid] > target) right = mid - 1;

else left = mid + 1;

}

}

return -1;

}

};

## 34. Search for a Range在排序数组中查找元素的第一个和最后一个位置

给定一个按照升序排列的整数数组 nums，和一个目标值 target。找出给定目标值在数组中的开始位置和结束位置。

你的算法时间复杂度必须是 O(log n) 级别。如果数组中不存在目标值，返回 [-1, -1]。

【分析】在一个有序整数数组中寻找相同目标值的起始和结束位置，而且限定了时间复杂度为O(logn)，这是典型的二分查找法的时间复杂度，所以这道题我们也需要用此方法，我们的思路是首先对原数组使用二分查找法，找出其中一个目标值的位置，然后向两边搜索找出起始和结束的位置。O(logn)的算法，使用两次二分查找法，第一次找到左边界，第二次调用找到右边界。

【CODE】

class Solution {

public:

vector<int> searchRange(vector<int>& nums, int target) {

int idx = search(nums, 0, nums.size() - 1, target);

if (idx == -1) return {-1, -1};

int left = idx, right = idx;

while (left > 0 && nums[left - 1] == nums[idx]) --left;

while (right < nums.size() - 1 && nums[right + 1] == nums[idx]) ++right;

return {left, right};

}

int search(vector<int>& nums, int left, int right, int target) {

if (left > right) return -1;

int mid = left + (right - left) / 2;

if (nums[mid] == target) return mid;

else if (nums[mid] < target) return search(nums, mid + 1, right, target);

else return search(nums, left, mid - 1, target);

}

};

## 39. Combination Sum组合总和

给定一个无重复元素的数组 candidates 和一个目标数 target ，找出 candidates 中所有可以使数字和为 target 的组合。

candidates 中的数字可以无限制重复被选取。

说明：所有数字（包括 target）都是正整数；解集不能包含重复的组合。

【分析】像这种结果要求返回所有符合要求解的题十有八九都是要利用到递归，而且解题的思路都大同小异，相类似的题目有Path Sum II 二叉树路径之和之二，Subsets II 子集合之二，Permutations 全排列，Permutations II 全排列之二，Combinations 组合项等等，如果仔细研究这些题目发现都是一个套路，都是需要另写一个递归函数，这里我们新加入三个变量，start记录当前的递归到的下标，out为一个解，res保存所有已经得到的解，每次调用新的递归函数时，此时的target要减去当前数组的的数。

【CODE】

class Solution {

public:

vector<vector<int> > combinationSum(vector<int> &candidates, int target) {

vector<vector<int> > res;

vector<int> out;

sort(candidates.begin(), candidates.end());

combinationSumDFS(candidates, target, 0, out, res);

return res;

}

void combinationSumDFS(vector<int> &candidates, int target, int start, vector<int> &out, vector<vector<int> > &res) {

if (target < 0) return;

else if (target == 0) res.push\_back(out);

else {

for (int i = start; i < candidates.size(); ++i) {

out.push\_back(candidates[i]);

combinationSumDFS(candidates, target - candidates[i], i, out, res);

out.pop\_back();

}

}

}

};

## 40. Combination Sum II组合总和 II

给定一个数组 candidates 和一个目标数 target ，找出 candidates 中所有可以使数字和为 target 的组合。candidates 中的每个数字在每个组合中只能使用一次。

【分析】上题给定数组中的数字可以重复使用，而这道题不能重复使用，只需要在之前的基础上修改两个地方即可，首先在递归的for循环里加上if (i > start && num[i] == num[i - 1]) continue; 这样可以防止res中出现重复项，然后就在递归调用combinationSum2DFS里面的参数换成i+1，这样就不会重复使用数组中的数字。

【CODE】

class Solution {

public:

vector<vector<int> > combinationSum2(vector<int> &num, int target) {

vector<vector<int> > res;

vector<int> out;

sort(num.begin(), num.end());

combinationSum2DFS(num, target, 0, out, res);

return res;

}

void combinationSum2DFS(vector<int> &num, int target, int start, vector<int> &out, vector<vector<int> > &res) {

if (target < 0) return;

else if (target == 0) res.push\_back(out);

else {

for (int i = start; i < num.size(); ++i) {

if (i > start && num[i] == num[i - 1]) continue;

out.push\_back(num[i]);

combinationSum2DFS(num, target - num[i], i + 1, out, res);

out.pop\_back();

}

}

}

};

## 41. First Missing Positive缺失的第一个正数

给定一个未排序的整数数组，找出其中没有出现的最小的正整数。

说明:你的算法的时间复杂度应为O(n)，并且只能使用常数级别的空间。

【分析】让我们找缺失的首个正数，由于限定了O(n)的时间，所以一般的排序方法都不能用。不能建立新的数组，那么我们只能覆盖原有数组，我们的思路是把1放在数组第一个位置nums[0]，2放在第二个位置nums[1]，即需要把nums[i]放在nums[nums[i] - 1]上，那么我们遍历整个数组，如果nums[i] != i + 1, 而nums[i]为整数且不大于n，另外nums[i]不等于nums[nums[i] - 1]的话，我们将两者位置调换，如果不满足上述条件直接跳过，最后我们再遍历一遍数组，如果对应位置上的数不正确则返回正确的数。

【CODE】

class Solution {

public:

int firstMissingPositive(vector<int>& nums) {

int n = nums.size();

for (int i = 0; i < n; ++i) {

while (nums[i] > 0 && nums[i] <= n && nums[nums[i] - 1] != nums[i]) {

swap(nums[i], nums[nums[i] - 1]);

}

}

for (int i = 0; i < n; ++i) {

if (nums[i] != i + 1) return i + 1;

}

return n + 1;

}

};

## 42. Trapping Rain Water接雨水
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上面是由数组 [0,1,0,2,1,0,1,3,2,1,2,1] 表示的高度图，在这种情况下，可以接 6 个单位的雨水（蓝色部分表示雨水）。

【分析】基于动态规划Dynamic Programming的方法，我们维护一个一维的dp数组，这个DP算法需要遍历两遍数组，第一遍遍历dp[i]中存入i位置左边的最大值，然后开始第二遍遍历数组，第二次遍历时找右边最大值，然后和左边最大值比较取其中的较小值，然后跟当前值A[i]相比，如果大于当前值，则将差值存入结果。

【CODE】

class Solution {

public:

int trap(vector<int>& height) {

int res = 0, mx = 0, n = height.size();

vector<int> dp(n, 0);

for (int i = 0; i < n; ++i) {

dp[i] = mx;

mx = max(mx, height[i]);

}

mx = 0;

for (int i = n - 1; i >= 0; --i) {

dp[i] = min(dp[i], mx);

mx = max(mx, height[i]);

if (dp[i] > height[i]) res += dp[i] - height[i];

}

return res;

}

};

【分析】一种只需要遍历一次即可的解法，这个算法需要left和right两个指针分别指向数组的首尾位置，从两边向中间扫描，在当前两指针确定的范围内，先比较两头找出较小值，如果较小值是left指向的值，则从左向右扫描，如果较小值是right指向的值，则从右向左扫描，若遇到的值比当较小值小，则将差值存入结果，如遇到的值大，则重新确定新的窗口范围，以此类推直至left和right指针重合。

【CODE】class Solution {

public:

int trap(vector<int>& height) {

int l = 0, r = height.size() - 1, level = 0, res = 0;

while (l < r) {

int lower = height[(height[l] < height[r]) ? l++ : r--];

level = max(level, lower);

res += level - lower;

}

return res;

}

};

【分析】stack来实现。用stack的方法更容易理解，我们的做法是，遍历高度，如果此时栈为空，或者当前高度小于等于栈顶高度，则把当前高度的坐标压入栈，注意我们不直接把高度压入栈，而是把坐标压入栈，这样方便我们在后来算水平距离。当我们遇到比栈顶高度大的时候，就说明有可能会有坑存在，可以装雨水。此时我们栈里至少有一个高度，如果只有一个的话，那么不能形成坑，我们直接跳过，如果多余一个的话，那么此时把栈顶元素取出来当作坑，新的栈顶元素就是左边界，当前高度是右边界，只要取二者较小的，减去坑的高度，长度就是右边界坐标减去左边界坐标再减1，二者相乘就是盛水量。

【CODE】

class Solution {

public:

int trap(vector<int>& height) {

stack<int> st;

int i = 0, res = 0, n = height.size();

while (i < n) {

if (st.empty() || height[i] <= height[st.top()]) {

st.push(i++);

} else {

int t = st.top(); st.pop();

if (st.empty()) continue;

res += (min(height[i], height[st.top()]) - height[t]) \* (i - st.top() - 1);

}

}

return res;

}

};

## 45. Jump Game II跳跃游戏 II

给定一个非负整数数组，你最初位于数组的第一个位置。

数组中的每个元素代表你在该位置可以跳跃的最大长度。

你的目标是使用最少的跳跃次数到达数组的最后一个位置。

【分析】此题的核心方法是利用贪婪算法Greedy的思想来解，为了较快的跳到末尾，我们想知道每一步能跳的范围，这里贪婪并不是要在能跳的范围中选跳力最远的那个位置，因为这样选下来不一定是最优解，这么一说感觉又有点不像贪婪算法了。我们这里贪的是一个能到达的最远范围，我们遍历当前跳跃能到的所有位置，然后根据该位置上的跳力来预测下一步能跳到的最远距离，贪出一个最远的范围，一旦当这个范围到达末尾时，当前所用的步数一定是最小步数。我们需要两个变量cur和pre分别来保存当前的能到达的最远位置和之前能到达的最远位置，只要cur未达到最后一个位置则循环继续，pre先赋值为cur的值，表示上一次循环后能到达的最远位置，如果当前位置i小于等于pre，说明还是在上一跳能到达的范围内，我们根据当前位置加跳力来更新cur，更新cur的方法是比较当前的cur和i + A[i]之中的较大值。如果题目中未说明是否能到达末尾，我们还可以判断此时pre和cur是否相等，如果相等说明cur没有更新，即无法到达末尾位置，返回-1。

【CODE】

class Solution {

public:

int jump(vector<int>& nums) {

int res = 0, n = nums.size(), i = 0, cur = 0;

while (cur < n - 1) {

++res;

int pre = cur;

for (; i <= pre; ++i) {

cur = max(cur, i + nums[i]);

}

if (pre == cur) return -1; // May not need this

}

return res;

}

};

## 48. Rotate Image旋转图像

给定一个 n × n 的二维矩阵表示一个图像。

将图像顺时针旋转 90 度。

说明：你必须在原地旋转图像，这意味着你需要直接修改输入的二维矩阵。请不要使用另一个矩阵来旋转图像。

【分析】仔细观察，二维数组我们可以看成是一圈，一圈的数据，如n=3，n=4时，都有两个圈，这里就叫做1环和2环吧，如果n更多，环会更多些。

对于每一环，旋转90度的操作，等于这个数字在环上移动（n-1）步，但是我们如何计算这个环上走的位置呢？这时候我们用四个变量来表示环的位置，左边（列），右边（列），上边（行），下边（行）的位置。
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【CODE】

class Solution {

public:

void rotate(vector<vector<int>>& matrix) {

int n=matrix.size();

if(n<2)return ;

int m=n/2;

int edgeTop=0,edgeBottom=n-1,edgeLeft=0,edgeRight=n-1;

while(m-->0){

int tmp=0,last=0;

for(int i=edgeLeft;i<=edgeRight-1;i++){

tmp=matrix[i][edgeRight];

matrix[i][edgeRight]=matrix[edgeTop][i];

last=tmp;

tmp=matrix[edgeBottom][edgeRight-(i-edgeLeft)];

matrix[edgeBottom][edgeRight-(i-edgeLeft)]=last;

last=tmp;

tmp=matrix[edgeBottom-(i-edgeLeft)][edgeLeft];

matrix[edgeBottom-(i-edgeLeft)][edgeLeft]=last;

matrix[edgeTop][i]=tmp;

}

edgeTop++;

edgeBottom--;

edgeLeft++;

edgeRight--;

}

}

};

## 54. Spiral Matrix螺旋矩阵

给定一个包含 m x n 个元素的矩阵（m 行, n 列），请按照顺时针螺旋顺序，返回矩阵中的所有元素。

【分析】将一个矩阵按照螺旋顺序打印出来，我们只能一条边一条边的打印，首先我们要从给定的mxn的矩阵中算出按螺旋顺序有几个环，注意最中间的环可以是一个数字，也可以是一行或者一列。
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我们定义p，q为当前环的高度和宽度，当p或者q为1时，表示最后一个环只有一行或者一列，可以跳出循环。此题的难点在于下标的转换，如何正确的转换下标是解此题的关键，我们可以对照着上面的3x3的例子来完成下标的填写。

【CODE】

class Solution {

public:

vector<int> spiralOrder(vector<vector<int> > &matrix) {

vector<int> res;

if (matrix.empty() || matrix[0].empty()) return res;

int m = matrix.size(), n = matrix[0].size();

int c = m > n ? (n + 1) / 2 : (m + 1) / 2;

int p = m, q = n;

for (int i = 0; i < c; ++i, p -= 2, q -= 2) {

for (int col = i; col < i + q; ++col)

res.push\_back(matrix[i][col]);

for (int row = i + 1; row < i + p; ++row)

res.push\_back(matrix[row][i + q - 1]);

if (p == 1 || q == 1) break;

for (int col = i + q - 2; col >= i; --col)

res.push\_back(matrix[i + p - 1][col]);

for (int row = i + p - 2; row > i; --row)

res.push\_back(matrix[row][i]);

}

return res;

}

};

## 55. Jump Game跳跃游戏

给定一个非负整数数组，你最初位于数组的第一个位置。

数组中的每个元素代表你在该位置可以跳跃的最大长度。

判断你是否能够到达最后一个位置。

【分析】用动态规划Dynamic Programming来解，我们维护一个一位数组dp，其中dp[i]表示达到i位置时剩余的步数，那么难点就是推导状态转移方程。到达当前位置的剩余步数跟什么有关，其实是跟上一个位置的剩余步数和上一个位置的跳力有关，这里的跳力就是原数组中每个位置的数字，因为其代表了以当前位置为起点能到达的最远位置。所以当前位置的剩余步数（dp值）和当前位置的跳力中的较大那个数决定了当前能到的最远距离，而下一个位置的剩余步数（dp值）就等于当前的这个较大值减去1，因为需要花一个跳力到达下一个位置，所以我们就有状态转移方程了：dp[i] = max(dp[i - 1], nums[i - 1]) - 1，如果当某一个时刻dp数组的值为负了，说明无法抵达当前位置，则直接返回false，最后我们判断dp数组最后一位是否为非负数即可知道是否能抵达该位置。

【CODE】

class Solution {

public:

bool canJump(vector<int>& nums) {

vector<int> dp(nums.size(), 0);

for (int i = 1; i < nums.size(); ++i) {

dp[i] = max(dp[i - 1], nums[i - 1]) - 1;

if (dp[i] < 0) return false;

}

return dp.back() >= 0;

}

};

【分析】贪婪算法Greedy Algorithm，我们不关心每一个位置上的剩余步数，我们只希望知道能否到达末尾，也就是说我们只对最远能到达的位置感兴趣，所以我们维护一个变量reach，表示最远能到达的位置，初始化为0。遍历数组中每一个数字，如果当前坐标大于reach或者reach已经抵达最后一个位置则跳出循环，否则就更新reach的值为其和i + nums[i]中的较大值，其中i + nums[i]表示当前位置能到达的最大位置。

【CODE】

class Solution {

public:

bool canJump(vector<int>& nums) {

int n = nums.size(), reach = 0;

for (int i = 0; i < n; ++i) {

if (i > reach || reach >= n - 1) break;

reach = max(reach, i + nums[i]);

}

return reach >= n - 1;

}

};

## 56. Merge Intervals 合并区间

给出一个区间的集合，请合并所有重叠的区间。

【分析】要求我们合并区间，之前那题明确了输入区间集是有序的，而这题没有，所以我们首先要做的就是给区间集排序，由于我们要排序的是个结构体，所以我们要定义自己的comparator，才能用sort来排序，我们以start的值从小到大来排序，排完序我们就可以开始合并了，首先把第一个区间存入结果中，然后从第二个开始遍历区间集，如果结果中最后一个区间和遍历的当前区间无重叠，直接将当前区间存入结果中，如果有重叠，将结果中最后一个区间的end值更新为结果中最后一个区间的end和当前end值之中的较大值，然后继续遍历区间集，以此类推可以得到最终结果。

【CODE】

class Solution {

public:

vector<Interval> merge(vector<Interval>& intervals) {

if (intervals.empty()) return {};

sort(intervals.begin(), intervals.end(), [](Interval &a, Interval &b) {return a.start < b.start;});

vector<Interval> res{intervals[0]};

for (int i = 1; i < intervals.size(); ++i) {

if (res.back().end < intervals[i].start) {

res.push\_back(intervals[i]);

} else {

res.back().end = max(res.back().end, intervals[i].end);

}

}

return res;

}

};

【分析】下面这种解法将起始位置和结束位置分别存到了两个不同的数组starts和ends中，然后分别进行排序，之后用两个指针i和j，初始化时分别指向starts和ends数组的首位置，然后如果i指向starts数组中的最后一个位置，或者当starts数组上i+1位置上的数字大于ends数组的i位置上的数时，此时说明区间已经不连续了，我们来看题目中的例子，排序后的starts和ends为：

starts: 1 2 8 15

ends: 3 6 10 18

红色为i的位置，蓝色为j的位置，那么此时starts[i+1]为8，ends[i]为6，8大于6，所以此时不连续了，将区间[starts[j], ends[i]]，即 [1, 6] 加入结果res中，然后j赋值为i+1继续循环。

【CODE】

class Solution {

public:

vector<Interval> merge(vector<Interval>& intervals) {

int n = intervals.size();

vector<Interval> res;

vector<int> starts, ends;

for (int i = 0; i < n; ++i) {

starts.push\_back(intervals[i].start);

ends.push\_back(intervals[i].end);

}

sort(starts.begin(), starts.end());

sort(ends.begin(), ends.end());

for (int i = 0, j = 0; i < n; ++i) {

if (i == n - 1 || starts[i + 1] > ends[i]) {

res.push\_back(Interval(starts[j], ends[i]));

j = i + 1;

}

}

return res;

}

};

## 57. Insert Interval插入区间

给出一个无重叠的 ，按照区间起始端点排序的区间列表。

在列表中插入一个新的区间，你需要确保列表中的区间仍然有序且不重叠（如果有必要的话，可以合并区间）。

输入: intervals = [[1,2],[3,5],[6,7],[8,10],[12,16]], newInterval = [4,8]

输出: [[1,2],[3,10],[12,16]]

解释: 这是因为新的区间 [4,8] 与 [3,5],[6,7],[8,10] 重叠。

【分析】让我们在一系列非重叠的区间中插入一个新的区间，可能还需要和原有的区间合并，那么我们需要对给区间集一个一个的遍历比较，那么会有两种情况，重叠或是不重叠，不重叠的情况最好，直接将新区间插入到对应的位置即可，重叠的情况比较复杂，有时候会有多个重叠，我们需要更新新区间的范围以便包含所有重叠，之后将新区间加入结果res，最后将后面的区间再加入结果res即可。具体思路是，我们用一个变量cur来遍历区间，如果当前cur区间的结束位置小于要插入的区间的起始位置的话，说明没有重叠，则将cur区间加入结果res中，然后cur自增1。直到有cur越界或有重叠while循环退出，然后再用一个while循环处理所有重叠的区间，每次用取两个区间起始位置的较小值，和结束位置的较大值来更新要插入的区间，然后cur自增1。直到cur越界或者没有重叠时while循环退出。之后将更新好的新区间加入结果res，然后将cur之后的区间再加入结果res中即可。

【CODE】class Solution {

public:

vector<Interval> insert(vector<Interval>& intervals, Interval newInterval) {

vector<Interval> res;

int n = intervals.size(), cur = 0;

while (cur < n && intervals[cur].end < newInterval.start) {

res.push\_back(intervals[cur++]);

}

while (cur < n && intervals[cur].start <= newInterval.end) {

newInterval.start = min(newInterval.start, intervals[cur].start);

newInterval.end = max(newInterval.end, intervals[cur].end);

++cur;

}

res.push\_back(newInterval);

while (cur < n) {

res.push\_back(intervals[cur++]);

}

return res;

}

};

## 59. Spiral Matrix II螺旋矩阵 II

给定一个正整数 n，生成一个包含 1 到 n2 所有元素，且元素按顺时针顺序螺旋排列的正方形矩阵。

【分析】此题跟之前那道 Spiral Matrix 螺旋矩阵 本质上没什么区别，就相当于个类似逆运算的过程，这道题是要按螺旋的顺序来填数，由于给定矩形是个正方形，我们计算环数时用n / 2来计算，若n为奇数时，此时最中间的那个点没有被算在环数里，所以最后需要单独赋值，还是下标转换问题是难点，参考之前 Spiral Matrix 螺旋矩阵 的讲解来转换下标。

【CODE】

class Solution {

public:

vector<vector<int> > generateMatrix(int n) {

vector<vector<int> > res(n, vector<int>(n, 1));

int val = 1, p = n;

for (int i = 0; i < n / 2; ++i, p -= 2) {

for (int col = i; col < i + p; ++col)

res[i][col] = val++;

for (int row = i + 1; row < i + p; ++row)

res[row][i + p - 1] = val++;

for (int col = i + p - 2; col >= i; --col)

res[i + p - 1][col] = val++;

for (int row = i + p - 2; row > i; --row)

res[row][i] = val++;

}

if (n % 2 != 0) res[n / 2][n / 2] = val;

return res;

}

};

## 62. Unique Paths不同路径

一个机器人位于一个 m x n 网格的左上角 （起始点在下图中标记为“Start” ）。

机器人每次只能向下或者向右移动一步。机器人试图达到网格的右下角（在下图中标记为“Finish”）。

问总共有多少条不同的路径？（说明：m 和 n 的值均不超过 100。）

【分析】跟之前那道 Climbing Stairs 爬梯子问题类似，那道题是说可以每次能爬一格或两格，问到达顶部的所有不同爬法的个数。而这道题是每次可以向下走或者向右走，求到达最右下角的所有不同走法的个数。那么跟爬梯子问题一样，我们需要用动态规划Dynamic Programming来解，我们可以维护一个二维数组dp，其中dp[i][j]表示到当前位置不同的走法的个数，然后可以得到递推式为: dp[i][j] = dp[i - 1][j] + dp[i][j - 1]，这里为了节省空间，我们使用一维数组dp，一行一行的刷新也可以。

【CODE】// DP

class Solution {

public:

int uniquePaths(int m, int n) {

vector<int> dp(n, 1);

for (int i = 1; i < m; ++i) {

for (int j = 1; j < n; ++j) {

dp[j] += dp[j - 1];

}

}

return dp[n - 1];

}

};

【分析】机器人总共走了m + n - 2步，其中m - 1步向下走，n - 1步向右走，那么总共不同的方法个数就相当于在步数里面m - 1和n - 1中较小的那个数的取法，实际上是一道组合数的问题。

【CODE】

class Solution {

public:

int uniquePaths(int m, int n) {

double num = 1, denom = 1;

int small = m > n ? n : m;

for (int i = 1; i <= small - 1; ++i) {

num \*= m + n - 1 - i;

denom \*= i;

}

return (int)(num / denom);

}

};

## 63. Unique Paths II不同路径 II

一个机器人位于一个 m x n 网格的左上角 （起始点在下图中标记为“Start” ）。

机器人每次只能向下或者向右移动一步。机器人试图达到网格的右下角（在下图中标记为“Finish”）。

现在考虑网格中有障碍物。那么从左上角到右下角将会有多少条不同的路径？

输入:

[

[0,0,0],

[0,1,0],

[0,0,0]

]

输出: 2

解释:

3x3 网格的正中间有一个障碍物。

从左上角到右下角一共有 2 条不同的路径：

1. 向右 -> 向右 -> 向下 -> 向下

2. 向下 -> 向下 -> 向右 -> 向右

【分析】在路径中加了一些障碍物，还是用动态规划Dynamic Programming来解，不同的是当遇到为1的点，将该位置的dp数组中的值清零，其余和之前那道题并没有什么区别。

【CODE】// DP

class Solution {

public:

int uniquePathsWithObstacles(vector<vector<int> > &obstacleGrid) {

if (obstacleGrid.empty() || obstacleGrid[0].empty()) return 0;

int m = obstacleGrid.size(), n = obstacleGrid[0].size();

if (obstacleGrid[0][0] == 1) return 0;

vector<int> dp(n, 0);

dp[0] = 1;

for (int i = 0; i < m; ++i) {

for (int j = 0; j < n; ++j) {

if (obstacleGrid[i][j] == 1) dp[j] = 0;

else if (j > 0) dp[j] += dp[j - 1];

}

}

return dp[n - 1];

}

};

## 64. Minimum Path Sum 最小路径和

给定一个包含非负整数的 m x n 网格，请找出一条从左上角到右下角的路径，使得路径上的数字总和为最小。

说明：每次只能向下或者向右移动一步。

【分析】动态规划Dynamic Programming来做，我们维护一个二维的dp数组，其中dp[i][j]表示当前位置的最小路径和，递推式也容易写出来 dp[i][j] = grid[i][j] + min(dp[i - 1][j],dp[i][j - 1]).

【CODE】

class Solution {

public:

int minPathSum(vector<vector<int> > &grid) {

int m = grid.size(), n = grid[0].size();

int dp[m][n];

dp[0][0] = grid[0][0];

for (int i = 1; i < m; ++i) dp[i][0] = grid[i][0] + dp[i - 1][0];

for (int i = 1; i < n; ++i) dp[0][i] = grid[0][i] + dp[0][i - 1];

for (int i = 1; i < m; ++i) {

for (int j = 1; j < n; ++j) {

dp[i][j] = grid[i][j] + min(dp[i - 1][j], dp[i][j - 1]);

}

}

return dp[m - 1][n - 1];

}

};

## 73. Set Matrix Zeroes矩阵置零

给定一个 m x n 的矩阵，如果一个元素为 0，则将其所在行和列的所有元素都设为 0。请使用原地算法。

【分析】这道题中说的空间复杂度为O(mn)的解法自不用多说，直接新建一个和matrix等大小的矩阵，然后一行一行的扫，只要有0，就将新建的矩阵的对应行全赋0，行扫完再扫列，然后把更新完的矩阵赋给matrix即可，这个算法的空间复杂度太高。将其优化到O(m+n)的方法是，用一个长度为m的一维数组记录各行中是否有0，用一个长度为n的一维数组记录各列中是否有0，最后直接更新matrix数组即可。这道题的要求是用O(1)的空间，那么我们就不能新建数组，我们考虑就用原数组的第一行第一列来记录各行各列是否有0.

- 先扫描第一行第一列，如果有0，则将各自的flag设置为true

- 然后扫描除去第一行第一列的整个数组，如果有0，则将对应的第一行和第一列的数字赋0

- 再次遍历除去第一行第一列的整个数组，如果对应的第一行和第一列的数字有一个为0，则将当前值赋0

- 最后根据第一行第一列的flag来更新第一行第一列

【CODE】class Solution {

public:

void setZeroes(vector<vector<int> > &matrix) {

if (matrix.empty() || matrix[0].empty()) return;

int m = matrix.size(), n = matrix[0].size();

bool rowZero = false, colZero = false;

for (int i = 0; i < m; ++i) {

if (matrix[i][0] == 0) colZero = true;

}

for (int i = 0; i < n; ++i) {

if (matrix[0][i] == 0) rowZero = true;

}

for (int i = 1; i < m; ++i) {

for (int j = 1; j < n; ++j) {

if (matrix[i][j] == 0) {

matrix[0][j] = 0;

matrix[i][0] = 0;

}

}

}

for (int i = 1; i < m; ++i) {

for (int j = 1; j < n; ++j) {

if (matrix[0][j] == 0 || matrix[i][0] == 0) {

matrix[i][j] = 0;

}

}

}

if (rowZero) {

for (int i = 0; i < n; ++i) matrix[0][i] = 0;

}

if (colZero) {

for (int i = 0; i < m; ++i) matrix[i][0] = 0;

}

}

};

## 74. Search a 2D Matrix 搜索二维矩阵

编写一个高效的算法来判断 m x n 矩阵中，是否存在一个目标值。该矩阵具有如下特性：

每行中的整数从左到右按升序排列。

每行的第一个整数大于前一行的最后一个整数。

【分析】使用一次二分查找法，如果我们按S型遍历该二维数组，可以得到一个有序的一维数组，那么我们只需要用一次二分查找法，而关键就在于坐标的转换，如何把二维坐标和一维坐标转换是关键点，把一个长度为n的一维数组转化为m\*n的二维数组(m\*n = n)后，那么原一维数组中下标为i的元素将出现在二维数组中的[i/n][i%n]的位置。

【CODE】// One binary search

class Solution {

public:

bool searchMatrix(vector<vector<int> > &matrix, int target) {

if (matrix.empty() || matrix[0].empty()) return false;

if (target < matrix[0][0] || target > matrix.back().back()) return false;

int m = matrix.size(), n = matrix[0].size();

int left = 0, right = m \* n - 1;

while (left <= right) {

int mid = (left + right) / 2;

if (matrix[mid / n][mid % n] == target) return true;

else if (matrix[mid / n][mid % n] < target) left = mid + 1;

else right = mid - 1;

}

return false;

}

};

## 75. Sort Colors分类颜色

给定一个包含红色、白色和蓝色，一共 n 个元素的数组，原地对它们进行排序，使得相同颜色的元素相邻，并按照红色、白色、蓝色顺序排列。

此题中，我们使用整数 0、 1 和 2 分别表示红色、白色和蓝色。

注意:不能使用代码库中的排序函数来解决这道题。

示例:输入: [2,0,2,1,1,0]

输出: [0,0,1,1,2,2]

进阶：一个直观的解决方案是使用计数排序的两趟扫描算法。

首先，迭代计算出0、1 和 2 元素的个数，然后按照0、1、2的排序，重写当前数组。

你能想出一个仅使用常数空间的一趟扫描算法吗？

【分析】只遍历一次数组来求解，那么我需要用双指针来做，分别从原数组的首尾往中心移动。

- 定义red指针指向开头位置，blue指针指向末尾位置

- 从头开始遍历原数组，如果遇到0，则交换该值和red指针指向的值，并将red指针后移一位。若遇到2，则交换该值和blue指针指向的值，并将blue指针前移一位。若遇到1，则继续遍历。

【CODE】

class Solution {

public:

void sortColors(vector<int>& nums){

int n = nums.size();

int red = 0, blue = n - 1;

for (int i = 0; i <= blue; ++i) {

if (nums[i] == 0) {

swap(nums[i], nums[red++]);

} else if (nums[i] == 2) {

swap(nums[i--], nums[blue--]);

}

}

}

};

## 79. Word Search单词搜索

给定一个二维网格和一个单词，找出该单词是否存在于网格中。

单词必须按照字母顺序，通过相邻的单元格内的字母构成，其中“相邻”单元格是那些水平相邻或垂直相邻的单元格。同一个单元格内的字母不允许被重复使用。

【分析】这道题是典型的深度优先遍历DFS的应用，原二维数组就像是一个迷宫，可以上下左右四个方向行走，我们以二维数组中每一个数都作为起点和给定字符串做匹配，我们还需要一个和原数组等大小的visited数组，是bool型的，用来记录当前位置是否已经被访问过，因为题目要求一个cell只能被访问一次。如果二维数组board的当前字符和目标字符串word对应的字符相等，则对其上下左右四个邻字符分别调用DFS的递归函数，只要有一个返回true，那么就表示可以找到对应的字符串，否则就不能找到。

【CODE】

class Solution {

public:

bool exist(vector<vector<char>>& board, string word) {

if (board.empty() || board[0].empty()) return false;

int m = board.size(), n = board[0].size();

vector<vector<bool>> visited(m, vector<bool>(n, false));

for (int i = 0; i < m; ++i) {

for (int j = 0; j < n; ++j) {

if (search(board, word, 0, i, j, visited)) return true;

}

}

return false;

}

bool search(vector<vector<char>>& board, string word, int idx, int i, int j, vector<vector<bool>>& visited) {

if (idx == word.size()) return true;

int m = board.size(), n = board[0].size();

if (i < 0 || j < 0 || i >= m || j >= n || visited[i][j] || board[i][j] != word[idx]) return false;

visited[i][j] = true;

bool res = search(board, word, idx + 1, i - 1, j, visited)

|| search(board, word, idx + 1, i + 1, j, visited)

|| search(board, word, idx + 1, i, j - 1, visited)

|| search(board, word, idx + 1, i, j + 1, visited);

visited[i][j] = false;

return res;

}

};

## 80. Remove Duplicates from Sorted Array II删除排序数组中的重复项 II

给定一个排序数组，你需要在原地删除重复出现的元素，使得每个元素最多出现两次，返回移除后数组的新长度。

不要使用额外的数组空间，你必须在原地修改输入数组并在使用 O(1) 额外空间的条件下完成。

说明:为什么返回数值是整数，但输出的答案是数组呢?

请注意，输入数组是以“引用”方式传递的，这意味着在函数里修改输入数组对于调用者是可见的。

【分析】用一个变量count来记录还允许有几次重复，count初始化为1，如果出现过一次重复，则count递减1，那么下次再出现重复，快指针直接前进一步，如果这时候不是重复的，则count恢复1，由于整个数组是有序的，所以一旦出现不重复的数，则一定比这个数大，此数之后不会再有重复项。

【CODE】

class Solution {

public:

int removeDuplicates(vector<int>& nums) {

int n = nums.size();

if (n <= 2) return n;

int pre = 0, cur = 1, count = 1;

while (cur < n) {

if (nums[pre] == nums[cur] && count == 0) ++cur;

else {

if (nums[pre] == nums[cur]) --count;

else count = 1;

nums[++pre] = nums[cur++];

}

}

return pre + 1;

}

};

## 81. Search in Rotated Sorted Array II搜索旋转排序数组 II

假设按照升序排序的数组在预先未知的某个点上进行了旋转。

( 例如，数组 [0,0,1,2,2,5,6] 可能变为 [2,5,6,0,0,1,2] )。

编写一个函数来判断给定的目标值是否存在于数组中。若存在返回 true，否则返回 false。

进阶:这是 搜索旋转排序数组 的延伸题目，本题中的 nums 可能包含重复元素。

这会影响到程序的时间复杂度吗？会有怎样的影响，为什么？

【分析】现在数组中允许出现重复数字，这个也会影响我们选择哪半边继续搜索，由于之前那道题不存在相同值，我们在比较中间值和最右值时就完全符合之前所说的规律：如果中间的数小于最右边的数，则右半段是有序的，若中间数大于最右边数，则左半段是有序的。而如果可以有重复值，就会出现来面两种情况，[3 1 1] 和 [1 1 3 1]，对于这两种情况中间值等于最右值时，目标值3既可以在左边又可以在右边，那怎么办么，对于这种情况其实处理非常简单，只要把最右值向左一位即可继续循环，如果还相同则继续移，直到移到不同值为止，然后其他部分还采用 Search in Rotated Sorted Array 在旋转有序数组中搜索中的方法。

【CODE】

class Solution {

public:

bool search(vector<int>& nums, int target) {

int n = nums.size();

if (n == 0) return false;

int left = 0, right = n - 1;

while (left <= right) {

int mid = (left + right) / 2;

if (nums[mid] == target) return true;

else if (nums[mid] < nums[right]) {

if (nums[mid] < target && nums[right] >= target) left = mid + 1;

else right = mid - 1;

} else if (nums[mid] > nums[right]){

if (nums[left] <= target && nums[mid] > target) right = mid - 1;

else left = mid + 1;

} else --right;

}

return false;

}

};

## 84. Largest Rectangle in Histogram柱状图中最大的矩形

给定 n 个非负整数，用来表示柱状图中各个柱子的高度。每个柱子彼此相邻，且宽度为 1 。
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以上是柱状图的示例，其中每个柱子的宽度为 1，给定的高度为 [2,1,5,6,2,3]。

图中阴影部分为所能勾勒出的最大矩形面积，其面积为 10 个单位。

【分析】遍历数组，每找到一个局部峰值，然后向前遍历所有的值，算出共同的矩形面积，每次对比保留最大值。

【CODE】// Pruning optimize

class Solution {

public:

int largestRectangleArea(vector<int> &height) {

int res = 0;

for (int i = 0; i < height.size(); ++i) {

if (i + 1 < height.size() && height[i] <= height[i + 1]) {

continue;

}

int minH = height[i];

for (int j = i; j >= 0; --j) {

minH = min(minH, height[j]);

int area = minH \* (i - j + 1);

res = max(res, area);

}

}

return res;

}

};

【知识点】单调栈

【分析】维护一个栈，用来保存递增序列，相当于上面那种方法的找局部峰值。我们可以看到，直方图矩形面积要最大的话，需要尽可能的使得连续的矩形多，并且最低一块的高度要高。有点像木桶原理一样，总是最低的那块板子决定桶的装水量。那么既然需要用单调栈来做，首先要考虑到底用递增栈，还是用递减栈来做。我们想啊，递增栈是维护递增的顺序，当遇到小于栈顶元素的数就开始处理，而递减栈正好相反，维护递减的顺序，当遇到大于栈顶元素的数开始处理。那么根据这道题的特点，我们需要按从高板子到低板子的顺序处理，先处理最高的板子，宽度为1，然后再处理旁边矮一些的板子，此时长度为2，因为之前的高板子可组成矮板子的矩形 ，因此我们需要一个递增栈，当遇到大的数字直接进栈，而当遇到小于栈顶元素的数字时，就要取出栈顶元素进行处理了，那取出的顺序就是从高板子到矮板子了，于是乎遇到的较小的数字只是一个触发，表示现在需要开始计算矩形面积了，为了使得最后一块板子也被处理，这里用了个小trick，在高度数组最后面加上一个0，这样原先的最后一个板子也可以被处理了。由于栈顶元素是矩形的高度，那么关键就是求出来宽度，那么跟之前那道Trapping Rain Water一样，单调栈中不能放高度，而是需要放坐标。由于我们先取出栈中最高的板子，那么就可以先算出长度为1的矩形面积了，然后再取下一个板子，此时根据矮板子的高度算长度为2的矩形面积，以此类推，知道数字大于栈顶元素为止，再次进栈。

【CODE】

class Solution {

public:

int largestRectangleArea(vector<int>& heights) {

int res = 0;

stack<int> st;

heights.push\_back(0);

for (int i = 0; i < heights.size(); ++i) {

while (!st.empty() && heights[st.top()] >= heights[i]) {

int cur = st.top(); st.pop();

res = max(res, heights[cur] \* (st.empty() ? i : (i - st.top() - 1)));

}

st.push(i);

}

return res;

}

};

## 85. Maximal Rectangle最大矩形

给定一个仅包含 0 和 1 的二维二进制矩阵，找出只包含 1 的最大矩形，并返回其面积。

输入:

[

["1","0","1","0","0"],

["1","0","1","1","1"],

["1","1","1","1","1"],

["1","0","0","1","0"]

]

输出: 6

【分析】此题是之前那道的 Largest Rectangle in Histogram 直方图中最大的矩形 的扩展，这道题的二维矩阵每一层向上都可以看做一个直方图，输入矩阵有多少行，就可以形成多少个直方图，对每个直方图都调用 Largest Rectangle in Histogram 直方图中最大的矩形 中的方法，就可以得到最大的矩形面积。那么这道题唯一要做的就是将每一层构成直方图，由于题目限定了输入矩阵的字符只有 '0' 和 '1' 两种，所以处理起来也相对简单。方法是，对于每一个点，如果是‘0’，则赋0，如果是 ‘1’，就赋 之前的height值加上1。

【CODE】

class Solution {

public:

int maximalRectangle(vector<vector<char>>& matrix) {

if (matrix.empty() || matrix[0].empty()) return 0;

int res = 0, m = matrix.size(), n = matrix[0].size();

vector<int> height(n + 1, 0);

for (int i = 0; i < m; ++i) {

stack<int> s;

for (int j = 0; j < n + 1; ++j) {

if (j < n) {

height[j] = matrix[i][j] == '1' ? height[j] + 1 : 0;

}

while (!s.empty() && height[s.top()] >= height[j]) {

int cur = s.top(); s.pop();

res = max(res, height[cur] \* (s.empty() ? j : (j - s.top() - 1)));

}

s.push(j);

}

}

return res;

}

};

## 90. Subsets II 子集 II

给定一个可能包含重复元素的整数数组 nums，返回该数组所有可能的子集（幂集）。

说明：解集不能包含重复的子集。

【分析】子集合之二是之前那道 Subsets 子集合 的延伸，这次输入数组允许有重复项，其他条件都不变，只需要在之前那道题解法的基础上稍加改动便可以做出来，我们先来看非递归解法，拿题目中的例子[1 2 2]来分析，根据之前 Subsets 子集合 里的分析可知，当处理到第一个2时，此时的子集合为[], [1], [2], [1, 2]，而这时再处理第二个2时，如果在[]和[1]后直接加2会产生重复，所以只能在上一个循环生成的后两个子集合后面加2，发现了这一点，题目就可以做了，我们用last来记录上一个处理的数字，然后判定当前的数字和上面的是否相同，若不同，则循环还是从0到当前子集的个数，若相同，则新子集个数减去之前循环时子集的个数当做起点来循环，这样就不会产生重复。

【CODE】

class Solution {

public:

vector<vector<int>> subsetsWithDup(vector<int> &S) {

if (S.empty()) return {};

vector<vector<int>> res(1);

sort(S.begin(), S.end());

int size = 1, last = S[0];

for (int i = 0; i < S.size(); ++i) {

if (last != S[i]) {

last = S[i];

size = res.size();

}

int newSize = res.size();

for (int j = newSize - size; j < newSize; ++j) {

res.push\_back(res[j]);

res.back().push\_back(S[i]);

}

}

return res;

}

};

![](data:image/png;base64,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)【分析】对于递归的解法，根据之前 Subsets 子集合 里的构建树的方法，在处理到第二个2时，由于前面已经处理了一次2，这次我们只在添加过2的[2] 和 [1 2]后面添加2，其他的都不添加，那么这样构成的二叉树如图：

代码只需在原有的基础上增加一句话，while (S[i] == S[i + 1]) ++i; 这句话的作用是跳过树中为X的叶节点，因为它们是重复的子集，应被抛弃。

【CODE】class Solution {

public:

vector<vector<int>> subsetsWithDup(vector<int> &S) {

if (S.empty()) return {};

vector<vector<int>> res;

vector<int> out;

sort(S.begin(), S.end());

getSubsets(S, 0, out, res);

return res;

}

void getSubsets(vector<int> &S, int pos, vector<int> &out, vector<vector<int>> &res) {

res.push\_back(out);

for (int i = pos; i < S.size(); ++i) {

out.push\_back(S[i]);

getSubsets(S, i + 1, out, res);

out.pop\_back();

while (i + 1 < S.size() && S[i] == S[i + 1]) ++i;

}

}

};

## 120. Triangle三角形最小路径和

给定一个三角形，找出自顶向下的最小路径和。每一步只能移动到下一行中相邻的结点上。

给定三角形：

[

[2],

[3,4],

[6,5,7],

[4,1,8,3]

]

自顶向下的最小路径和为 11（即，2 + 3 + 5 + 1 = 11）。

说明：如果你可以只使用 O(n) 的额外空间（n 为三角形的总行数）来解决这个问题，那么你的算法会很加分。

【分析】DP方法，复制三角形最后一行，作为用来更新的一位数组。然后逐个遍历这个DP数组，对于每个数字，和它之后的元素比较选择较小的再加上上面一行相邻位置的元素做为新的元素，然后一层一层的向上扫描，整个过程和冒泡排序的原理差不多，最后最小的元素都冒到前面，第一个元素即为所求。

【CODE】

class Solution {

public:

int minimumTotal(vector<vector<int> > &triangle) {

int n = triangle.size();

vector<int> dp(triangle.back());

for (int i = n - 2; i >= 0; --i) {

for (int j = 0; j <= i; ++j) {

dp[j] = min(dp[j], dp[j + 1]) + triangle[i][j];

}

}

return dp[0];

}

};

## 123. Best Time to Buy and Sell Stock III买卖股票的最佳时机 III

给定一个数组，它的第 i 个元素是一支给定的股票在第 i 天的价格。

设计一个算法来计算你所能获取的最大利润。你最多可以完成 两笔 交易。

注意: 你不能同时参与多笔交易（你必须在再次购买前出售掉之前的股票）。

【分析】这道是要求最多交易两次，找到最大利润，还是需要用动态规划Dynamic Programming来解，而这里我们需要两个递推公式来分别更新两个变量local和global，我们其实可以求至少k次交易的最大利润，找到通解后可以设定 k = 2，即为本题的解答。我们定义local[i][j]为在到达第i天时最多可进行j次交易并且最后一次交易在最后一天卖出的最大利润，此为局部最优。然后我们定义global[i][j]为在到达第i天时最多可进行j次交易的最大利润，此为全局最优。

递推式为：

local[i][j] = max(global[i - 1][j - 1] + max(diff, 0), local[i - 1][j] + diff)

global[i][j] = max(local[i][j], global[i - 1][j])

其中局部最优值是比较前一天并少交易一次的全局最优加上大于0的差值，和前一天的局部最优加上差值中取较大值，而全局最优比较局部最优和前一天的全局最优。

【CODE】

class Solution {

public:

int maxProfit(vector<int> &prices) {

if (prices.empty()) return 0;

int n = prices.size(), g[n][3] = {0}, l[n][3] = {0};

for (int i = 1; i < prices.size(); ++i) {

int diff = prices[i] - prices[i - 1];

for (int j = 1; j <= 2; ++j) {

l[i][j] = max(g[i - 1][j - 1] + max(diff, 0), l[i - 1][j] + diff);

g[i][j] = max(l[i][j], g[i - 1][j]);

}

}

return g[n - 1][2];

}

};

## 126. Word Ladder II单词接龙 II

给定两个单词（beginWord 和 endWord）和一个字典 wordList，找出所有从 beginWord 到 endWord 的最短转换序列。转换需遵循如下规则：

每次转换只能改变一个字母。

转换过程中的中间单词必须是字典中的单词。

说明:

如果不存在这样的转换序列，返回一个空列表。

所有单词具有相同的长度。

所有单词只由小写字母组成。

字典中不存在重复的单词。

你可以假设 beginWord 和 endWord 是非空的，且二者不相同。

输入:

beginWord = "hit",

endWord = "cog",

wordList = ["hot","dot","dog","lot","log","cog"]

输出:

[

["hit","hot","dot","dog","cog"],

["hit","hot","lot","log","cog"]

]

【分析】这道题是相当有难度的一道题，它比之前那道Word Ladder 词语阶梯要复杂很多，全场第四低的通过率12.9%正说明了这道题的难度，下面这种解法的核心思想是BFS，大概思路如下：我们的目的是找出所有的路径，我们建立一个路径集paths，用以保存所有路径，然后是起始路径p，在p中先把起始单词放进去。然后定义两个整型变量level，和minLevel，其中level是记录循环中当前路径的长度，minLevel是记录最短路径的长度，这样的好处是，如果某条路径的长度超过了已有的最短路径的长度，那么舍弃，这样会提高运行速度，相当于一种剪枝。还要定义一个set变量words，用来记录已经循环过的路径中的词，然后就是BFS的核心了，循环路径集paths里的内容，取出队首路径，如果该路径长度大于level，说明字典中的有些词已经存入路径了，如果在路径中重复出现，则肯定不是最短路径，所以我们需要在字典中将这些词删去，然后将words清空，对循环对剪枝处理。然后我们取出当前路径的最后一个词，对每个字母进行替换并在字典中查找是否存在替换后的新词，这个过程在之前那道Word Ladder 词语阶梯里面也有。如果替换后的新词在字典中存在，将其加入words中，并在原有路径的基础上加上这个新词生成一条新路径，如果这个新词就是结束词，则此新路径为一条完整的路径，加入结果中，并更新minLevel，若不是结束词，解将新路径加入路径集中继续循环。

【CODE】

class Solution {

public:

vector<vector<string>> findLadders(string beginWord, string endWord, vector<string>& wordList) {

vector<vector<string>> res;

unordered\_set<string> dict(wordList.begin(), wordList.end());

vector<string> p{beginWord};

queue<vector<string>> paths;

paths.push(p);

int level = 1, minLevel = INT\_MAX;

unordered\_set<string> words;

while (!paths.empty()) {

auto t = paths.front(); paths.pop();

if (t.size() > level) {

for (string w : words) dict.erase(w);

words.clear();

level = t.size();

if (level > minLevel) break;

}

string last = t.back();

for (int i = 0; i < last.size(); ++i) {

string newLast = last;

for (char ch = 'a'; ch <= 'z'; ++ch) {

newLast[i] = ch;

if (!dict.count(newLast)) continue;

words.insert(newLast);

vector<string> nextPath = t;

nextPath.push\_back(newLast);

if (newLast == endWord) {

res.push\_back(nextPath);

minLevel = level;

} else paths.push(nextPath);

}

}

}

return res;

}

};

## 128. Longest Consecutive Sequence最长连续序列

给定一个未排序的整数数组，找出最长连续序列的长度。

要求算法的时间复杂度为 O(n)。

【分析】要求求最长连续序列，并给定了O(n)复杂度限制，我们的思路是，使用一个集合set存入所有的数字，然后遍历数组中的每个数字，如果其在集合中存在，那么将其移除，然后分别用两个变量pre和next算出其前一个数跟后一个数，然后在集合中循环查找，如果pre在集合中，那么将pre移除集合，然后pre再自减1，直至pre不在集合之中，对next采用同样的方法，那么next-pre-1就是当前数字的最长连续序列，更新res即可。

【CODE】

class Solution {

public:

int longestConsecutive(vector<int>& nums) {

int res = 0;

unordered\_set<int> s(nums.begin(), nums.end());

for (int val : nums) {

if (!s.count(val)) continue;

s.erase(val);

int pre = val - 1, next = val + 1;

while (s.count(pre)) s.erase(pre--);

while (s.count(next)) s.erase(next++);

res = max(res, next - pre - 1);

}

return res;

}

};

【分析】采用哈希表来做，刚开始哈希表为空，然后遍历所有数字，如果该数字不在哈希表中，那么我们分别看其左右两个数字是否在哈希表中，如果在，则返回其哈希表中映射值，若不在，则返回0，然后我们将left+right+1作为当前数字的映射，并更新res结果，然后更新d-left和d-right的映射值。

【CODE】

class Solution {

public:

int longestConsecutive(vector<int>& nums) {

int res = 0;

unordered\_map<int, int> m;

for (int d : nums) {

if (!m.count(d)) {

int left = m.count(d - 1) ? m[d - 1] : 0;

int right = m.count(d + 1) ? m[d + 1] : 0;

int sum = left + right + 1;

m[d] = sum;

res = max(res, sum);

m[d - left] = sum;

m[d + right] = sum;

}

}

return res;

}

};

## 152. Maximum Product Subarray乘积最大子序列

给定一个整数数组 nums ，找出一个序列中乘积最大的连续子序列（该序列至少包含一个数）。

【分析】求最大子数组乘积问题是由最大子数组之和问题演变而来，但是却比求最大子数组之和要复杂，因为在求和的时候，遇到0，不会改变最大值，遇到负数，也只是会减小最大值而已。而在求最大子数组乘积的问题中，遇到0会使整个乘积为0，而遇到负数，则会使最大乘积变成最小乘积，正因为有负数和0的存在，使问题变得复杂了不少。。

比如，我们现在有一个数组[2, 3, -2, 4]，我们可以很容易的找出所有的连续子数组，[2], [3], [-2], [4], [2, 3], [3, -2], [-2, 4], [2, 3, -2], [3, -2, 4], [2, 3, -2, 4], 然后可以很轻松的算出最大的子数组乘积为6，来自子数组[2, 3].

那么我们如何写代码来实现自动找出最大子数组乘积呢，我最先想到的方比较简单粗暴，就是找出所有的子数组，然后算出每一个子数组的乘积，然后比较找出最大的一个，需要两个for循环，第一个for遍历整个数组，第二个for遍历含有当前数字的子数组，就是按以下顺序找出子数组: [2], [2, 3], [2, 3, -2], [2, 3, -2, 4], [3], [3, -2], [3, -2, 4], [-2], [-2, 4], [4], 我在本地测试的一些数组全部通过，于是兴高采烈的拿到OJ上测试，结果丧心病狂的OJ用一个有15000个数字的数组来测试，然后说我程序的运行时间超过了要求值，我一看我的代码，果然如此，时间复杂度O(n2), 得想办法只用一次循环搞定。我想来想去想不出好方法，于是到网上搜各位大神的解决方法。其实这道题最直接的方法就是用DP来做，而且要用两个dp数组，其中f[i]表示子数组[0, i]范围内的最大子数组乘积，g[i]表示子数组[0, i]范围内的最小子数组乘积，初始化时f[0]和g[0]都初始化为nums[0]，其余都初始化为0。那么从数组的第二个数字开始遍历，那么此时的最大值和最小值只会在这三个数字之间产生，即f[i-1]\*nums[i]，g[i-1]\*nums[i]，和nums[i]。所以我们用三者中的最大值来更新f[i]，用最小值来更新g[i]，然后用f[i]来更新结果res即可。

【CODE】

class Solution {

public:

int maxProduct(vector<int>& nums) {

int res = nums[0], n = nums.size();

vector<int> f(n, 0), g(n, 0);

f[0] = nums[0];

g[0] = nums[0];

for (int i = 1; i < n; ++i) {

f[i] = max(max(f[i - 1] \* nums[i], g[i - 1] \* nums[i]), nums[i]);

g[i] = min(min(f[i - 1] \* nums[i], g[i - 1] \* nums[i]), nums[i]);

res = max(res, f[i]);

}

return res;

}

};

## 153. Find Minimum in Rotated Sorted Array寻找旋转排序数组中的最小值

假设按照升序排序的数组在预先未知的某个点上进行了旋转。

( 例如，数组 [0,1,2,4,5,6,7] 可能变为 [4,5,6,7,0,1,2] )。

请找出其中最小的元素。

你可以假设数组中不存在重复元素。

【分析】考虑将时间复杂度从简单粗暴的O(n)缩小到O(lgn)，这时候二分查找法就浮现在脑海。首先要判断这个有序数组是否旋转了，通过比较第一个和最后一个数的大小，如果第一个数小，则没有旋转，直接返回这个数。如果第一个数大，就要进一步搜索。我们定义left和right两个指针分别指向开头和结尾，还要找到中间那个数，然后和left指的数比较，如果中间的数大，则继续二分查找右半段数组，反之查找左半段。终止条件是当左右两个指针相邻，返回小的那个。

【CODE】

class Solution {

public:

int findMin(vector<int> &num) {

int left = 0, right = num.size() - 1;

if (num[left] > num[right]) {

while (left != (right - 1)) {

int mid = (left + right) / 2;

if (num[left] < num[mid]) left = mid;

else right = mid;

}

return min(num[left], num[right]);

}

return num[0];

}

};

## 154. Find Minimum in Rotated Sorted Array II寻找旋转排序数组中的最小值 II

假设按照升序排序的数组在预先未知的某个点上进行了旋转。

( 例如，数组 [0,1,2,4,5,6,7] 可能变为 [4,5,6,7,0,1,2] )。

请找出其中最小的元素。

注意数组中可能存在重复的元素。

【分析】当数组中存在大量的重复数字时，就会破坏二分查找法的机制，我们无法取得O(lgn)的时间复杂度，又将会回到简单粗暴的O(n)，比如如下两种情况：

{2, 2, 2, 2, 2, 2, 2, 2, 0, 1, 1, 2} 和 {2, 2, 2, 0, 2, 2, 2, 2, 2, 2, 2, 2}， 我们发现，当第一个数字和最后一个数字，还有中间那个数字全部相等的时候，二分查找法就崩溃了，因为它无法判断到底该去左半边还是右半边。这种情况下，我们将左指针右移一位，略过一个相同数字，这对结果不会产生影响，因为我们只是去掉了一个相同的，然后对剩余的部分继续用二分查找法，在最坏的情况下，比如数组所有元素都相同，时间复杂度会升到O(n)。

【CODE】

class Solution {

public:

int findMin(vector<int> &nums) {

if (nums.empty()) return 0;

int left = 0, right = nums.size() - 1, res = nums[0];

while (left < right - 1) {

int mid = left + (right - left) / 2;

if (nums[left] < nums[mid]) {

res = min(res, nums[left]);

left = mid + 1;

} else if (nums[left] > nums[mid]) {

res = min(res, nums[right]);

right = mid;

} else ++left;

}

res = min(res, nums[left]);

res = min(res, nums[right]);

return res;

}

};

## 209. Minimum Size Subarray Sum长度最小的子数组

给定一个含有 n 个正整数的数组和一个正整数 s ，找出该数组中满足其和 ≥ s 的长度最小的子数组。如果不存在符合条件的子数组，返回 0。

进阶:如果你已经完成了O(n) 时间复杂度的解法, 请尝试 O(n log n) 时间复杂度的解法。

【分析】看O(nlgn)的解法，这个解法要用到二分查找法，思路是，我们建立一个比原数组长一位的sums数组，其中sums[i]表示nums数组中[0, i - 1]的和，然后我们对于sums中每一个值sums[i]，用二分查找法找到子数组的右边界位置，使该子数组之和大于sums[i] + s，然后我们更新最短长度的距离即可。

【CODE】// O(nlgn)

class Solution {

public:

int minSubArrayLen(int s, vector<int>& nums) {

int len = nums.size(), sums[len + 1] = {0}, res = len + 1;

for (int i = 1; i < len + 1; ++i) sums[i] = sums[i - 1] + nums[i - 1];

for (int i = 0; i < len + 1; ++i) {

int right = searchRight(i + 1, len, sums[i] + s, sums);

if (right == len + 1) break;

if (res > right - i) res = right - i;

}

return res == len + 1 ? 0 : res;

}

int searchRight(int left, int right, int key, int sums[]) {

while (left <= right) {

int mid = (left + right) / 2;

if (sums[mid] >= key) right = mid - 1;

else left = mid + 1;

}

return left;

}

};

## 216. Combination Sum III组合总和 III

找出所有相加之和为 n 的 k 个数的组合。组合中只允许含有 1 - 9 的正整数，并且每种组合中不存在重复的数字。

说明:所有数字都是正整数。

解集不能包含重复的组合。

【分析】n是k个数字之和，如果n小于0，则直接返回，如果n正好等于0，而且此时out中数字的个数正好为k，说明此时是一个正确解，将其存入结果res中。

【CODE】

class Solution {

public:

vector<vector<int> > combinationSum3(int k, int n) {

vector<vector<int> > res;

vector<int> out;

combinationSum3DFS(k, n, 1, out, res);

return res;

}

void combinationSum3DFS(int k, int n, int level, vector<int> &out, vector<vector<int> > &res) {

if (n < 0) return;

if (n == 0 && out.size() == k) res.push\_back(out);

for (int i = level; i <= 9; ++i) {

out.push\_back(i);

combinationSum3DFS(k, n - i, i + 1, out, res);

out.pop\_back();

}

}

};

## 162. Find Peak Element 寻找峰值

峰值元素是指其值大于左右相邻值的元素。

给定一个输入数组 nums，其中 nums[i] ≠ nums[i+1]，找到峰值元素并返回其索引。

数组可能包含多个峰值，在这种情况下，返回任何一个峰值所在位置即可。

你可以假设 nums[-1] = nums[n] = -∞。

说明:你的解法应该是 O(logN) 时间复杂度的。

【分析】说明了局部峰值一定存在，那么实际上可以从第二个数字开始往后遍历，如果第二个数字比第一个数字小，说明此时第一个数字就是一个局部峰值；否则就往后继续遍历，现在是个递增趋势，如果此时某个数字小于前面那个数字，说明前面数字就是一个局部峰值，返回位置即可。如果循环结束了，说明原数组是个递增数组，返回最后一个位置即可。

【CODE】

class Solution {

public:

int findPeakElement(vector<int>& nums) {

for (int i = 1; i < nums.size(); ++i) {

if (nums[i] < nums[i - 1]) return i - 1;

}

return nums.size() - 1;

}

};

## 228. Summary Ranges汇总区间

给定一个无重复元素的有序整数数组，返回数组区间范围的汇总。

输入: [0,1,2,4,5,7]

输出: ["0->2","4->5","7"]

解释: 0,1,2 可组成一个连续的区间; 4,5 可组成一个连续的区间。

输入: [0,2,3,4,6,8,9]

输出: ["0","2->4","6","8->9"]

解释: 2,3,4 可组成一个连续的区间; 8,9 可组成一个连续的区间。

【分析】具体来说就是让我们找出连续的序列，然后首尾两个数字之间用个“->"来连接，那么我只需遍历一遍数组即可，每次检查下一个数是不是递增的，如果是，则继续往下遍历，如果不是了，我们还要判断此时是一个数还是一个序列，一个数直接存入结果，序列的话要存入首尾数字和箭头“->"。我们需要两个变量i和j，其中i是连续序列起始数字的位置，j是连续数列的长度，当j为1时，说明只有一个数字，若大于1，则是一个连续序列。

【CODE】

class Solution {

public:

vector<string> summaryRanges(vector<int>& nums) {

vector<string> res;

int i = 0, n = nums.size();

while (i < n) {

int j = 1;

while (i + j < n && nums[i + j] - nums[i] == j) ++j;

res.push\_back(j <= 1 ? to\_string(nums[i]) : to\_string(nums[i]) + "->" + to\_string(nums[i + j - 1]));

i += j;

}

return res;

}

};

## 229. Majority Element II求众数 II

给定一个大小为 n 的数组，找出其中所有出现超过 ⌊ n/3 ⌋ 次的元素。

说明: 要求算法的时间复杂度为 O(n)，空间复杂度为 O(1)。

【知识点】摩尔投票法Moore Voting

是一种在线性时间O(n)和空间复杂度的情况下，在一个元素序列中查找包含最多的元素。

算法在局部变量中定义一个序列元素(m)和一个计数器(i)，初始化的情况下计数器为0. 算法依次扫描序列中的元素，当处理元素x的时候，如果计数器为0，那么将x赋值给m，然后将计数器(i)设置为1，如果计数器不为0，那么将序列元素m和x比较，如果相等，那么计数器加1，如果不等，那么计数器减1。处理之后，最后存储的序列元素(m)，就是这个序列中最多的元素。

如果不确定是否存储的元素m是最多的元素，还可以进行第二遍扫描判断是否为最多的元素。

【分析】让我们求出现次数大于n/3的众数，而且限定了时间和空间复杂度，那么就不能排序，也不能使用哈希表，这么苛刻的限制条件只有一种方法能解了，那就是摩尔投票法 Moore Voting，这种方法在之前那道题Majority Element 求众数中也使用了。题目中给了一条很重要的提示，让我们先考虑可能会有多少个众数，经过举了很多例子分析得出，任意一个数组出现次数大于n/3的众数最多有两个，具体的证明我就不会了，我也不是数学专业的。那么有了这个信息，我们使用投票法的核心是找出两个候选众数进行投票，需要两遍遍历，第一遍历找出两个候选众数，第二遍遍历重新投票验证这两个候选众数是否为众数即可，选候选众数方法和前面那篇Majority Element 求众数一样，由于之前那题题目中限定了一定会有众数存在，故而省略了验证候选众数的步骤，这道题却没有这种限定，即满足要求的众数可能不存在，所以要有验证。

【CODE】

class Solution {

public:

vector<int> majorityElement(vector<int>& nums) {

vector<int> res;

int m = 0, n = 0, cm = 0, cn = 0;

for (auto &a : nums) {

if (a == m) ++cm;

else if (a ==n) ++cn;

else if (cm == 0) m = a, cm = 1;

else if (cn == 0) n = a, cn = 1;

else --cm, --cn;

}

cm = cn = 0;

for (auto &a : nums) {

if (a == m) ++cm;

else if (a == n) ++cn;

}

if (cm > nums.size() / 3) res.push\_back(m);

if (cn > nums.size() / 3) res.push\_back(n);

return res;

}

};

## 238. Product of Array Except Self除自身以外数组的乘积

给定长度为 n 的整数数组 nums，其中 n > 1，返回输出数组 output ，其中 output[i] 等于 nums 中除 nums[i] 之外其余各元素的乘积。

说明: 请不要使用除法，且在 O(n) 时间复杂度内完成此题。

进阶：你可以在常数空间复杂度内完成这个题目吗？（ 出于对空间复杂度分析的目的，输出数组不被视为额外空间。）

【分析】对于某一个数字，如果我们知道其前面所有数字的乘积，同时也知道后面所有的数乘积，那么二者相乘就是我们要的结果，所以我们只要分别创建出这两个数组即可，分别从数组的两个方向遍历就可以分别创建出乘积累积数组。

【CODE】

class Solution {

public:

vector<int> productExceptSelf(vector<int>& nums) {

int n = nums.size();

vector<int> fwd(n, 1), bwd(n, 1), res(n);

for (int i = 0; i < n - 1; ++i) {

fwd[i + 1] = fwd[i] \* nums[i];

}

for (int i = n - 1; i > 0; --i) {

bwd[i - 1] = bwd[i] \* nums[i];

}

for (int i = 0; i < n; ++i) {

res[i] = fwd[i] \* bwd[i];

}

return res;

}

};

【分析】可以对上面的方法进行空间上的优化，由于最终的结果都是要乘到结果res中，所以我们可以不用单独的数组来保存乘积，而是直接累积到res中，我们先从前面遍历一遍，将乘积的累积存入res中，然后从后面开始遍历，用到一个临时变量right，初始化为1，然后每次不断累积，最终得到正确结果。

【CODE】

class Solution {

public:

vector<int> productExceptSelf(vector<int>& nums) {

vector<int> res(nums.size(), 1);

for (int i = 1; i < nums.size(); ++i) {

res[i] = res[i - 1] \* nums[i - 1];

}

int right = 1;

for (int i = nums.size() - 1; i >= 0; --i) {

res[i] \*= right;

right \*= nums[i];

}

return res;

}

};

## 283. Move Zeroes移动零

给定一个数组 nums，编写一个函数将所有 0 移动到数组的末尾，同时保持非零元素的相对顺序。

说明:必须在原数组上操作，不能拷贝额外的数组。

尽量减少操作次数。

【分析】替换法in-place来做，需要用两个指针，一个不停的向后扫，找到非零位置，然后和前面那个指针交换位置即可。

【CODE】

class Solution {

public:

void moveZeroes(vector<int>& nums) {

for (int i = 0, j = 0; i < nums.size(); ++i) {

if (nums[i]) {

swap(nums[i], nums[j++]);

}

}

}

};

## 287. Find the Duplicate Number寻找重复数

给定一个包含 n + 1 个整数的数组 nums，其数字都在 1 到 n 之间（包括 1 和 n），可知至少存在一个重复的整数。假设只有一个重复的整数，找出这个重复的数。  
说明：

不能更改原数组（假设数组是只读的）。

只能使用额外的 O(1) 的空间。

时间复杂度小于 O(n2) 。

数组中只有一个重复的数字，但它可能不止重复出现一次。

【分析】这道题给了我们n+1个数，所有的数都在[1, n]区域内，首先让我们证明必定会有一个重复数，这不禁让我想起了小学华罗庚奥数中的抽屉原理(又叫鸽巢原理), 即如果有十个苹果放到九个抽屉里，如果苹果全在抽屉里，则至少有一个抽屉里有两个苹果，这里就不证明了，直接来做题吧。题目要求我们不能改变原数组，即不能给原数组排序，又不能用多余空间，那么哈希表神马的也就不用考虑了，又说时间小于O(n2)，也就不能用brute force的方法，那我们也就只能考虑用二分搜索法了，我们在区别[1, n]中搜索，首先求出中点mid，然后遍历整个数组，统计所有小于等于mid的数的个数，如果个数大于mid，则说明重复值在[mid+1, n]之间，反之，重复值应在[1, mid-1]之间，然后依次类推，直到搜索完成，此时的low就是我们要求的重复值。

【CODE】class Solution {

public:

int findDuplicate(vector<int>& nums) {

int low = 1, high = nums.size() - 1;

while (low < high) {

int mid = low + (high - low) \* 0.5;

int cnt = 0;

for (auto a : nums) {

if (a <= mid) ++cnt;

}

if (cnt <= mid) low = mid + 1;

else high = mid;

}

return low;

}

};

【分析】题目限定了区间[1,n]，所以可以巧妙的利用坐标和数值之间相互转换，而由于重复数字的存在，那么一定会形成环，我们用快慢指针可以找到环并确定环的起始位置。

【CODE】

class Solution {

public:

int findDuplicate(vector<int>& nums) {

int slow = 0, fast = 0, t = 0;

while (true) {

slow = nums[slow];

fast = nums[nums[fast]];

if (slow == fast) break;

}

while (true) {

slow = nums[slow];

t = nums[t];

if (slow == t) break;

}

return slow;

}

};

## 289. Game of Life生命游戏

生命游戏，简称为生命，是英国数学家约翰·何顿·康威在1970年发明的细胞自动机。

给定一个包含 m × n 个格子的面板，每一个格子都可以看成是一个细胞。每个细胞具有一个初始状态 live（1）即为活细胞， 或 dead（0）即为死细胞。每个细胞与其八个相邻位置（水平，垂直，对角线）的细胞都遵循以下四条生存定律：

如果活细胞周围八个位置的活细胞数少于两个，则该位置活细胞死亡；

如果活细胞周围八个位置有两个或三个活细胞，则该位置活细胞仍然存活；

如果活细胞周围八个位置有超过三个活细胞，则该位置活细胞死亡；

如果死细胞周围正好有三个活细胞，则该位置死细胞复活；

根据当前状态，写一个函数来计算面板上细胞的下一个（一次更新后的）状态。下一个状态是通过将上述规则同时应用于当前状态下的每个细胞所形成的，其中细胞的出生和死亡是同时发生的。

|  |  |
| --- | --- |
| 输入:  [  [0,1,0],  [0,0,1],  [1,1,1],  [0,0,0]  ] | 输出:  [  [0,0,0],  [1,0,1],  [0,1,1],  [0,1,0]  ] |

进阶:

你可以使用原地算法解决本题吗？请注意，面板上所有格子需要同时被更新：你不能先更新某些格子，然后使用它们的更新后的值再更新其他格子。

本题中，我们使用二维数组来表示面板。原则上，面板是无限的，但当活细胞侵占了面板边界时会造成问题。你将如何解决这些问题？

【分析】这道题是有名的康威生命游戏, 这是一种细胞自动机，每一个位置有两种状态，1为活细胞，0为死细胞，对于每个位置都满足如下的条件：

1. 如果活细胞周围八个位置的活细胞数少于两个，则该位置活细胞死亡

2. 如果活细胞周围八个位置有两个或三个活细胞，则该位置活细胞仍然存活

3. 如果活细胞周围八个位置有超过三个活细胞，则该位置活细胞死亡

4. 如果死细胞周围正好有三个活细胞，则该位置死细胞复活

由于题目中要求我们用置换方法in-place来解题，所以我们就不能新建一个相同大小的数组，那么我们只能更新原有数组，但是题目中要求所有的位置必须被同时更新，但是在循环程序中我们还是一个位置一个位置更新的，那么当一个位置更新了，这个位置成为其他位置的neighbor时，我们怎么知道其未更新的状态呢，我们可以使用状态机转换：

状态0： 死细胞转为死细胞

状态1： 活细胞转为活细胞

状态2： 活细胞转为死细胞

状态3： 死细胞转为活细胞

最后我们对所有状态对2取余，那么状态0和2就变成死细胞，状态1和3就是活细胞，达成目的。我们先对原数组进行逐个扫描，对于每一个位置，扫描其周围八个位置，如果遇到状态1或2，就计数器累加1，扫完8个邻居，如果少于两个活细胞或者大于三个活细胞，而且当前位置是活细胞的话，标记状态2，如果正好有三个活细胞且当前是死细胞的话，标记状态3。完成一遍扫描后再对数据扫描一遍，对2取余变成我们想要的结果。

【CODE】

class Solution {

public:

void gameOfLife(vector<vector<int> >& board) {

int m = board.size(), n = m ? board[0].size() : 0;

int dx[] = {-1, -1, -1, 0, 1, 1, 1, 0};

int dy[] = {-1, 0, 1, 1, 1, 0, -1, -1};

for (int i = 0; i < m; ++i) {

for (int j = 0; j < n; ++j) {

int cnt = 0;

for (int k = 0; k < 8; ++k) {

int x = i + dx[k], y = j + dy[k];

if (x >= 0 && x < m && y >= 0 && y < n && (board[x][y] == 1 || board[x][y] == 2)) {

++cnt;

}

}

if (board[i][j] && (cnt < 2 || cnt > 3)) board[i][j] = 2;

else if (!board[i][j] && cnt == 3) board[i][j] = 3;

}

}

for (int i = 0; i < m; ++i) {

for (int j = 0; j < n; ++j) {

board[i][j] %= 2;

}

}

}

};

## 380. Insert Delete GetRandom O(1)常数时间插入、删除和获取随机元素

设计一个支持在平均 时间复杂度 O(1) 下，执行以下操作的数据结构。

insert(val)：当元素 val 不存在时，向集合中插入该项。

remove(val)：元素 val 存在时，从集合中移除该项。

getRandom：随机返回现有集合中的一项。每个元素应该有相同的概率被返回。

【分析】在常数时间范围内实现插入删除和获得随机数操作，如果这道题没有常数时间的限制，那么将会是一道非常简单的题，我们直接用一个set就可以搞定所有的操作。但是由于时间的限制，我们无法在常数时间内实现获取随机数，所以只能另辟蹊径。此题的正确解法是利用到了一个一维数组和一个哈希表，其中数组用来保存数字，哈希表用来建立每个数字和其在数组中的位置之间的映射，对于插入操作，我们先看这个数字是否已经在哈希表中存在，如果存在的话直接返回false，不存在的话，我们将其插入到数组的末尾，然后建立数字和其位置的映射。删除操作是比较巧妙的，我们还是要先判断其是否在哈希表里，如果没有，直接返回false。由于哈希表的删除是常数时间的，而数组并不是，为了使数组删除也能常数级，我们实际上将要删除的数字和数组的最后一个数字调换个位置，然后修改对应的哈希表中的值，这样我们只需要删除数组的最后一个元素即可，保证了常数时间内的删除。而返回随机数对于数组来说就很简单了，我们只要随机生成一个位置，返回该位置上的数字即可。

【CODE】

class RandomizedSet {

public:

/\*\* Initialize your data structure here. \*/

RandomizedSet() {}

/\*\* Inserts a value to the set. Returns true if the set did not already contain the specified element. \*/

bool insert(int val) {

if (m.count(val)) return false;

nums.push\_back(val);

m[val] = nums.size() - 1;

return true;

}

/\*\* Removes a value from the set. Returns true if the set contained the specified element. \*/

bool remove(int val) {

if (!m.count(val)) return false;

int last = nums.back();

m[last] = m[val];

nums[m[val]] = last;

nums.pop\_back();

m.erase(val);

return true;

}

/\*\* Get a random element from the set. \*/

int getRandom() {

return nums[rand() % nums.size()];

}

private:

vector<int> nums;

unordered\_map<int, int> m;

};