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给定一个二叉树，返回它的中序遍历。

示例:输入: [1,null,2,3] 输出: [1,3,2]

【分析】二叉树的中序遍历顺序为左-根-右，可以有递归和非递归来解，其中非递归解法又分为两种，一种是使用栈来接，另一种不需要使用栈。我们先来看递归方法，十分直接，对左子结点调用递归函数，根节点访问值，右子节点再调用递归函数。

【CODE】// Recursion

class Solution {

public:

vector<int> inorderTraversal(TreeNode \*root) {

vector<int> res;

inorder(root, res);

return res;

}

void inorder(TreeNode \*root, vector<int> &res) {

if (!root) return;

if (root->left) inorder(root->left, res);

res.push\_back(root->val);

if (root->right) inorder(root->right, res);

}

};

【分析】非递归使用栈的解法，需要用栈来做，思路是从根节点开始，先将根节点压入栈，然后再将其所有左子结点压入栈，然后取出栈顶节点，保存节点值，再将当前指针移到其右子节点上，若存在右子节点，则在下次循环时又可将其所有左子结点压入栈中。这样就保证了访问顺序为左-根-右。

【CODE】// Non-recursion

class Solution {

public:

vector<int> inorderTraversal(TreeNode \*root) {

vector<int> res;

stack<TreeNode\*> s;

TreeNode \*p = root;

while (p || !s.empty()) {

while (p) {

s.push(p);

p = p->left;

}

p = s.top();

s.pop();

res.push\_back(p->val);

p = p->right;

}

return res;

}

};

【分析】另一种很巧妙的解法，这种方法不需要使用栈，所以空间复杂度为常量，这种非递归不用栈的遍历方法有个专门的名字，叫Morris Traversal，在介绍这种方法之前，我们先来引入一种新型树，叫 Threaded binary tree，螺纹二叉树，维基百科上关于它的英文定义：

A binary tree is threaded by making all right child pointers that would normally be null point to the inorder successor of the node (if it exists), and all left child pointers that would normally be null point to the inorder predecessor of the node.

就是说螺纹二叉树实际上是把所有原本为空的右子节点指向了中序遍历顺序之后的那个节点，把所有原本为空的左子节点都指向了中序遍历之前的那个节点。由于我们既不能用递归，又不能用栈，那我们如何保证访问顺序是中序遍历的左-根-右呢。原来我们需要构建一个螺纹二叉树，我们需要将所有为空的右子节点指向中序遍历的下一个节点，这样我们中序遍历完左子结点后，就能顺利的回到其根节点继续遍历了。

【算法】

1. 初始化指针cur指向root

2. 当cur不为空时

　 - 如果cur没有左子结点

　 a) 打印出cur的值

　　 b) 将cur指针指向其右子节点

　 - 反之

　 将pre指针指向cur的左子树中的最右子节点

　　　 \* 若pre不存在右子节点

　　　 a) 将其右子节点指回cur

　　　　 b) cur指向其左子节点

　　　 \* 反之

　　　　　 a) 将pre的右子节点置空

　　　　　 b) 打印cur的值

　　　　　 c) 将cur指针指向其右子节点

【CODE】// Non-recursion and no stack

class Solution {

public:

vector<int> inorderTraversal(TreeNode \*root) {

vector<int> res;

if (!root) return res;

TreeNode \*cur, \*pre;

cur = root;

while (cur) {

if (!cur->left) {

res.push\_back(cur->val);

cur = cur->right;

} else {

pre = cur->left;

while (pre->right && pre->right != cur) pre = pre->right;

if (!pre->right) {

pre->right = cur;

cur = cur->left;

} else {

pre->right = NULL;

res.push\_back(cur->val);

cur = cur->right;

}

}

}

return res;

}

};

Morris遍历不仅仅对中序遍历有用，对先序和后序同样有用。所以对二叉树的三种常见遍历顺序(先序，中序，后序)就有三种解法(递归，非递归，Morris遍历)，总共有九段代码呀，熟练掌握这九种写法才算初步掌握了树的遍历~~ 至于二叉树的层序遍历也有递归和非递归解法，至于有没有Morris遍历的解法还有待大神们的解答~~

96. Unique Binary Search Trees不同的二叉搜索树

给定一个整数 n，求以 1 ... n 为节点组成的二叉搜索树有多少种？

【知识点】卡特兰数（Catalan number）

【分析】我们把n = 0 时赋为1，因为空树也算一种二叉搜索树，那么n = 1时的情况可以看做是其左子树个数乘以右子树的个数，左右字数都是空树，所以1乘1还是1。那么n = 2时，由于1和2都可以为跟，分别算出来，再把它们加起来即可。n = 2的情况可由下面式子算出：

dp[2] = dp[0] \* dp[1]　　　(1为根的情况)

　　　　+ dp[1] \* dp[0]　　 (2为根的情况)

同理可写出 n = 3 的计算方法：

dp[3] = dp[0] \* dp[2]　　　(1为根的情况)

　　　　+ dp[1] \* dp[1]　　 (2为根的情况)

　　　 + dp[2] \* dp[0]　　 (3为根的情况)

![](data:image/png;base64,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)由此可以得出卡塔兰数列的递推式为：

【CODE】

class Solution {

public:

int numTrees(int n) {

vector<int> dp(n + 1, 0);

dp[0] = 1;

dp[1] = 1;

for (int i = 2; i <= n; ++i) {

for (int j = 0; j < i; ++j) {

dp[i] += dp[j] \* dp[i - j - 1];

}

}

return dp[n];

}

};

95. Unique Binary Search Trees II不同的二叉搜索树 II

给定一个整数 n，生成所有由 1 ... n 为节点所组成的二叉搜索树。

|  |  |
| --- | --- |
| 输入: 3  输出:[  [1,null,3,2],  [3,2,null,1],  [3,1,null,null,2],  [2,1,3],  [1,null,2,null,3]  ] | 解释:  以上的输出对应以下 5 种不同结构的二叉搜索树：  1 3 3 2 1  \ / / / \ \  3 2 1 1 3 2  / / \ \  2 1 2 3 |

【分析】之前那个只要求算出所有不同的二叉搜索树的个数，这道题让把那些二叉树都建立出来。这种建树问题一般来说都是用**递归**来解，这道题也不例外，划分左右子树，递归构造。至于递归函数中为什么都用的是指针，若不用指针，全部实例化的话会存在大量的对象拷贝，要调用拷贝构造函数。

【CODE】

class Solution {

public:

vector<TreeNode \*> generateTrees(int n) {

if (n == 0) return {};

return \*generateTreesDFS(1, n);

}

vector<TreeNode\*> \*generateTreesDFS(int start, int end) {

vector<TreeNode\*> \*subTree = new vector<TreeNode\*>();

if (start > end) subTree->push\_back(NULL);

else {

for (int i = start; i <= end; ++i) {

vector<TreeNode\*> \*leftSubTree = generateTreesDFS(start, i - 1);

vector<TreeNode\*> \*rightSubTree = generateTreesDFS(i + 1, end);

for (int j = 0; j < leftSubTree->size(); ++j) {

for (int k = 0; k < rightSubTree->size(); ++k) {

TreeNode \*node = new TreeNode(i);

node->left = (\*leftSubTree)[j];

node->right = (\*rightSubTree)[k];

subTree->push\_back(node);

}

}

}

}

return subTree;

}

};

98. Validate Binary Search Tree验证二叉搜索树

给定一个二叉树，判断其是否是一个有效的二叉搜索树。

一个二叉搜索树具有如下特征：

节点的左子树只包含小于当前节点的数。

节点的右子树只包含大于当前节点的数。

所有左子树和右子树自身必须也是二叉搜索树。

【分析】这道验证二叉搜索树有很多种解法，可以利用它本身的性质来做，即左<根<右，也可以通过利用中序遍历结果为有序数列来做，下面我们先来看最简单的一种，就是利用其本身性质来做，初始化时带入系统最大值和最小值，在递归过程中换成它们自己的节点值，用long代替int就是为了包括int的边界条件。

【CODE】

// Recursion without inorder traversal

class Solution {

public:

bool isValidBST(TreeNode \*root) {

return isValidBST(root, LONG\_MIN, LONG\_MAX);

}

bool isValidBST(TreeNode \*root, long mn, long mx) {

if (!root) return true;

if (root->val <= mn || root->val >= mx) return false;

return isValidBST(root->left, mn, root->val) && isValidBST(root->right, root->val, mx);

}

};

【分析】一般的二叉搜索树是左<=根<右，而这道题设定为左<根<右，那么就可以用中序遍历来做。因为如果不去掉左=根这个条件的话，那么下边两个数用中序遍历无法区分：

20 20

/ \

20 20

它们的中序遍历结果都一样，但是左边的是BST，右边的不是BST。去掉等号的条件则相当于去掉了这种限制条件。下面我们来看使用中序遍历来做，这种方法思路很直接，通过中序遍历将所有的节点值存到一个数组里，然后再来判断这个数组是不是有序的。或者，不将遍历结果存入一个数组遍历完成再比较，而是每当遍历到一个新节点时和其上一个节点比较，如果不大于上一个节点那么则返回false，全部遍历完成后返回true。

也可以用非递归来做，需要用到栈，因为中序遍历可以非递归来实现。最后还有一种方法，由于中序遍历还有非递归且无栈的实现方法，称之为Morris遍历，可以参考Binary Tree Inorder Traversal，这种实现方法虽然写起来比递归版本要复杂的多，但是好处在于是O(1)空间复杂度。

99. Recover Binary Search Tree恢复二叉搜索树

二叉搜索树中的两个节点被错误地交换。

请在不改变其结构的情况下，恢复这棵树。

进阶:使用 O(n) 空间复杂度的解法很容易实现。

你能想出一个只使用常数空间的解决方案吗？

【分析】传统的中序遍历递归，不过再应该输出节点值的地方，换成了判断pre和当前节点值的大小，如果pre的大，若first为空，则将first指向pre指的节点，把second指向当前节点。这样中序遍历完整个树，若first和second都存在，则交换它们的节点值即可。这个算法的空间复杂度仍为O(n)。

常数空间解决方案：用的Morris遍历，这是一种非递归且不使用栈，空间复杂度为O(1)的遍历方法，可参见之前Binary Tree Inorder Traversal 二叉树的中序遍历，在其基础上做些修改，加入first, second和parent指针，来比较当前节点值和中序遍历的前一节点值的大小，跟递归算法的思路相似。

【CODE】// Now O(1) space complexity

class Solution {

public:

void recoverTree(TreeNode \*root) {

TreeNode \*first = NULL, \*second = NULL, \*parent = NULL;

TreeNode \*cur, \*pre;

cur = root;

while (cur) {

if (!cur->left) {

if (parent && parent->val > cur->val) {

if (!first) first = parent;

second = cur;

}

parent = cur;

cur = cur->right;

} else {

pre = cur->left;

while (pre->right && pre->right != cur) pre = pre->right;

if (!pre->right) {

pre->right = cur;

cur = cur->left;

} else {

pre->right = NULL;

if (parent->val > cur->val) {

if (!first) first = parent;

second = cur;

}

parent = cur;

cur = cur->right;

}

}

}

if (first && second) swap(first->val, second->val);

}

};

100. Same Tree相同的树

给定两个二叉树，编写一个函数来检验它们是否相同。

如果两个树在结构上相同，并且节点具有相同的值，则认为它们是相同的。

【分析】判断两棵树是否相同和之前的判断两棵树是否对称都是一样的原理，利用深度优先搜索DFS来递归。

【知识点】DFS深度优先搜索；二叉树的四种遍历(层序，先序，中序，后序)

【CODE】class Solution {

public:

bool isSameTree(TreeNode \*p, TreeNode \*q) {

if (!p && !q) return true;

if ((p && !q) || (!p && q) || (p->val != q->val)) return false;

return isSameTree(p->left, q->left) && isSameTree(p->right, q->right);

}

};

101. Symmetric Tree对称二叉树

给定一个二叉树，检查它是否是镜像对称的。

|  |  |
| --- | --- |
| 二叉树 [1,2,2,3,4,4,3] 是对称的。  1  / \  2 2  / \ / \  3 4 4 3 | [1,2,2,null,3,null,3] 则不是镜像对称的:  1  / \  2 2  \ \  3 3 |

【分析】判断二叉树是否是平衡树，比如有两个节点n1, n2，我们需要比较n1的左子节点的值和n2的右子节点的值是否相等，同时还要比较n1的右子节点的值和n2的左子结点的值是否相等，以此类推比较完所有的左右两个节点。我们可以用递归和迭代两种方法来实现，写法不同，但是算法核心都一样。

【CODE】class Solution {

public:

bool isSymmetric(TreeNode \*left, TreeNode \*right) {

if (!left && !right) return true;

if (left && !right || !left && right || left->val != right->val) return false;

return isSymmetric(left->left, right->right) && isSymmetric(left->right, right->left);

}

bool isSymmetric(TreeNode \*root) {

if (!root) return true;

return isSymmetric(root->left, root->right);

}

};

102. Binary Tree Level Order Traversal二叉树的层次遍历

给定一个二叉树，返回其按层次遍历的节点值。

（即逐层地，从左到右访问所有节点）。

【分析】层序遍历二叉树是典型的广度优先搜索BFS的应用，但是这里稍微复杂一点的是，我们要把各个层的数分开，存到一个二维向量里面，大体思路还是基本相同的，建立一个queue，然后先把根节点放进去，这时候找根节点的左右两个子节点，这时候去掉根节点，此时queue里的元素就是下一层的所有节点，用一个for循环遍历它们，然后存到一个一维向量里，遍历完之后再把这个一维向量存到二维向量里，以此类推，可以完成层序遍历。

【CODE】// Iterative

class Solution {

public:

vector<vector<int> > levelOrder(TreeNode \*root) {

vector<vector<int> > res;

if (root == NULL) return res;

queue<TreeNode\*> q;

q.push(root);

while (!q.empty()) {

vector<int> oneLevel;

int size = q.size();

for (int i = 0; i < size; ++i) {

TreeNode \*node = q.front();

q.pop();

oneLevel.push\_back(node->val);

if (node->left) q.push(node->left);

if (node->right) q.push(node->right);

}

res.push\_back(oneLevel);

}

return res;

}

};

【分析】递归的写法，核心就在于我们需要一个二维数组，和一个变量level，当level递归到上一层的个数，我们新建一个空层，继续往里面加数字

【CODE】// Recursive

class Solution {

public:

vector<vector<int>> levelOrder(TreeNode\* root) {

vector<vector<int> > res;

levelorder(root, 0, res);

return res;

}

void levelorder(TreeNode \*root, int level, vector<vector<int> > &res) {

if (!root) return;

if (res.size() == level) res.push\_back({});

res[level].push\_back(root->val);

if (root->left) levelorder(root->left, level + 1, res);

if (root->right) levelorder(root->right, level + 1, res);

}

};

103. Binary Tree Zigzag Level Order Traversal二叉树的锯齿形层次遍历

给定一个二叉树，返回其节点值的锯齿形层次遍历。（即先从左往右，再从右往左进行下一层遍历，以此类推，层与层之间交替进行）。

|  |  |
| --- | --- |
| 给定二叉树 [3,9,20,null,null,15,7],  3  / \  9 20  / \  15 7 | 返回锯齿形层次遍历如下：  [  [3],  [20,9],  [15,7]  ] |

【分析】这道二叉树的之字形层序遍历是之前那道[LeetCode] Binary Tree Level Order Traversal 二叉树层序遍历的变形，不同之处在于一行是从左到右遍历，下一行是从右往左遍历，交叉往返的之字形的层序遍历。根据其特点我们用到栈的后进先出的特点，这道题我们维护两个栈，相邻两行分别存到两个栈中，进栈的顺序也不相同，一个栈是先进左子结点然后右子节点，另一个栈是先进右子节点然后左子结点，这样出栈的顺序就是我们想要的之字形。

104. Maximum Depth of Binary Tree二叉树的最大深度

给定一个二叉树，找出其最大深度。

二叉树的深度为根节点到最远叶子节点的最长路径上的节点数。

说明: 叶子节点是指没有子节点的节点。

【分析】求二叉树的最大深度问题用到深度优先搜索DFS，递归的完美应用，跟求二叉树的最小深度问题原理相同。

【CODE】class Solution {

public:

int maxDepth(TreeNode\* root) {

if (!root) return 0;

return 1 + max(maxDepth(root->left), maxDepth(root->right));

}

};

105. Construct Binary Tree from Preorder and Inorder Traversal

从前序与中序遍历序列构造二叉树

根据一棵树的前序遍历与中序遍历构造二叉树。

注意:你可以假设树中没有重复的元素。

【分析】先序的顺序的第一个肯定是根，所以原二叉树的根节点可以知道，题目中给了一个很关键的条件就是树中没有相同元素，有了这个条件我们就可以在中序遍历中也定位出根节点的位置，并以根节点的位置将中序遍历拆分为左右两个部分，分别对其递归调用原函数。

【思考】怎么没有由先序和后序遍历建立二叉树呢？这是因为先序和后序遍历不能唯一的确定一个二叉树。对于先序遍历都为1 2 3的五棵二叉树，它们的中序遍历都不相同，而它们的后序遍历却有相同的，所以只有和中序遍历一起才能唯一的确定一棵二叉树。

|  |  |  |  |
| --- | --- | --- | --- |
| 1  / \  2 3 | preorder: 1 2 3  inorder: 2 1 3  postorder: 2 3 1 |  | preorder: 1 2 3  inorder: 3 2 1  postorder: 2 3 1 |
|  | preorder: 1 2 3  inorder: 2 3 1  postorder: 2 3 1 |  | preorder: 1 2 3  inorder: 1 3 2  postorder: 2 3 1 |
|  | preorder: 1 2 3  inorder: 1 2 3  postorder: 2 3 1 |  |  |

106. Construct Binary Tree from Inorder and Postorder Traversal

从中序与后序遍历序列构造二叉树

根据一棵树的中序遍历与后序遍历构造二叉树。

注意:你可以假设树中没有重复的元素。

【分析】要求从中序和后序遍历的结果来重建原二叉树，我们知道中序的遍历顺序是左-根-右，后序的顺序是左-右-根，对于这种树的重建一般都是采用递归来做，可参见Convert Sorted Array to Binary Search Tree 将有序数组转为二叉搜索树。针对这道题，由于后序的顺序的最后一个肯定是根，所以原二叉树的根节点可以知道，题目中给了一个很关键的条件就是树中没有相同元素，有了这个条件我们就可以在中序遍历中也定位出根节点的位置，并以根节点的位置将中序遍历拆分为左右两个部分，分别对其递归调用原函数。

107. Binary Tree Level Order Traversal II二叉树的层次遍历 II

给定一个二叉树，返回其节点值自底向上的层次遍历。

（即按从叶子节点所在层到根节点所在的层，逐层从左向右遍历）

|  |  |
| --- | --- |
| 给定二叉树 [3,9,20,null,null,15,7],  3  / \  9 20  / \  15 7 | 返回其自底向上的层次遍历为：  [  [15,7],  [9,20],  [3]  ] |

【分析】从底部层序遍历其实还是从顶部开始遍历，只不过最后存储的方式有所改变。另一种递归的解法，核心就在于我们需要一个二维数组，和一个变量level，当level递归到上一层的个数，我们新建一个空层，继续往里面加数字。

108. Convert Sorted Array to Binary Search Tree将有序数组转换为二叉搜索树

将一个按照升序排列的有序数组，转换为一棵高度平衡二叉搜索树。

本题中，一个高度平衡二叉树是指一个二叉树每个节点 的左右两个子树的高度差的绝对值不超过 1。

【分析】将有序数组转为二叉搜索树，所谓二叉搜索树，是一种始终满足左<根<右的特性，如果将二叉搜索树按中序遍历的话，得到的就是一个有序数组了。那么反过来，我们可以得知，根节点应该是有序数组的中间点，从中间点分开为左右两个有序数组，在分别找出其中间点作为原中间点的左右两个子节点，这正是二分查找法的核心思想。

【CODE】

class Solution {

public:

TreeNode \*sortedArrayToBST(vector<int> &num) {

return sortedArrayToBST(num, 0 , num.size() - 1);

}

TreeNode \*sortedArrayToBST(vector<int> &num, int left, int right) {

if (left > right) return NULL;

int mid = (left + right) / 2;

TreeNode \*cur = new TreeNode(num[mid]);

cur->left = sortedArrayToBST(num, left, mid - 1);

cur->right = sortedArrayToBST(num, mid + 1, right);

return cur;

}

};

110. Balanced Binary Tree平衡二叉树

给定一个二叉树，判断它是否是高度平衡的二叉树。

【分析】求二叉树是否平衡，根据题目中的定义，高度平衡二叉树是每一个节点的两个字数的深度差不能超过1，那么我们肯定需要一个求各个点深度的函数，然后对每个节点的两个子树来比较深度差，时间复杂度为O(NlgN)。

上法正确但不是很高效，因为每一个点都会被上面的点计算深度时访问一次，我们可以进行优化。方法是如果我们发现子树不平衡，则不计算具体的深度，而是直接返回-1。那么优化后的方法为：对于每一个节点，我们通过checkDepth方法递归获得左右子树的深度，如果子树是平衡的，则返回真实的深度，若不平衡，直接返回-1，此方法时间复杂度O(N)，空间复杂度O(H)。

【CODE】class Solution {

public:

bool isBalanced(TreeNode \*root) {

if (checkDepth(root) == -1) return false;

else return true;

}

int checkDepth(TreeNode \*root) {

if (!root) return 0;

int left = checkDepth(root->left);

if (left == -1) return -1;

int right = checkDepth(root->right);

if (right == -1) return -1;

int diff = abs(left - right);

if (diff > 1) return -1;

else return 1 + max(left, right);

}

};

111. Minimum Depth of Binary Tree二叉树的最小深度

给定一个二叉树，找出其最小深度。

最小深度是从根节点到最近叶子节点的最短路径上的节点数量。

说明: 叶子节点是指没有子节点的节点。

【分析】二叉树的经典问题之最小深度问题就是就最短路径的节点个数，还是用深度优先搜索DFS来完成，万能的递归。

【CODE】

class Solution {

public:

int minDepth(TreeNode \*root) {

if (root == NULL) return 0;

if (root->left == NULL && root->right == NULL) return 1;

if (root->left == NULL) return minDepth(root->right) + 1;

else if (root->right == NULL) return minDepth(root->left) + 1;

else return 1 + min(minDepth(root->left), minDepth(root->right));

}

};