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1.Two Sum 两数之和

给定一个整数数组和一个目标值，找出数组中和为目标值的两个数。

你可以假设每个输入只对应一种答案，且同样的元素不能被重复利用。

示例: 给定 nums = [2, 7, 11, 15], target = 9

因为 nums[0] + nums[1] = 2 + 7 = 9

所以返回 [0, 1]

【知识点】散列表（Hash table，也叫哈希表），是根据关键码值(Key value)而直接进行访问的数据结构。也就是说，它通过把关键码值映射到表中一个位置来访问记录，以加快查找的速度。这个映射函数叫做散列函数，存放记录的数组叫做散列表。

给定表M，存在函数f(key)，对任意给定的关键字值key，代入函数后若能得到包含该关键字的记录在表中的地址，则称表M为哈希(Hash）表，函数f(key)为哈希(Hash) 函数。

【知识点】map和unordered\_map

map底层采用的是红黑树的实现查询的时间复杂度为O(logn)。

unordered\_map的底层才用哈希表的实现，查询的时间复杂度为是O(1)。

虽然unordered\_map的查询从算法上分析比map快，但是它有一些其它的消耗，比如哈希函数的构造和分析，还有如果出现哈希冲突解决哈希冲突等等都有一定的消耗，因此unordered\_map的效率在很大的程度上由它的hash函数算法决定，而红黑树的效率是一个稳定值。

所以unordered\_map内部就是无序的，数据是按散列函数插入到槽里面去的，数据之间无顺序可言，如果我们不需要内部有序，这种实现是没有问题的。

【分析】HashMap是常数级的查找效率。我们在遍历数组的时候，用target减去遍历到的数字，就是另一个需要的数字了，直接在HashMap中查找其是否存在即可，注意要判断查找到的数字不是第一个数字，比如target是4，遍历到了一个2，那么另外一个2不能是之前那个2。

【实现】步骤为：先遍历一遍数组，建立HashMap映射，然后再遍历一遍，开始查找，找到则记录index。

2. Add Two Numbers两数相加

给定两个非空链表来表示两个非负整数。位数按照逆序方式存储，它们的每个节点只存储单个数字。将两数相加返回一个新的链表。

你可以假设除了数字 0 之外，这两个数字都不会以零开头。

示例： 输入：(2 -> 4 -> 3) + (5 -> 6 -> 4)

输出：7 -> 0 -> 8

原因：342 + 465 = 807

【知识点】ListNode双向链表

typedef struct listNode {

struct listNode \*prev; // 前置节点

struct listNode \*next; // 后置节点

void \*value; // 节点的值

} listNode;

【知识点】三目运算符 （）？ ：

语法为：条件表达式？表达式1：表达式2。

说明：问号前面的位置是判断的条件，判断结果为bool型，为true时调用表达式1，为false时调用表达式2。

其逻辑为：“如果为条件成立或者满足则执行表达式1，否则执行第二个。”常用在设置默认值,例如某个值不一定存在,则判断这个值是否存在,不存在给默认值(表达式2)

【分析】算法很简单，链表的数据类型也不难。就是建立一个新链表，然后把输入的两个链表从头往后撸，每两个相加，添加一个新节点到新链表后面，就是要处理下进位问题。还有就是最高位的进位问题要最后特殊处理一下。

总结注意：

需要考虑大数情况，所以不能直接用int保存每个LinkList对应的值。

考虑 [5] [5] -> [0, 1] 这种单独进位的情况。

class Solution {

public:

ListNode \*addTwoNumbers(ListNode \*l1, ListNode \*l2) {

ListNode \*res = new ListNode(-1);

ListNode \*cur = res;

int carry = 0;

while (l1 || l2) {

int n1 = l1 ? l1->val : 0;

int n2 = l2 ? l2->val : 0;

int sum = n1 + n2 + carry;

carry = sum / 10;

cur->next = new ListNode(sum % 10);

cur = cur->next;

if (l1) l1 = l1->next;

if (l2) l2 = l2->next;

}

if (carry) cur->next = new ListNode(1);

return res->next;

}

};

【知识点】单链表的建立：头插法和尾插法。

链表是线性表的一种表示形式，和线性表的另一种表达形式——数组不同。在链表中，没有固定长度的设定，表中节点是彼此相连的，表中的每一个节点链接下一个节点（即后继），链表头（Head）指向链表的第一个节点。所以，要想找到某一节点的位置，只需要确定它的上一结点的位置即可。这种性质使得链表的创建与插入变得相当灵活。
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插入步骤：

Node newNode; //生成新节点newNode

Node curr --> head.next ;

newNode.--> curr; //新节点指向原来的第一节点

head --> newNode;//头部指向新节点

或： p->next = Head->next;

Head->next = p;

如果是不带头结点的链表那么对应是

p->next = Head;

Head = p;
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插入步骤：

Node newNode; // 生成新节点newNode

prev --> newNode; // 尾部指向新节点

或： for(t = Head; t->next; t=t->next); //结束时t指向尾节点

p->next = NULL; //进行插入

t->next = p;

【补充】第2题，定义ListNode

struct ListNode {

int val;

ListNode \*next;

ListNode(int x) : val(x), next(NULL) {}

};

# 7. Reverse Integer反转整数

给定一个 32 位有符号整数，将整数中的数字进行反转。

|  |  |  |
| --- | --- | --- |
| 示例 1:  输入: 123  输出: 321 | 示例 2:  输入: -123  输出: -321 | 示例 3:  输入: 120  输出: 21 |

注意:

假设我们的环境只能存储 32 位有符号整数，其数值范围是 [−231,  231− 1]。根据这个假设，如果反转后的整数溢出，则返回 0。

【分析】翻转数字问题需要注意的就是溢出问题，看了许多网上的解法，由于之前的OJ没有对溢出进行测试，所以网上很多人的解法没有处理溢出问题也能通过OJ。现在OJ更新了溢出测试，所以还是要考虑到。为什么会存在溢出问题呢，我们知道int型的数值范围是 -2147483648～2147483647， 那么如果我们要翻转 1000000009 这个在范围内的数得到 9000000001，而翻转后的数就超过了范围。

【知识点】INT\_MAX INT\_MIN包含在limits.h头文件中，在C/C++语言中，不能够直接使用-2147483648来代替最小负数，因为这不是一个数字，而是一个表达式。表达式的意思是对整数21473648取负，但是2147483648已经溢出了int的上限，所以定义为（-INT\_MAX -1）。

C中int类型是32位的，范围是-2147483648到2147483647 。

（1）最轻微的上溢是INT\_MAX + 1 :结果是 INT\_MIN;

（2）最严重的上溢是INT\_MAX + INT\_MAX :结果是-2;

（3）最轻微的下溢是INT\_MIN - 1:结果是是INT\_MAX;

（4）最严重的下溢是INT\_MIN + INT\_MIN:结果是0 。

【思考】在贴出答案的同时，OJ还提了一个问题 ：

To check for overflow/underflow, we could check if ret > 214748364 or ret < –214748364 before multiplying by 10. On the other hand, we do not need to check if ret == 214748364, why? （214748364 即为 INT\_MAX / 10）

为什么不用check是否等于214748364呢，因为输入的x也是一个整型数，所以x的范围也应该在 -2147483648～2147483647 之间，那么x的第一位只能是1或者2，翻转之后res的最后一位只能是1或2，所以res只能是 2147483641 或 2147483642 都在int的范围内。但是它们对应的x为 1463847412 和 2463847412，后者超出了数值范围。所以当过程中res等于 214748364 时， 输入的x只能为 1463847412， 翻转后的结果为 2147483641，都在正确的范围内，所以不用check。

【解答】

class Solution {

public:

int reverse(int x) {

int res = 0;

while (x != 0) {

if (abs(res) > INT\_MAX / 10) return 0;

res = res \* 10 + x % 10;

x /= 10;

}

return res;

}

};

# 9. Palindrome Number回文数

判断一个整数是否是回文数。回文数是指正序（从左向右）和倒序（从右向左）读都是一样的整数。

|  |  |  |
| --- | --- | --- |
| 示例 1:  输入: 121  输出: true | 示例 2:  输入: -121  输出: false  解释: 从左向右读, 为 -121 。 从右向左读, 为 121- 。因此它不是一个回文数。 | 示例 3:  输入: 10  输出: false  解释: 从右向左读, 为 01 。因此它不是一个回文数。 |

进阶:你能不将整数转为字符串来解决这个问题吗？

【分析】这道验证回文数字的题，如果将数字转为字符串，就变成了验证回文字符串的题，没啥难度了，直接来做进阶，不能转为字符串，而是直接对整数进行操作，我们可以利用取整和取余来获得我们想要的数字，比如 1221 这个数字，如果 计算 1221 / 1000， 则可得首位1， 如果 1221 % 10， 则可得到末尾1，进行比较，然后把中间的22取出继续比较。代码如下：

class Solution {

public:

bool isPalindrome(int x) {

if (x < 0) return false;

int div = 1;

while (x / div >= 10) div \*= 10;

while (x > 0) {

int left = x / div;

int right = x % 10;

if (left != right) return false;

x = (x % div) / 10;

div /= 100;

}

return true;

}

};

另一种很巧妙的解法，还是首先判断x是否为负数，trick，因为我们知道整数的最高位不能是0，所以回文数的最低位也不能为0，数字0除外，所以如果发现某个正数的末尾是0了，也直接返回false即可。解法，要验证回文数，那么就需要看前后半段是否对称，如果把后半段翻转一下，就看和前半段是否相等就行了。所以我们的做法就是取出后半段数字，进行翻转，具体做法是，每次通过对10取余，取出最低位的数字，然后加到取出数的末尾，就是将revertNum乘以10，再加上这个余数，这样我们的翻转也就同时完成了，每取一个最低位数字，x都要自除以10。这样当revertNum大于等于x的时候循环停止。由于回文数的位数可奇可偶，如果是偶数的话，那么revertNum就应该和x相等了；如果是奇数的话，那么最中间的数字就在revertNum的最高位上了，我们除以10以后应该和x是相等的，代码如下：

class Solution {

public:

bool isPalindrome(int x) {

if (x < 0 || (x % 10 == 0 && x != 0)) return false;

int revertNum = 0;

while (x > revertNum) {

revertNum = revertNum \* 10 + x % 10;

x /= 10;

}

return x == revertNum || x == revertNum / 10;

}

};

# 13. Roman to Integer罗马数字转整数

罗马数字包含以下七种字符：I， V， X， L，C，D 和 M

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| 字符 | I | V | X | L | C | D | M |
| 数值 | 1 | 5 | 10 | 50 | 100 | 500 | 1000 |

例如， 罗马数字 2 写做 II ，即为两个并列的 1。12 写做 XII ，即为 X + II 。 27 写做 XXVII, 即为 XX + V + II 。

通常情况下，罗马数字中小的数字在大的数字的右边。但也存在特例，例如 4 不写做 IIII，而是 IV。数字 1 在数字 5 的左边，所表示的数等于大数 5 减小数 1 得到的数值 4 。同样地，数字 9 表示为 IX。这个特殊的规则只适用于以下六种情况：

* + - I 可以放在 V (5) 和 X (10) 的左边，来表示 4 和 9。
    - X 可以放在 L (50) 和 C (100) 的左边，来表示 40 和 90。
    - C 可以放在 D (500) 和 M (1000) 的左边，来表示 400 和 900。

给定一个罗马数字，将其转换成整数。输入确保在 1 到 3999 的范围内

|  |  |  |
| --- | --- | --- |
| 输入: "III"  输出: 3 | 输入: "LVIII"  输出: 58  解释: C = 100,  L = 50,  XXX = 30,  III = 3. | 输入: "MCMXCIV"  输出: 1994  解释: M = 1000,  CM = 900,  XC = 90,  IV = 4. |
| 输入: "IV"  输出: 4 |
| 输入: "IX"  输出: 9 |

【分析】这道题好就好在没有让我们来验证输入字符串是不是罗马数字，这样省掉不少功夫。我们需要用到map数据结构，来将罗马数字的字母转化为对应的整数值，因为输入的一定是罗马数字，那么我们只要考虑两种情况即可：

第一，如果当前数字是最后一个数字，或者之后的数字比它小的话，则加上当前数字；第二，其他情况则减去这个数字。

另一种思路：我们也可以每次跟前面的数字比较，如果小于等于前面的数字，我们先加上当前的数字，如果大于的前面的数字，我们加上当前的数字减去二倍前面的数字，这样可以把在上一个循环多加数减掉

【知识点】map数据结构

Map是STL的一个关联容器，它提供一对一（其中第一个可以称为关键字，每个关键字只能在map中出现一次，第二个可能称为该关键字的值）的数据处理能力，基于这个特性，它有可能在完成我们处理一对一数据的时候，在编程上提供快速通道。这里说下map内部数据的组织，map内部自建一颗红黑树(一种非严格意义上的平衡二叉树)，这颗树具有对数据自动排序的功能，所以在map内部所有的数据都是有序的。

自动建立Key－value的对应。key 和 value可以是任意你需要的类型。根据key值快速查找记录，查找的复杂度基本是Log(N)，如果有1000个记录，最多查找10次，1,000,000个记录，最多查找20次。

<1>建立并使用map

#include <map> //注意，STL头文件没有扩展名.h

map对象是模板类，需要关键字和存储对象两个模板参数：

std:map<int,string> personnel;

这样就定义了一个用int作为索引,并拥有相关联的指向string的指针.

<2> map添加数据；

map<int ,string> maplive;

1.maplive.insert(pair<int,string>(102,"aclive"));

2.maplive.insert(map<int,string>::value\_type(321,"hai"));

3, maplive[112]="April";//map中最简单最常用的插入添加！

<3>map的基本操作函数：

C++ Maps是一种关联式容器，包含“关键字/值”对

begin() 返回指向map头部的迭代器

clear(） 删除所有元素

count() 返回指定元素出现的次数

empty() 如果map为空则返回true

end() 返回指向map末尾的迭代器

equal\_range() 返回特殊条目的迭代器对

erase() 删除一个元素

find() 查找一个元素

get\_allocator() 返回map的配置器

insert() 插入元素

key\_comp() 返回比较元素key的函数

lower\_bound() 返回键值>=给定元素的第一个位置

max\_size() 返回可以容纳的最大元素个数

rbegin() 返回一个指向map尾部的逆向迭代器

rend() 返回一个指向map头部的逆向迭代器

size() 返回map中元素的个数

swap() 交换两个map

upper\_bound() 返回键值>给定元素的第一个位置

value\_comp() 返回比较元素value的函数

<4>map的sort问题：

Map中的元素是自动按key升序排序,所以不能对map用sort函数。

# 14. Longest Common Prefix 最常公共前缀

编写一个函数来查找字符串数组中的最长公共前缀。

如果不存在公共前缀，返回空字符串 ""。

|  |  |
| --- | --- |
| DEMO1 | 输入: ["flower","flow","flight"]  输出: "fl" |
| DEMO2 | 输入: ["dog","racecar","car"]  输出: ""  解释: 输入不存在公共前缀。 |

说明:所有输入只包含小写字母 a-z 。

【分析】我们定义两个变量i和j，其中i是遍历搜索字符串中的字符，j是遍历字符串集中的每个字符串。这里将单词上下排好，则相当于一个各行长度有可能不相等的二维数组，我们遍历顺序和一般的横向逐行遍历不同，而是采用纵向逐列遍历，在遍历的过程中，如果某一行没有了，说明其为最短的单词，因为共同前缀的长度不能长于最短单词，所以此时返回已经找出的共同前缀。我们每次取出第一个字符串的某一个位置的单词，然后遍历其他所有字符串的对应位置看是否相等，如果有不满足的直接返回res，如果都相同，则将当前字符存入结果，继续检查下一个位置的字符。

如果我们发现当前某个字符和下一行对应位置的字符不相等，说明不会再有更长的共同前缀了，我们直接通过用substr的方法直接取出共同前缀的子字符串。如果遍历结束前没有返回结果的话，说明第一个单词就是公共前缀，返回为结果即可。

【知识点】substring和subsrt都是获取指定位数 字符串的方法；

语法： substr(start,end)//第二个参数是截取字符串的长度

substring(start,end)//第二个参数是截取字符串最终的下标

substring(one); substr(one);//两者可以互换。

示例：

var a="abcdefghiklmnopqrstuvwxyz";

var b=a.substr(3,5);

var c=a.substring(3,5);

打印输出的结果是：

defgh

de

注意最后5下标是不会取到的意思是只能截取a字符串的3,4下标，

截取的时候是不会截取到最后一个。

【CODE】

class Solution {

public:

string longestCommonPrefix(vector<string>& strs) {

if (strs.empty()) return "";

for (int j = 0; j < strs[0].size(); ++j) { //思考和j++的区别

for (int i = 0; i < strs.size() - 1; ++i) {

if (j >= strs[i].size() || j >= strs[i + 1].size() || strs[i][j] != strs[i + 1][j]) {

return strs[i].substr(0, j);

}

}

}

return strs[0];

}

};

【思考】两者不同的地方在于++i 占用的空间比 i++ 要小，i++是多定义一个变量的。运算符重载： 前缀T& operator++(); 后缀T& operator++(int);

可以知道后缀的占用空间比前缀的要大，即用i++用的空间比++i的空间要大。

【知识点】vector

vector是一个能够存放任意类型的动态数组，能够增加和压缩数据。vector在C++标准模板库中的部分内容，它是一个多功能的，能够操作多种数据结构和算法的模板类和函数库。

创建vector：为了使用vector，必须包含头文件<vector>。另，vector属于std命名空间，因此需要通过命名限定，可以有如下三种方式，后两种方式更好，因为未引入的无关的内容。

using namespace std;

using namespace std::vector;

std::vector<int> vec;

1、如果你要表示的向量长度较长（需要为向量内部保存很多数），容易导致内存泄漏，而且效率会很低；

2、Vector作为函数的参数或者返回值时，需要注意它的写法：

double Distance(vector<int>&a, vector<int>&b) 其中的“&”绝对不能少！！！

实例：

vector<int>test;//建立一个vector，int为数组元素的数据类型，test为动态数组名

简单的使用方法如下：

vector<int>test;//建立一个vector

test.push\_back(1);

test.push\_back(2);//把1和2压入vector，这样test[0]就是1,test[1]就是2

现在以 std::vector<int> vec为例，描述相关函数的功能！

vec.begin()//指向迭代器中第一个元素。

vec.end()//指向迭代器中末端元素的下一个，指向一个不存在元素。

vec.push\_back(elem) //在尾部加入一个数据。

vec.pop\_back() //删除最后一个数据。

vec.capacity() //vector可用空间的大小。

vec.size()//返回容器中数据个数。

vec.empty() //判断容器是否为空。

vec.front() //传回第一个数据。

vec.back() //传回最后一个数据，不检查这个数据是否存在。

vec.at(index) //传回索引idx所指的数据，如果idx越界，抛出out\_of\_range。

vec.clear() //移除容器中所有数据。

vec.erase(iterator) //删除pos位置的数据，传回下一个数据的位置。

vec.erase(begin,end) //删除[beg,end)区间的数据，传回下一个数据的位置。注意：begin和end为iterator

vec.insert(position,elem) //在pos位置插入一个elem拷贝，传回新数据位置。

vec.insert(position,n,elem) //在pos位置插入n个elem数据，无返回值。

vec.insert(position,begin,end) //在pos位置插入在[beg,end)区间的数据，无返回值。

assign函数原型及功能：

void assign(const\_iterator first,const\_iterator last); //功能：将区间[first,last)的元素赋值到当前的vector中，当前vector会清除掉容器中之前的内容。

void assign(size\_type n,const T& x = T()); //功能：赋n个值为x的元素到当前vector中，当前vector会清除掉容器中之前的内容。

vec.resize(num)//重新指定vector的长度。

vec.resize(num,value)//重新指定vector的长度。并设定新增的元素的值

# 20. Valid Parentheses有效的括号

给定一个只包括 '('，')'，'{'，'}'，'['，']' 的字符串，判断字符串是否有效。

有效字符串需满足：

左括号必须用相同类型的右括号闭合。

左括号必须以正确的顺序闭合。

注意空字符串可被认为是有效字符串。

【分析】验证输入的字符串是否为括号字符串，包括大括号，中括号和小括号。这里我们需要用一个栈，我们开始遍历输入字符串，如果当前字符为左半边括号时，则将其压入栈中，如果遇到右半边括号时，若此时栈为空，则直接返回false，如不为空，则取出栈顶元素，若为对应的左半边括号，则继续循环，反之返回false。

【CODE】class Solution {

public:

bool isValid(string s) {

stack<char> parentheses;

for (int i = 0; i < s.size(); ++i) {

if (s[i] == '(' || s[i] == '[' || s[i] == '{') parentheses.push(s[i]);

else {

if (parentheses.empty()) return false;

if (s[i] == ')' && parentheses.top() != '(') return false;

if (s[i] == ']' && parentheses.top() != '[') return false;

if (s[i] == '}' && parentheses.top() != '{') return false;

parentheses.pop();

}

}

return parentheses.empty();

}

};

# 26. Remove Duplicates from Sorted Array删除排序数组中的重复项

给定一个排序数组，你需要在原地删除重复出现的元素，使得每个元素只出现一次，返回移除后数组的新长度。

不要使用额外的数组空间，你必须在原地修改输入数组并在使用 O(1) 额外空间的条件下完成。

【分析】快慢指针思想。使用快慢指针来记录遍历的坐标，最开始时两个指针都指向第一个数字，如果两个指针指的数字相同，则快指针向前走一步，如果不同，则两个指针都向前走一步，这样当快指针走完整个数组后，慢指针当前的坐标加1就是数组中不同数字的个数，并且数组依托慢指针修改为新数组。

【CODE】

class Solution {

public:

int removeDuplicates(vector<int>& nums) {

if (nums.empty()) return 0;

int pre = 0, cur = 0, n = nums.size();

while (cur < n) {

if (nums[pre] == nums[cur]) ++cur;

else nums[++pre] = nums[cur++];

}

return pre + 1;

}

};

# 27. Remove Element移除元素

给定一个数组 nums 和一个值 val，你需要原地移除所有数值等于 val 的元素，返回移除后数组的新长度。

不要使用额外的数组空间，你必须在原地修改输入数组并在使用 O(1) 额外空间的条件下完成。

元素的顺序可以改变。你不需要考虑数组中超出新长度后面的元素。

【分析】只需要一个变量用来计数，然后遍历原数组，如果当前的值和给定值不同，我们就把当前值覆盖计数变量的位置，并将计数变量加1。

# 28. Implement strStr() 实现strStr()

实现 strStr() 函数。给定一个 haystack 字符串和一个 needle 字符串，在 haystack 字符串中找出 needle 字符串出现的第一个位置 (从0开始)。如果不存在，则返回 -1。

说明:当 needle 是空字符串时，我们应当返回什么值呢？这是一个在面试中很好的问题。对于本题而言，当 needle 是空字符串时我们应当返回 0 。这与C语言的 strstr() 以及 Java的 indexOf() 定义相符。

DEMO1 输入: haystack = "hello", needle = "ll"

输出: 2

DEMO2 输入: haystack = "aaaaa", needle = "bba"

输出: -1

【分析】在一个字符串中找另一个字符串第一次出现的位置，首先要做一些判断，如果子字符串为空，则返回0，如果子字符串长度大于母字符串长度，则返回-1。然后我们开始遍历母字符串，我们并不需要遍历整个母字符串，而是遍历到剩下的长度和子字符串相等的位置即可，这样可以提高运算效率。然后对于每一个字符，我们都遍历一遍子字符串，一个一个字符的对应比较，如果对应位置有不等的，则跳出循环，如果一直都没有跳出循环，则说明子字符串出现了，则返回起始位置即可。

# 35. Search Insert Position搜索插入位置

给定一个排序数组和一个目标值，在数组中找到目标值，并返回其索引。如果目标值不存在于数组中，返回它将会被按顺序插入的位置。你可以假设数组中无重复元素。

DEMO 输入: [1,3,5,6], 5

输出: 2 输入: [1,3,5,6], 2

输出: 1 输入: [1,3,5,6], 7

输出: 4 输入: [1,3,5,6], 0

输出: 0

【分析】遍历一遍原数组，若当前数字大于或等于目标值，则返回当前坐标，如果遍历结束了，说明目标值比数组中任何一个数都要大，则返回数组长度n即可。

还可以用二分搜索法来优化我们的时间复杂度。

# 38. Count and Say报数

报数序列是指一个整数序列，按照其中的整数的顺序进行报数，得到下一个数。其前五项如下：

1. 1

2. 11

3. 21

4. 1211

5. 111221

1 被读作 "one 1" ("一个一") , 即 11。

11 被读作 "two 1s" ("两个一"）, 即 21。

21 被读作 "one 2", "one 1" （"一个二" , "一个一") , 即 1211。

给定一个正整数 n ，输出报数序列的第 n 项。

注意：整数顺序将表示为一个字符串。

【知识点】

1. to\_string( ) 数字转换成字符串

2. C++里的string 的+运算符重载过了的，数值类型会被转成char 然后加进去，当然有时会丢精度的。string 可以和数值、string、char\* 进行 + 运算。

【CODE】

class Solution {

public:

string countAndSay(int n) {

if (n <= 0) return "";

string res = "1";

while (--n) {

string cur = "";

for (int i = 0; i < res.size(); ++i) {

int cnt = 1;

while (i + 1 < res.size() && res[i] == res[i + 1]) {

++cnt;

++i;

}

cur += to\_string(cnt) + res[i];

}

res = cur;

}

return res;

}

};

# 53. Maximum Subarray最大子序和

给定一个整数数组 nums ，找到一个具有最大和的连续子数组（子数组最少包含一个元素），返回其最大和。

示例: 输入: [-2,1,-3,4,-1,2,1,-5,4],

输出: 6

解释: 连续子数组 [4,-1,2,1] 的和最大，为 6。

进阶: 如果你已经实现复杂度为 O(n) 的解法，尝试使用更为精妙的分治法求解

【分析】用两种方法来解，分别是O(n)的解法，还有用分治法Divide and Conquer Approach，这个解法的时间复杂度是O(nlgn)，那我们就先来看O(n)的解法，定义两个变量res和curSum，其中res保存最终要返回的结果，即最大的子数组之和，curSum初始值为0，每遍历一个数字num，比较curSum + num和num中的较大值存入curSum，然后再把res和curSum中的较大值存入res，以此类推直到遍历完整个数组，可得到最大子数组的值存在res中。

分治法的思想就类似于二分搜索法，我们需要把数组一分为二，分别找出左边和右边的最大子数组之和，然后还要从中间开始向左右分别扫描，求出的最大值分别和左右两边得出的最大值相比较取最大的那一个。

【知识点】foreach语句

foreach语句是java5的新特征之一，在遍历数组、集合方面，foreach为开发人员提供了极大的方便。是for语句的特殊简化版本，但是foreach语句并不能完全取代for语句，然而，任何的foreach语句都可以改写为for语句版本。foreach并不是一个关键字，习惯上将这种特殊的for语句格式称之为“foreach”语句。从英文字面意思理解foreach也就是“for 每一个”的意思。实际上也就是这个意思。

foreach的语句格式：

for(元素类型t 元素变量x : 遍历对象obj){

引用了x的语句;

}

for (int num : nums) {} //等同于for(int i =0;i<nums.length;i++){}

# 58. Length of Last Word最后一个单词的长度

给定一个仅包含大小写字母和空格 ' ' 的字符串，返回其最后一个单词的长度。

如果不存在最后一个单词，请返回 0 。

说明：一个单词是指由字母组成，但不包含任何空格的字符串

示例: 输入: "Hello World" 输出: 5

【分析】由于我们只关于最后一个单词的长度，所以开头有多少个空格起始我们并不在意，我们从字符串末尾开始，先将末尾的空格都去掉，然后开始找非空格的字符的长度即可。。

【知识点】读入外挂 std::ios::sync\_with\_stdio(false);

取消cin于stdin的同步，可以将cin和scanf的效率相匹敌。

在ACM里，经常出现 数据集超大造成 cin TLE的情况。这时候大部分人（包括原来我也是）认为这是cin的效率不及scanf的错，甚至还上升到C语言和C++语言的执行效率层面的无聊争论。其实像上文所说，这只是C++为了兼容而采取的保守措施。我们可以在IO之前将stdio解除绑定，这样做了之后要注意不要同时混用cout和printf 之类。

在默认的情况下cin绑定的是cout，每次执行 << 操作符的时候都要调用flush，这样会增加IO负担。可以通过tie(0)（0表示NULL）来解除cin与cout的绑定，进一步加快执行效率。

|  |  |
| --- | --- |
| #include <iostream>  int main() {  std::ios::sync\_with\_stdio(false);  std::cin.tie(0);  // IO  } | static auto x = [](){  std::ios::sync\_with\_stdio(false);  std::cin.tie(0);  return 0;  }(); |

# 66. Plus One加一

给定一个非负整数组成的非空数组，在该数的基础上加一，返回一个新的数组。

最高位数字存放在数组的首位， 数组中每个元素只存储一个数字。

你可以假设除了整数 0 之外，这个整数不会以零开头。

|  |  |  |
| --- | --- | --- |
| DEMO1 | 输入: [1,2,3]输出: [1,2,4] | 解释: 输入数组表示数字 123。 |
| DEMO2 | 输入: [4,3,2,1]输出: [4,3,2,2] | 解释: 输入数组表示数字 4321。 |

【分析】将一个数字的每个位上的数字分别存到一个一维向量中，最高位在最开头，我们需要给这个数字加一，即在末尾数字加一，如果末尾数字是9，那么则会有进位问题，而如果前面位上的数字仍为9，则需要继续向前进位。具体算法如下：首先判断最后一位是否为9，若不是，直接加一返回，若是，则该位赋0，再继续查前一位，同样的方法，知道查完第一位。如果第一位原本为9，加一后会产生新的一位，那么最后要做的是，查运算完的第一位是否为0，如果是，则在最前头加一个

【CODE】class Solution {

public:

vector<int> plusOne(vector<int>& digits) {

int n = digits.size();

for ( int i = n - 1 ; i >= 0 ; --i){

if (digits[i] == 9 ) digits[i]=0;

else{

digits[i] += 1;

return digits ;

}

}

if (digits.front() == 0) digits.insert(digits.begin() , 1);

return digits;

}

};

# 67. Add Binary二进制求和

给定两个二进制字符串，返回他们的和（用二进制表示）。

输入为非空字符串且只包含数字 1 和 0。

|  |  |
| --- | --- |
| DEMO1 | 输入: a = "11", b = "1"输出: "100" |
| DEMO2 | 输入: a = "1010", b = "1011"输出: "10101" |

【分析】巧妙又简洁的写法，用了两个指针分别指向a和b的末尾，然后每次取出一个字符，转为数字，若无法取出字符则按0处理，然后定义进位carry，初始化为0，将三者加起来，对2取余即为当前位的数字，对2取商即为当前进位的值，记得最后还要判断下carry，如果为1的话，要在结果最前面加上一个1。

【CODE】

class Solution {

public:

string addBinary(string a, string b) {

string res = "";

int m = a.size() - 1, n = b.size() - 1, carry = 0;

while (m >= 0 || n >= 0) {

int p = m >= 0 ? a[m--] - '0' : 0;

int q = n >= 0 ? b[n--] - '0' : 0;

int sum = p + q + carry;

res = to\_string(sum % 2) + res;

carry = sum / 2;

}

return carry == 1 ? "1" + res : res;

}

};

# 69. Sqrt(x) x 的平方根

实现 int sqrt(int x) 函数。计算并返回 x 的平方根，其中 x 是非负整数。

由于返回类型是整数，结果只保留整数的部分，小数部分将被舍去。

【分析】算一个候选值的平方，然后和x比较大小，为了缩短查找时间，我们采用二分搜索法来找平方根，找最后一个不小于目标值的数。

法二：利用牛顿迭代法，是用逼近法求方程根的神器，在这里也可以借用一下，因为要求x2 = n的解，令f(x)=x2-n，相当于求解f(x)=0的解，可以求出递推式如下：

xi+1=xi - (xi2 - n) / (2xi) = xi - xi / 2 + n / (2xi) = xi / 2 + n / 2xi = (xi + n/xi) / 2

【CODE】

class Solution {

public:

int mySqrt(int x) {

long res = x;

while (res \* res > x) {

res = (res + x / res) / 2;

}

return res;

}

};

# 70. Simplify Path爬楼梯

假设你正在爬楼梯。需要 n 步你才能到达楼顶。每次你可以爬 1 或 2 个台阶。你有多少种不同的方法可以爬到楼顶呢？注意：给定 n 是一个正整数。

【分析】由于每次最多爬2阶，楼梯的第i阶，只有可能从楼梯的第i-1阶与第i-2阶到达。故到达第i阶的爬法，只与第i-1阶和第i-2阶的爬法数量直接相关。

|  |  |
| --- | --- |
|  | 【动态规划原理】  1.设置递推数组dp[0…n]//确定原问题与子问题  2.dp[i]代表到达第i阶有多少走法//确定状态  3.dp[0]=0,dp[1]=1,dp[2]=2//确定边界状态的值  4. **Dp[i] = dp[i-1] + dp[i-2]**  **//**确定状态状态转换方程 |

【DEMO】

class Solution {

public:

int climbStairs(int n) {

std::vector<int> dp(n + 3, 0);

dp[1] = 1;

dp[2] = 2;

for (int i = 3; i <= n; i++){

dp[i] = dp[i-1] + dp[i-2];

}

return dp[n];

}

};

# 83. Remove Duplicates from Sorted List删除排序链表中的重复元素（区别26）

给定一个排序链表，删除所有重复的元素，使得每个元素只出现一次。

【分析】移除有序链表中的重复项需要定义个指针指向该链表的第一个元素，然后第一个元素和第二个元素比较，如果重复了，则删掉第二个元素，如果不重复，指针指向第二个元素。这样遍历完整个链表，则剩下的元素没有重复项。

【知识点】|| 与 &&

//表达式1||表达式2

//如果表达式1是true或者表达式2是true,整条式子的结果就是true,否则是false

//表达式1&&表达式2

//这个操作符要求两边的表达式都是true整条表达式才是true

【CODE】

class Solution {

public:

ListNode \*deleteDuplicates(ListNode \*head) {

if (!head || !head->next) return head;

//!表达式1||!表达式 2 表达式1,2中有一个为false，整个条件为true

ListNode \*start = head;

while (start && start->next) {

if (start->val == start->next->val) {

ListNode \*tmp = start->next;

start->next = start->next->next;

delete tmp;

} else start = start->next;

}

return head;

}

};

# 88. Merge Sorted Array合并两个有序数组

给定两个有序整数数组 nums1 和 nums2，将 nums2 合并到 nums1 中，使得 num1 成为一个有序数组。

说明:初始化 nums1 和 nums2 的元素数量分别为 m 和 n。

你可以假设 nums1 有足够的空间（空间大小大于或等于 m + n）来保存 nums2 中的元素。

输入: nums1 = [1,2,3,0,0,0], m = 3 输出: [1,2,2,3,5,6]

nums2 = [2,5,6], n = 3

【分析】方法一：混合插入有序数组，由于两个数组都是有序的，所有只要按顺序比较大小即可。最先想到的方法是建立一个m+n大小的新数组，然后逐个从A和B数组中取出元素比较，把较小的加入新数组，然后在考虑A数组有剩余和B数组有剩余的两种情况，最后在把新数组的元素重新赋值到A数组中即可。

方法二：更简洁的方法，而且不用申请新变量。算法思想是：由于合并后A数组的大小必定是m+n，所以从最后面开始往前赋值，先比较A和B中最后一个元素的大小，把较大的那个插入到m+n-1的位置上，再依次向前推。如果A中所有的元素都比B小，那么前m个还是A原来的内容，没有改变。如果A中的数组比B大的，当A循环完了，B中还有元素没加入A，直接用个循环把B中所有的元素覆盖到A剩下的位置。

【CODE】class Solution {

public:

void merge(int A[], int m, int B[], int n) {

int count = m + n - 1;

--m; --n;

while (m >= 0 && n >= 0) A[count--] = A[m] > B[n] ? A[m--] : B[n--];

while (n >= 0) A[count--] = B[n--];

}

};

# 94. Binary Tree Inorder Traversal二叉树的中序遍历

给定一个二叉树，返回它的中序遍历。

示例:输入: [1,null,2,3] 输出: [1,3,2]

【分析】二叉树的中序遍历顺序为左-根-右，可以有递归和非递归来解，其中非递归解法又分为两种，一种是使用栈来接，另一种不需要使用栈。我们先来看递归方法，十分直接，对左子结点调用递归函数，根节点访问值，右子节点再调用递归函数。

【CODE】// Recursion

class Solution {

public:

vector<int> inorderTraversal(TreeNode \*root) {

vector<int> res;

inorder(root, res);

return res;

}

void inorder(TreeNode \*root, vector<int> &res) {

if (!root) return;

if (root->left) inorder(root->left, res);

res.push\_back(root->val);

if (root->right) inorder(root->right, res);

}

};

【分析】非递归使用栈的解法，需要用栈来做，思路是从根节点开始，先将根节点压入栈，然后再将其所有左子结点压入栈，然后取出栈顶节点，保存节点值，再将当前指针移到其右子节点上，若存在右子节点，则在下次循环时又可将其所有左子结点压入栈中。这样就保证了访问顺序为左-根-右。

【CODE】// Non-recursion

class Solution {

public:

vector<int> inorderTraversal(TreeNode \*root) {

vector<int> res;

stack<TreeNode\*> s;

TreeNode \*p = root;

while (p || !s.empty()) {

while (p) {

s.push(p);

p = p->left;

}

p = s.top();

s.pop();

res.push\_back(p->val);

p = p->right;

}

return res;

}

};

【分析】另一种很巧妙的解法，这种方法不需要使用栈，所以空间复杂度为常量，这种非递归不用栈的遍历方法有个专门的名字，叫Morris Traversal，在介绍这种方法之前，我们先来引入一种新型树，叫 Threaded binary tree，螺纹二叉树，维基百科上关于它的英文定义：

A binary tree is threaded by making all right child pointers that would normally be null point to the inorder successor of the node (if it exists), and all left child pointers that would normally be null point to the inorder predecessor of the node.

就是说螺纹二叉树实际上是把所有原本为空的右子节点指向了中序遍历顺序之后的那个节点，把所有原本为空的左子节点都指向了中序遍历之前的那个节点。由于我们既不能用递归，又不能用栈，那我们如何保证访问顺序是中序遍历的左-根-右呢。原来我们需要构建一个螺纹二叉树，我们需要将所有为空的右子节点指向中序遍历的下一个节点，这样我们中序遍历完左子结点后，就能顺利的回到其根节点继续遍历了。

【算法】

1. 初始化指针cur指向root

2. 当cur不为空时

　 - 如果cur没有左子结点

　 a) 打印出cur的值

　　 b) 将cur指针指向其右子节点

　 - 反之

　 将pre指针指向cur的左子树中的最右子节点

　　　 \* 若pre不存在右子节点

　　　 a) 将其右子节点指回cur

　　　　 b) cur指向其左子节点

　　　 \* 反之

　　　　　 a) 将pre的右子节点置空

　　　　　 b) 打印cur的值

　　　　　 c) 将cur指针指向其右子节点

【CODE】// Non-recursion and no stack

class Solution {

public:

vector<int> inorderTraversal(TreeNode \*root) {

vector<int> res;

if (!root) return res;

TreeNode \*cur, \*pre;

cur = root;

while (cur) {

if (!cur->left) {

res.push\_back(cur->val);

cur = cur->right;

} else {

pre = cur->left;

while (pre->right && pre->right != cur) pre = pre->right;

if (!pre->right) {

pre->right = cur;

cur = cur->left;

} else {

pre->right = NULL;

res.push\_back(cur->val);

cur = cur->right;

}

}

}

return res;

}

};

Morris遍历不仅仅对中序遍历有用，对先序和后序同样有用。所以对二叉树的三种常见遍历顺序(先序，中序，后序)就有三种解法(递归，非递归，Morris遍历)，总共有九段代码呀，熟练掌握这九种写法才算初步掌握了树的遍历~~ 至于二叉树的层序遍历也有递归和非递归解法，至于有没有Morris遍历的解法还有待大神们的解答~~

# 96. Unique Binary Search Trees不同的二叉搜索树

给定一个整数 n，求以 1 ... n 为节点组成的二叉搜索树有多少种？

【知识点】卡特兰数（Catalan number）

【分析】我们把n = 0 时赋为1，因为空树也算一种二叉搜索树，那么n = 1时的情况可以看做是其左子树个数乘以右子树的个数，左右字数都是空树，所以1乘1还是1。那么n = 2时，由于1和2都可以为跟，分别算出来，再把它们加起来即可。n = 2的情况可由下面式子算出：

dp[2] = dp[0] \* dp[1]　　　(1为根的情况)

　　　　+ dp[1] \* dp[0]　　 (2为根的情况)

同理可写出 n = 3 的计算方法：

dp[3] = dp[0] \* dp[2]　　　(1为根的情况)

　　　　+ dp[1] \* dp[1]　　 (2为根的情况)

　　　 + dp[2] \* dp[0]　　 (3为根的情况)
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【CODE】

class Solution {

public:

int numTrees(int n) {

vector<int> dp(n + 1, 0);

dp[0] = 1;

dp[1] = 1;

for (int i = 2; i <= n; ++i) {

for (int j = 0; j < i; ++j) {

dp[i] += dp[j] \* dp[i - j - 1];

}

}

return dp[n];

}

};

# 95. Unique Binary Search Trees II不同的二叉搜索树 II

给定一个整数 n，生成所有由 1 ... n 为节点所组成的二叉搜索树。

|  |  |
| --- | --- |
| 输入: 3  输出:[  [1,null,3,2],  [3,2,null,1],  [3,1,null,null,2],  [2,1,3],  [1,null,2,null,3]  ] | 解释:  以上的输出对应以下 5 种不同结构的二叉搜索树：  1 3 3 2 1  \ / / / \ \  3 2 1 1 3 2  / / \ \  2 1 2 3 |

【分析】之前那个只要求算出所有不同的二叉搜索树的个数，这道题让把那些二叉树都建立出来。这种建树问题一般来说都是用**递归**来解，这道题也不例外，划分左右子树，递归构造。至于递归函数中为什么都用的是指针，若不用指针，全部实例化的话会存在大量的对象拷贝，要调用拷贝构造函数。

【CODE】

class Solution {

public:

vector<TreeNode \*> generateTrees(int n) {

if (n == 0) return {};

return \*generateTreesDFS(1, n);

}

vector<TreeNode\*> \*generateTreesDFS(int start, int end) {

vector<TreeNode\*> \*subTree = new vector<TreeNode\*>();

if (start > end) subTree->push\_back(NULL);

else {

for (int i = start; i <= end; ++i) {

vector<TreeNode\*> \*leftSubTree = generateTreesDFS(start, i - 1);

vector<TreeNode\*> \*rightSubTree = generateTreesDFS(i + 1, end);

for (int j = 0; j < leftSubTree->size(); ++j) {

for (int k = 0; k < rightSubTree->size(); ++k) {

TreeNode \*node = new TreeNode(i);

node->left = (\*leftSubTree)[j];

node->right = (\*rightSubTree)[k];

subTree->push\_back(node);

}

}

}

}

return subTree;

}

};

# 98. Validate Binary Search Tree验证二叉搜索树

给定一个二叉树，判断其是否是一个有效的二叉搜索树。

一个二叉搜索树具有如下特征：

节点的左子树只包含小于当前节点的数。

节点的右子树只包含大于当前节点的数。

所有左子树和右子树自身必须也是二叉搜索树。

【分析】这道验证二叉搜索树有很多种解法，可以利用它本身的性质来做，即左<根<右，也可以通过利用中序遍历结果为有序数列来做，下面我们先来看最简单的一种，就是利用其本身性质来做，初始化时带入系统最大值和最小值，在递归过程中换成它们自己的节点值，用long代替int就是为了包括int的边界条件。

【CODE】

// Recursion without inorder traversal

class Solution {

public:

bool isValidBST(TreeNode \*root) {

return isValidBST(root, LONG\_MIN, LONG\_MAX);

}

bool isValidBST(TreeNode \*root, long mn, long mx) {

if (!root) return true;

if (root->val <= mn || root->val >= mx) return false;

return isValidBST(root->left, mn, root->val) && isValidBST(root->right, root->val, mx);

}

};

【分析】一般的二叉搜索树是左<=根<右，而这道题设定为左<根<右，那么就可以用中序遍历来做。因为如果不去掉左=根这个条件的话，那么下边两个数用中序遍历无法区分：

20 20

/ \

20 20

它们的中序遍历结果都一样，但是左边的是BST，右边的不是BST。去掉等号的条件则相当于去掉了这种限制条件。下面我们来看使用中序遍历来做，这种方法思路很直接，通过中序遍历将所有的节点值存到一个数组里，然后再来判断这个数组是不是有序的。或者，不将遍历结果存入一个数组遍历完成再比较，而是每当遍历到一个新节点时和其上一个节点比较，如果不大于上一个节点那么则返回false，全部遍历完成后返回true。

也可以用非递归来做，需要用到栈，因为中序遍历可以非递归来实现。最后还有一种方法，由于中序遍历还有非递归且无栈的实现方法，称之为Morris遍历，可以参考Binary Tree Inorder Traversal，这种实现方法虽然写起来比递归版本要复杂的多，但是好处在于是O(1)空间复杂度。

# 99. Recover Binary Search Tree恢复二叉搜索树

二叉搜索树中的两个节点被错误地交换。

请在不改变其结构的情况下，恢复这棵树。

进阶:使用 O(n) 空间复杂度的解法很容易实现。

你能想出一个只使用常数空间的解决方案吗？

【分析】传统的中序遍历递归，不过再应该输出节点值的地方，换成了判断pre和当前节点值的大小，如果pre的大，若first为空，则将first指向pre指的节点，把second指向当前节点。这样中序遍历完整个树，若first和second都存在，则交换它们的节点值即可。这个算法的空间复杂度仍为O(n)。

常数空间解决方案：用的Morris遍历，这是一种非递归且不使用栈，空间复杂度为O(1)的遍历方法，可参见之前Binary Tree Inorder Traversal 二叉树的中序遍历，在其基础上做些修改，加入first, second和parent指针，来比较当前节点值和中序遍历的前一节点值的大小，跟递归算法的思路相似。

【CODE】// Now O(1) space complexity

class Solution {

public:

void recoverTree(TreeNode \*root) {

TreeNode \*first = NULL, \*second = NULL, \*parent = NULL;

TreeNode \*cur, \*pre;

cur = root;

while (cur) {

if (!cur->left) {

if (parent && parent->val > cur->val) {

if (!first) first = parent;

second = cur;

}

parent = cur;

cur = cur->right;

} else {

pre = cur->left;

while (pre->right && pre->right != cur) pre = pre->right;

if (!pre->right) {

pre->right = cur;

cur = cur->left;

} else {

pre->right = NULL;

if (parent->val > cur->val) {

if (!first) first = parent;

second = cur;

}

parent = cur;

cur = cur->right;

}

}

}

if (first && second) swap(first->val, second->val);

}

};

# 100. Same Tree相同的树

给定两个二叉树，编写一个函数来检验它们是否相同。

如果两个树在结构上相同，并且节点具有相同的值，则认为它们是相同的。

【分析】判断两棵树是否相同和之前的判断两棵树是否对称都是一样的原理，利用深度优先搜索DFS来递归。

【知识点】DFS深度优先搜索；二叉树的四种遍历(层序，先序，中序，后序)

【CODE】class Solution {

public:

bool isSameTree(TreeNode \*p, TreeNode \*q) {

if (!p && !q) return true;

if ((p && !q) || (!p && q) || (p->val != q->val)) return false;

return isSameTree(p->left, q->left) && isSameTree(p->right, q->right);

}

};

# 101. Symmetric Tree对称二叉树

给定一个二叉树，检查它是否是镜像对称的。

|  |  |
| --- | --- |
| 二叉树 [1,2,2,3,4,4,3] 是对称的。  1  / \  2 2  / \ / \  3 4 4 3 | [1,2,2,null,3,null,3] 则不是镜像对称的:  1  / \  2 2  \ \  3 3 |

【分析】判断二叉树是否是平衡树，比如有两个节点n1, n2，我们需要比较n1的左子节点的值和n2的右子节点的值是否相等，同时还要比较n1的右子节点的值和n2的左子结点的值是否相等，以此类推比较完所有的左右两个节点。我们可以用递归和迭代两种方法来实现，写法不同，但是算法核心都一样。

【CODE】class Solution {

public:

bool isSymmetric(TreeNode \*left, TreeNode \*right) {

if (!left && !right) return true;

if (left && !right || !left && right || left->val != right->val) return false;

return isSymmetric(left->left, right->right) && isSymmetric(left->right, right->left);

}

bool isSymmetric(TreeNode \*root) {

if (!root) return true;

return isSymmetric(root->left, root->right);

}

};

# 102. Binary Tree Level Order Traversal二叉树的层次遍历

给定一个二叉树，返回其按层次遍历的节点值。

（即逐层地，从左到右访问所有节点）。

【分析】层序遍历二叉树是典型的广度优先搜索BFS的应用，但是这里稍微复杂一点的是，我们要把各个层的数分开，存到一个二维向量里面，大体思路还是基本相同的，建立一个queue，然后先把根节点放进去，这时候找根节点的左右两个子节点，这时候去掉根节点，此时queue里的元素就是下一层的所有节点，用一个for循环遍历它们，然后存到一个一维向量里，遍历完之后再把这个一维向量存到二维向量里，以此类推，可以完成层序遍历。

【CODE】// Iterative

class Solution {

public:

vector<vector<int> > levelOrder(TreeNode \*root) {

vector<vector<int> > res;

if (root == NULL) return res;

queue<TreeNode\*> q;

q.push(root);

while (!q.empty()) {

vector<int> oneLevel;

int size = q.size();

for (int i = 0; i < size; ++i) {

TreeNode \*node = q.front();

q.pop();

oneLevel.push\_back(node->val);

if (node->left) q.push(node->left);

if (node->right) q.push(node->right);

}

res.push\_back(oneLevel);

}

return res;

}

};

【分析】递归的写法，核心就在于我们需要一个二维数组，和一个变量level，当level递归到上一层的个数，我们新建一个空层，继续往里面加数字

【CODE】// Recursive

class Solution {

public:

vector<vector<int>> levelOrder(TreeNode\* root) {

vector<vector<int> > res;

levelorder(root, 0, res);

return res;

}

void levelorder(TreeNode \*root, int level, vector<vector<int> > &res) {

if (!root) return;

if (res.size() == level) res.push\_back({});

res[level].push\_back(root->val);

if (root->left) levelorder(root->left, level + 1, res);

if (root->right) levelorder(root->right, level + 1, res);

}

};

# 103. Binary Tree Zigzag Level Order Traversal二叉树的锯齿形层次遍历

给定一个二叉树，返回其节点值的锯齿形层次遍历。（即先从左往右，再从右往左进行下一层遍历，以此类推，层与层之间交替进行）。

|  |  |
| --- | --- |
| 给定二叉树 [3,9,20,null,null,15,7],  3  / \  9 20  / \  15 7 | 返回锯齿形层次遍历如下：  [  [3],  [20,9],  [15,7]  ] |

【分析】这道二叉树的之字形层序遍历是之前那道[LeetCode] Binary Tree Level Order Traversal 二叉树层序遍历的变形，不同之处在于一行是从左到右遍历，下一行是从右往左遍历，交叉往返的之字形的层序遍历。根据其特点我们用到栈的后进先出的特点，这道题我们维护两个栈，相邻两行分别存到两个栈中，进栈的顺序也不相同，一个栈是先进左子结点然后右子节点，另一个栈是先进右子节点然后左子结点，这样出栈的顺序就是我们想要的之字形。

# 104. Maximum Depth of Binary Tree二叉树的最大深度

给定一个二叉树，找出其最大深度。

二叉树的深度为根节点到最远叶子节点的最长路径上的节点数。

说明: 叶子节点是指没有子节点的节点。

【分析】求二叉树的最大深度问题用到深度优先搜索DFS，递归的完美应用，跟求二叉树的最小深度问题原理相同。

【CODE】class Solution {

public:

int maxDepth(TreeNode\* root) {

if (!root) return 0;

return 1 + max(maxDepth(root->left), maxDepth(root->right));

}

};

# 105. Construct Binary Tree from Preorder and Inorder Traversal

# 从前序与中序遍历序列构造二叉树

根据一棵树的前序遍历与中序遍历构造二叉树。

注意:你可以假设树中没有重复的元素。

【分析】先序的顺序的第一个肯定是根，所以原二叉树的根节点可以知道，题目中给了一个很关键的条件就是树中没有相同元素，有了这个条件我们就可以在中序遍历中也定位出根节点的位置，并以根节点的位置将中序遍历拆分为左右两个部分，分别对其递归调用原函数。

【思考】怎么没有由先序和后序遍历建立二叉树呢？这是因为先序和后序遍历不能唯一的确定一个二叉树。对于先序遍历都为1 2 3的五棵二叉树，它们的中序遍历都不相同，而它们的后序遍历却有相同的，所以只有和中序遍历一起才能唯一的确定一棵二叉树。

|  |  |  |  |
| --- | --- | --- | --- |
| 1  / \  2 3 | preorder: 1 2 3  inorder: 2 1 3  postorder: 2 3 1 |  | preorder: 1 2 3  inorder: 3 2 1  postorder: 2 3 1 |
|  | preorder: 1 2 3  inorder: 2 3 1  postorder: 2 3 1 |  | preorder: 1 2 3  inorder: 1 3 2  postorder: 2 3 1 |
|  | preorder: 1 2 3  inorder: 1 2 3  postorder: 2 3 1 |  |  |

# 106. Construct Binary Tree from Inorder and Postorder Traversal

# 从中序与后序遍历序列构造二叉树

根据一棵树的中序遍历与后序遍历构造二叉树。

注意:你可以假设树中没有重复的元素。

【分析】要求从中序和后序遍历的结果来重建原二叉树，我们知道中序的遍历顺序是左-根-右，后序的顺序是左-右-根，对于这种树的重建一般都是采用递归来做，可参见Convert Sorted Array to Binary Search Tree 将有序数组转为二叉搜索树。针对这道题，由于后序的顺序的最后一个肯定是根，所以原二叉树的根节点可以知道，题目中给了一个很关键的条件就是树中没有相同元素，有了这个条件我们就可以在中序遍历中也定位出根节点的位置，并以根节点的位置将中序遍历拆分为左右两个部分，分别对其递归调用原函数。

# 107. Binary Tree Level Order Traversal II二叉树的层次遍历 II

给定一个二叉树，返回其节点值自底向上的层次遍历。

（即按从叶子节点所在层到根节点所在的层，逐层从左向右遍历）

|  |  |
| --- | --- |
| 给定二叉树 [3,9,20,null,null,15,7],  3  / \  9 20  / \  15 7 | 返回其自底向上的层次遍历为：  [  [15,7],  [9,20],  [3]  ] |

【分析】从底部层序遍历其实还是从顶部开始遍历，只不过最后存储的方式有所改变。另一种递归的解法，核心就在于我们需要一个二维数组，和一个变量level，当level递归到上一层的个数，我们新建一个空层，继续往里面加数字。

# 108. Convert Sorted Array to Binary Search Tree将有序数组转换为二叉搜索树

将一个按照升序排列的有序数组，转换为一棵高度平衡二叉搜索树。

本题中，一个高度平衡二叉树是指一个二叉树每个节点 的左右两个子树的高度差的绝对值不超过 1。

【分析】将有序数组转为二叉搜索树，所谓二叉搜索树，是一种始终满足左<根<右的特性，如果将二叉搜索树按中序遍历的话，得到的就是一个有序数组了。那么反过来，我们可以得知，根节点应该是有序数组的中间点，从中间点分开为左右两个有序数组，在分别找出其中间点作为原中间点的左右两个子节点，这正是二分查找法的核心思想。

【CODE】

class Solution {

public:

TreeNode \*sortedArrayToBST(vector<int> &num) {

return sortedArrayToBST(num, 0 , num.size() - 1);

}

TreeNode \*sortedArrayToBST(vector<int> &num, int left, int right) {

if (left > right) return NULL;

int mid = (left + right) / 2;

TreeNode \*cur = new TreeNode(num[mid]);

cur->left = sortedArrayToBST(num, left, mid - 1);

cur->right = sortedArrayToBST(num, mid + 1, right);

return cur;

}

};

# 110. Balanced Binary Tree平衡二叉树

给定一个二叉树，判断它是否是高度平衡的二叉树。

【分析】求二叉树是否平衡，根据题目中的定义，高度平衡二叉树是每一个节点的两个字数的深度差不能超过1，那么我们肯定需要一个求各个点深度的函数，然后对每个节点的两个子树来比较深度差，时间复杂度为O(NlgN)。

上法正确但不是很高效，因为每一个点都会被上面的点计算深度时访问一次，我们可以进行优化。方法是如果我们发现子树不平衡，则不计算具体的深度，而是直接返回-1。那么优化后的方法为：对于每一个节点，我们通过checkDepth方法递归获得左右子树的深度，如果子树是平衡的，则返回真实的深度，若不平衡，直接返回-1，此方法时间复杂度O(N)，空间复杂度O(H)。

【CODE】class Solution {

public:

bool isBalanced(TreeNode \*root) {

if (checkDepth(root) == -1) return false;

else return true;

}

int checkDepth(TreeNode \*root) {

if (!root) return 0;

int left = checkDepth(root->left);

if (left == -1) return -1;

int right = checkDepth(root->right);

if (right == -1) return -1;

int diff = abs(left - right);

if (diff > 1) return -1;

else return 1 + max(left, right);

}

};

# 111. Minimum Depth of Binary Tree二叉树的最小深度

给定一个二叉树，找出其最小深度。

最小深度是从根节点到最近叶子节点的最短路径上的节点数量。

说明: 叶子节点是指没有子节点的节点。

【分析】二叉树的经典问题之最小深度问题就是就最短路径的节点个数，还是用深度优先搜索DFS来完成，万能的递归。

【CODE】

class Solution {

public:

int minDepth(TreeNode \*root) {

if (root == NULL) return 0;

if (root->left == NULL && root->right == NULL) return 1;

if (root->left == NULL) return minDepth(root->right) + 1;

else if (root->right == NULL) return minDepth(root->left) + 1;

else return 1 + min(minDepth(root->left), minDepth(root->right));

}

};

# 112. Path Sum路径总和

给定一个二叉树和一个目标和，判断该树中是否存在根节点到叶子节点的路径，这条路径上所有节点值相加等于目标和。

说明: 叶子节点是指没有子节点的节点。

【分析】这道求二叉树的路径需要用深度优先算法DFS的思想来遍历每一条完整的路径，也就是利用递归不停地寻找子节点的左右子节点，而调用递归函数的参数只有当前节点和sum值。首先，如果输入的是一个空节点，则直接返回false，如果输入的只有一个根节点，则比较当前根节点的值和参数sum值是否相同，若相同，返回true，否则false。 这个条件也是递归的终止条件。下面我们就要开始递归了，由于函数的返回值是True/False，我们可以同时两个方向一起递归，中间用或||连接，只要有一个是True，整个结果就是True。递归左右节点时，这时候的sum值应该是原sum值减去当前节点的值。

【CODE】

class Solution {

public:

bool hasPathSum(TreeNode \*root, int sum) {

if (root == NULL) return false;

if (root->left == NULL && root->right == NULL && root->val == sum ) return true;

return hasPathSum(root->left, sum - root->val) || hasPathSum(root->right, sum - root->val);

}

};

# 118. Pascal's Triangle杨辉三角

给定一个非负整数 numRows，生成杨辉三角的前 numRows 行。

【分析】具体生成算是：每一行的首个和结尾一个数字都是1，

从第三行开始，中间的每个数字都是上一行的左右两个数字之和。

【CODE】

class Solution {

public:

vector<vector<int> > generate(int numRows) {

vector<vector<int> > res;

if (numRows <= 0) return res;

res.assign(numRows, vector<int>(1));

for (int i = 0; i < numRows; ++i) {

res[i][0] = 1;

if (i == 0) continue;

for (int j = 1; j < i; ++j) {

res[i].push\_back(res[i-1][j] + res[i-1][j-1]);

}

res[i].push\_back(1);

}

return res;

}

};

【知识点】assign函数

# 119. Pascal's Triangle II杨辉三角 II

给定一个非负索引 k，其中 k ≤ 33，返回杨辉三角的第 k 行。

【知识点】杨辉三角是二项式系数的一种写法。杨辉三角形第n层（顶层称第0层，第1行，第n层即第n+1行，此处n为包含0在内的自然数）正好对应于二项式![\left(a+b\right)^{n}](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAEIAAAAVBAMAAAAA8SWUAAAAMFBMVEX///9QUFCenp4MDAzm5uYEBAQiIiJAQEB0dHQWFha2trYwMDCKiorMzMxiYmIAAACOV7ETAAAAAXRSTlMAQObYZgAAAU1JREFUKBV9kL9LQlEYhh/1aulVr21N5d4ijU3S0GpjbecfCKKtJRwCoSFcbxAY/QFJSxQENtQWOGXQ0I3GSCSCIjI653zevKX0Ded9n+97D+cH/FPO0+2DGT+Pz+xANhF4ephtjSZu3sAtQ4VDPbwbDcAn5JpwxZSeno1JZF518xi22AugHk0ogXxJ6xycM1Nkcn1MImWa5pKmUi29HHTtq0Bp0OV1a2XSRetJN/Rz6rl3ISVyVMg3casCyTLct+kLKZFHsj1iBQFz2inxZSElckK+R35wQ68MX8TMaNP3V33fuBXc+k8i2Sb3QjrQfV3Krs4HXsBEYIFEA6dPpVi1qKTZ41J/e0vA3Hie2cWGRWVX9p0FzF5b5sc6u7FpISXSqbV1QjxOaWCsqAhchH4jNEabEVgL/VJo/mhGHy8VD0L3W90hXg9t1G0P4BsBL0ezAxPCDQAAAABJRU5ErkJggg==)展开的系数。例如第二层1 2 1是幂指数为2的二项式![\left(a+b\right)^{2}](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAD8AAAAYBAMAAAC/2DhiAAAAMFBMVEX///9QUFCenp4MDAzm5uYEBAQiIiJAQEB0dHQWFha2trYwMDCKiorMzMxiYmIAAACOV7ETAAAAAXRSTlMAQObYZgAAAVVJREFUKBV9UTFLw0AU/mpSbZMmqYujZHFRkM5OmRx11S1/QFAn3ToIBaeuGZQszg0uglMcHByETio4JKCrIUhBEKW+u5fUHJQc5N73fe97793lgJplZLc1WUrt4MqrdYzguLUGA7tjMnzMN50L+Yi+TiyQup6+ANMDWoekv6o5Zj+AFQGbINe8mxgT8l3DeH8JgSHX8O5zsHsUN5BMp8UYlmn3GS2K2U6BY8BYzbrMfA5ONvDQdiVph8ADkr4kZYdR145gstb0YP3CGSuGN3RyNLgrTTKHWON82eEGdg5bHISO4sFJsSLgaRDsB4FPaE8UFYbmGImLS2Gg5ctd/xZFS6kkWkgvon+2JClH5LinybHU6Kya25isK4YLfQugUrHoPayTdLkvSdnheUC30ljSexwVgyR3ReK4aogq5KDA2xWtCg3+DcBCWpX/sTmDjzOkgDNmf6t8SRWUWSl+AAAAAElFTkSuQmCC)展开形式![a^{2}+2ab+b^{2}](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAG4AAAAUBAMAAACezBVvAAAAMFBMVEX///9AQEAMDAzm5uYiIiIEBASenp4wMDB0dHTMzMwWFhaKiopiYmJQUFC2trYAAAC7TixzAAAAAXRSTlMAQObYZgAAAbBJREFUOBGNkL9LQlEUx7/2Mn1q9wk1WBD0F4S0BYGvtaWgJZpc2iJsLQj9B8Kgoc3WxMEliJYeNthg9IbaCt7SZmgIgmS+7r3n3ez2AzzD/X7P+Zzv1fsAUaxxKHXEo1n3aHMZL+kRM3zNcNgGbbdgZUfPsTa6tM2QKY6eg2f01PacMqSv0y4Zcy2pk5M33ocCiqhOmYPVYN2q6jm8876gZjtIKys0BLTyNGhpgH/6DjDhGATZzalHzpYSdmHlaFAjAYggMQ80l45oWvL9ABONJWGRw0oAVG48CdP32/yHnxquYl+3AiWHSP92imhwj9Uo0D+/Qin/R+4xDUHYB+paruUm5AvMHqzi7xwbQBL+nGstV0O8LQaRM2wPY+oViGWJRJK413J7SMic5eBB5WbL5a1y2RbtASBJOI993g7JpriPVymLitCgbNJEFZ4kGQ99GhExBuI+Xpmi0Y0KQ2WTXAKuJBbi6xpp40L2Y9nJzi4RcdrSskrjzpEkVlz05Ei9/NxYkL2Zcp7zRMRpSxv2fb8qiZmakRNFcFz49vUDxMUe2h/ufyIWcz+2h61OPgEDvXqTF6gFQAAAAABJRU5ErkJggg==)的系数。

杨辉三角主要有下列五条性质：

1. 杨辉三角以正整数构成，数字左右对称，每行由1开始逐渐变大，然后变小，回到1。
2. 第![n](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAwAAAAJBAMAAAD0ltBnAAAAMFBMVEX///8MDAwWFhYiIiLMzMyenp5QUFC2trYEBATm5uYwMDBiYmJAQEB0dHSKiooAAABUHeUoAAAAAXRSTlMAQObYZgAAAAlwSFlzAAAOxAAADsQBlSsOGwAAAERJREFUCB1j4LvDd3slAwMvx3GGZQwMIfMfMJgxMDDEMzD0AalkBpafQEqbgU0BSH1nYLywgYH1AwO/5wUG3gMMbHsZANtzDsvSr/YZAAAAAElFTkSuQmCC)行的数字个数为![n](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAwAAAAJBAMAAAD0ltBnAAAAMFBMVEX///8MDAwWFhYiIiLMzMyenp5QUFC2trYEBATm5uYwMDBiYmJAQEB0dHSKiooAAABUHeUoAAAAAXRSTlMAQObYZgAAAAlwSFlzAAAOxAAADsQBlSsOGwAAAERJREFUCB1j4LvDd3slAwMvx3GGZQwMIfMfMJgxMDDEMzD0AalkBpafQEqbgU0BSH1nYLywgYH1AwO/5wUG3gMMbHsZANtzDsvSr/YZAAAAAElFTkSuQmCC)个。
3. 第![n](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAwAAAAJBAMAAAD0ltBnAAAAMFBMVEX///8MDAwWFhYiIiLMzMyenp5QUFC2trYEBATm5uYwMDBiYmJAQEB0dHSKiooAAABUHeUoAAAAAXRSTlMAQObYZgAAAAlwSFlzAAAOxAAADsQBlSsOGwAAAERJREFUCB1j4LvDd3slAwMvx3GGZQwMIfMfMJgxMDDEMzD0AalkBpafQEqbgU0BSH1nYLywgYH1AwO/5wUG3gMMbHsZANtzDsvSr/YZAAAAAElFTkSuQmCC)行的第![k](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAkAAAAOBAMAAAAPuiubAAAALVBMVEX///8wMDAWFhYEBAR0dHRQUFAMDAxiYmLm5ua2traKiopAQEAiIiLMzMwAAADP31JwAAAAAXRSTlMAQObYZgAAAAlwSFlzAAAOxAAADsQBlSsOGwAAAEtJREFUCB1j4D23gQEI+BaAyHkNILIMRDCcBpOvOMoDGDhftHAnMLBnOHA0MPCkgMT53E8CyXkNbkCyjMGZYwFQ+SIWBgZNBsYqBgCWpg/R/xOqqwAAAABJRU5ErkJggg==)个数字为组合数![C_{n-1}^{k-1}](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAACcAAAAYBAMAAACLofl+AAAAMFBMVEX///9iYmKKiop0dHQWFhYEBASenp4MDAzMzMwiIiLm5uZQUFAwMDBAQEC2trYAAAADnChcAAAAAXRSTlMAQObYZgAAAOVJREFUGBljYICCKzAGwww4i8EWxtSOgLEYGCbBmUiCUY8PQIXBgnx37mzg5XPKQhbkOtnAsPY0Y/QCBua7d+9eZmAAqWzfwMDA9o0zrwCqGyTIVQPifOBn+GAAFQUK8kSB2BM6GTY/gAgm/jFgeA/UzcAAFYAIMzDcb4CxkOhSJDac+QXE4oJzIQyw5YvRBI+D+GDLYBIzGBjeP2BgYEqACQBpUCgxVjBwmSGJQbz55rQg0CaZZmmYDFAlBDCxC/DD2HBBhvUMz5FDCaJAk2E3psqLDH4CUFGE9hMMGxMggqBQwgYAAt83h1k9c78AAAAASUVORK5CYII=)。
4. 第![n](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAwAAAAJBAMAAAD0ltBnAAAAMFBMVEX///8MDAwWFhYiIiLMzMyenp5QUFC2trYEBATm5uYwMDBiYmJAQEB0dHSKiooAAABUHeUoAAAAAXRSTlMAQObYZgAAAAlwSFlzAAAOxAAADsQBlSsOGwAAAERJREFUCB1j4LvDd3slAwMvx3GGZQwMIfMfMJgxMDDEMzD0AalkBpafQEqbgU0BSH1nYLywgYH1AwO/5wUG3gMMbHsZANtzDsvSr/YZAAAAAElFTkSuQmCC)行数字和为![2^{n-1}](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAACQAAAASBAMAAADBDWEbAAAAMFBMVEX///8MDAyKioqenp7m5ubMzMwwMDAEBAR0dHQWFhZiYmIiIiJAQEBQUFC2trYAAACRzTdTAAAAAXRSTlMAQObYZgAAAAlwSFlzAAAOxAAADsQBlSsOGwAAAJZJREFUGBljYEAD3AFoAgxM1zGEGNihQl6pXReg6kFCb09fYFCQYviAEOJbwLCTgeUDnwBDz5kzZxpAGnkYGN43MG3gRdLIfoGBP4FnAecrhEbOAwz8G9gCeBdDhJjXZ4AY8QsgXCTyugMSB8zk+4cuwsBpgCGUhCHCpcDwAE1Qg4EB5kyoDN+sVWsXoKpi////vwKKEADLMCRMB70KQQAAAABJRU5ErkJggg==)。
5. 除每行最左侧与最右侧的数字以外，每个数字等于它的左上方与右上方两个数字之和（也就是说，第![n](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAwAAAAJBAMAAAD0ltBnAAAAMFBMVEX///8MDAwWFhYiIiLMzMyenp5QUFC2trYEBATm5uYwMDBiYmJAQEB0dHSKiooAAABUHeUoAAAAAXRSTlMAQObYZgAAAAlwSFlzAAAOxAAADsQBlSsOGwAAAERJREFUCB1j4LvDd3slAwMvx3GGZQwMIfMfMJgxMDDEMzD0AalkBpafQEqbgU0BSH1nYLywgYH1AwO/5wUG3gMMbHsZANtzDsvSr/YZAAAAAElFTkSuQmCC)行第![k](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAkAAAAOBAMAAAAPuiubAAAALVBMVEX///8wMDAWFhYEBAR0dHRQUFAMDAxiYmLm5ua2traKiopAQEAiIiLMzMwAAADP31JwAAAAAXRSTlMAQObYZgAAAAlwSFlzAAAOxAAADsQBlSsOGwAAAEtJREFUCB1j4D23gQEI+BaAyHkNILIMRDCcBpOvOMoDGDhftHAnMLBnOHA0MPCkgMT53E8CyXkNbkCyjMGZYwFQ+SIWBgZNBsYqBgCWpg/R/xOqqwAAAABJRU5ErkJggg==)个数字等于第![n-1](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAC0AAAAPBAMAAACCUFuUAAAAMFBMVEX///8MDAwWFhYiIiLMzMyenp5QUFC2trZAQEAEBATm5uZ0dHQwMDBiYmKKiooAAAAzevxMAAAAAXRSTlMAQObYZgAAAAlwSFlzAAAOxAAADsQBlSsOGwAAAIFJREFUGBljYMACVmARAwqxC2MV5zqmjFWcgeEwHnG+O3y7T6HJg9Rzc7YzHMMiHrL+AYMZFnGGeAaGeSBxFxDwAqsA25vMwPILyGM5AwJnEeK6DGwKYB6CAKv/zsC44QJCDMQCibN+YOD32oAqfgjI5W5gYLuLKpzz/9gCVBEEDwC+vCEbg0/+SgAAAABJRU5ErkJggg==)行的第![k-1](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAACsAAAAPBAMAAACPTivTAAAALVBMVEX///8wMDAWFhYEBAR0dHRQUFAMDAxiYmLm5ua2traKiopAQEAiIiLMzMwAAADP31JwAAAAAXRSTlMAQObYZgAAAAlwSFlzAAAOxAAADsQBlSsOGwAAAIVJREFUGBlj4D23gQENdIP4fAvQRDlzQALzGlCFOUR1QAJlqKJAngxI5DR24Vcc5QGoMiDVnC9auBMwhdkzHDgaMIV5UiBid0HgBpgNMoTP/SSIzSsIAuJw4XkNbmA2EgFSXcbgzLEASQzIBAmfZljEgirKIATkazIwVqEKB74TbUAVgfMAa1wZnmE/hn4AAAAASUVORK5CYII=)个数字与第![k](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAkAAAAOBAMAAAAPuiubAAAALVBMVEX///8wMDAWFhYEBAR0dHRQUFAMDAxiYmLm5ua2traKiopAQEAiIiLMzMwAAADP31JwAAAAAXRSTlMAQObYZgAAAAlwSFlzAAAOxAAADsQBlSsOGwAAAEtJREFUCB1j4D23gQEI+BaAyHkNILIMRDCcBpOvOMoDGDhftHAnMLBnOHA0MPCkgMT53E8CyXkNbkCyjMGZYwFQ+SIWBgZNBsYqBgCWpg/R/xOqqwAAAABJRU5ErkJggg==)个数字的和）。这是因为有组合恒等式：![C_{n}^{i}=C_{n-1}^{i-1}+C_{n-1}^{i}](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAJoAAAAYBAMAAADwqfn3AAAAMFBMVEX///9iYmKKiop0dHQWFhYEBASenp4MDAzMzMwiIiLm5uZQUFAwMDBAQEC2trYAAAADnChcAAAAAXRSTlMAQObYZgAAAipJREFUOBGdVL9rU1EUPnm1TfOSvKQd2kGLmURxiYuTQoe3dCkZHKRTxD/AdhAEHR4ouDhkko6RDC4tvg5OLkEpbYmCxQ4dEqyTi9IOUgqKeM695/7Ku4+CZzjnO9/33S95+XEBuKYXFRqbz3gvJWOCWpVB7WJ2nc0soYTB28RwDmKDw527TCbnWoxhIcdcOGRPXpo2SF80HKbV4EWDT5khhKvvmfCk/fw0gM/aIHzhXgKbA5g0KYxYaMHt0WjUhGzaxjqEwxRa9snnKcDUKdyyOYGlMNFnIZM2/RiVB21tIF/4hPoJvGzStIqF0n3mTFpHMq/7OGugDcRWVqh3YKZB0yoWCrOSm7r8QYmctt1FogTKINTjlMaRwE7LFfClqaLfogus29dEQwTVmGqJKFewTTKtemZzjB96OEHlCvzeii3PyV/E+f4cuQKn1RbpZJeaKfGV9syuUY5wEMd34hgftthHa9jUfgF2qKeKsz43VyDDOrswCquyiq0sIDe8ZY6PAIK2TTLOCNfvsiLTor+4XrEO0i1TeAThTYvTMCu4aTCfQK+t7Qjo9/1jMIPPf+npRVsgnBHG0qKPW3WAV7s3Uj5JaaKCYr3G0B22MJYmjY01/FvK0mnwBr67MWojYQIvkS8AKq2vNJrhSbSauWWuwTvbY7AlqDQjIgo65cyTwj4s44fgKUvwplXrF77xMfOku7DV9mQBGOHen6bHUUnKc5K2bhmP7z+of2Awh9SidxSgAAAAAElFTkSuQmCC)。可用此性质写出整个杨辉三角形。

【分析】题目有额外限制条件，程序只能使用O(k)的额外空间，那么这样就不能把每行都算出来，而是要用其他的方法, 我最先考虑用的是第三条性质，算出每个组合数来生成第n行系数。利用第五条性质，除了第一个和最后一个数字之外，其他的数字都是上一行左右两个值之和。那么我们只需要两个for循环，除了第一个数为1之外，后面的数都是上一次循环的数值加上它前面位置的数值之和，不停地更新每一个位置的值，便可以得到第n行的数字。

# 121. Best Time to Buy and Sell Stock买卖股票的最佳时机

给定一个数组，它的第 i 个元素是一支给定股票第 i 天的价格。

如果你最多只允许完成一笔交易（即买入和卖出一支股票），设计一个算法来计算你所能获取的最大利润。注意：你不能在买入股票前卖出股票。

【分析】只需要遍历一次数组，用一个变量记录遍历过数中的最小值，然后每次计算当前值和这个最小值之间的差值最为利润，然后每次选较大的利润来更新。当遍历完成后当前利润即为所求。

# 122. Best Time to Buy and Sell Stock II买卖股票的最佳时机II

给定一个数组，它的第 i 个元素是一支给定股票第 i 天的价格。

设计一个算法来计算你所能获取的最大利润。你可以尽可能地完成更多的交易（多次买卖一支股票）。

注意：你不能同时参与多笔交易（你必须在再次购买前出售掉之前的股票）。

【分析】这道题可以无限次买入和卖出。我们都知道炒股想挣钱当然是低价买入高价抛出，那么这里我们只需要从第二天开始，如果当前价格比之前价格高，则把差值加入利润中，因为我们可以昨天买入，今日卖出，若明日价更高的话，还可以今日买入，明日再抛出。以此类推，遍历完整个数组后即可求得最大利润。

# 125. Valid Palindrome验证回文串

给定一个字符串，验证它是否是回文串，只考虑字母和数字字符，可以忽略字母的大小写。说明：本题中，我们将空字符串定义为有效的回文串。

示例 1:输入: "A man, a plan, a canal: Panama" 输出: true

示例 2输入: "race a car" 输出: false

【分析】验证回文字符串是比较常见的问题，所谓回文，就是一个正读和反读都一样的字符串，比如“level”或者“noon”等等就是回文串。但是这里，加入了空格和非字母数字的字符，增加了些难度，但其实原理还是很简单：只需要建立两个指针，left和right, 分别从字符的开头和结尾处开始遍历整个字符串，如果遇到非字母数字的字符就跳过，继续往下找，直到找到下一个字母数字或者结束遍历，如果遇到大写字母，就将其转为小写。等左右指针都找到字母数字时，比较这两个字符，若相等，则继续比较下面两个分别找到的字母数字，若不相等，直接返回false. 时间复杂度为O(n)。也可以用系统自带的判断是否是数母字符的判断函数isalnum。

【知识点】无差别判断大小写字母 (s + 32 - 'a') %32 //取余

# 136. Single Number只出现一次的数字

给定一个非空整数数组，除了某个元素只出现一次以外，其余每个元素均出现两次。找出那个只出现了一次的元素。

说明：你的算法应该具有线性时间复杂度（O(n)）。 你可以不使用额外空间来实现吗（空间复杂度O(1)）？

【分析】时间复杂度必须是O(n)，并且空间复杂度为O(1)，使得不能用排序方法，也不能使用map数据结构。那么只能另辟蹊径，需要用位操作Bit Operation来解此题，即逻辑异或。逻辑异或的真值表为：

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| A | F | F | T | T |
| B | F | T | F | T |
| ⊕ | F | T | T | F |

由于数字在计算机是以二进制存储的，每位上都是0或1，如果我们把两个相同的数字异或，0与0异或是0,1与1异或也是0，那么我们会得到0。根据这个特点，我们把数组中所有的数字都异或起来，则每对相同的数字都会得0，然后最后剩下来的数字就是那个只有1次的数字。

【CODE】class Solution {

public:

int singleNumber(vector<int>& nums) {

int res = 0;

for (auto num : nums) res ^= num;

return res;

}

};

# 141. Linked List Cycle环形链表

给定一个链表，判断链表中是否有环。

进阶：你能否不使用额外空间解决此题？

【分析】这道题是快慢指针的经典应用。只需要设两个指针，一个每次走一步的慢指针和一个每次走两步的快指针，如果链表里有环的话，两个指针最终肯定会相遇。

【CODE】class Solution {

public:

bool hasCycle(ListNode \*head) {

ListNode \*slow = head, \*fast = head;

while (fast && fast->next) {

slow = slow->next;

fast = fast->next->next;

if (slow == fast) return true;

}

return false;

}

};

# 155. Min Stack最小栈

设计一个支持 push，pop，top 操作，并能在常数时间内检索到最小元素的栈。

push(x) -- 将元素 x 推入栈中。

pop() -- 删除栈顶的元素。

top() -- 获取栈顶元素。

getMin() -- 检索栈中的最小元素。

【分析】这道最小栈跟原来的栈相比就是多了一个功能，可以返回该栈的最小值。使用两个栈来实现，一个栈来按顺序存储push进来的数据，另一个用来存出现过的最小值。

# 160. Intersection of Two Linked Lists相交链表

编写一个程序，找到两个单链表相交的起始节点。

注意： 如果两个链表没有交点，返回 null.

在返回结果后，两个链表仍须保持原有的结构。

可假定整个链表结构中没有循环。

程序尽量满足 O(n) 时间复杂度，且仅用 O(1) 内存。

【分析】这道求两个链表的交点题要求执行时间为O(n)，则不能利用类似冒泡法原理去暴力查找相同点，事实证明如果链表很长的话，那样的方法效率很低。如果两个链长度相同的话，那么对应的一个个比下去就能找到，所以只需要把长链表变短即可。具体算法为：分别遍历两个链表，得到分别对应的长度。然后求长度的差值，把较长的那个链表向后移动这个差值的个数，然后一一比较即可。

一种特别巧妙的方法，虽然题目中强调了链表中不存在环，但是我们可以用环的思想来做，我们让两条链表分别从各自的开头开始往后遍历，当其中一条遍历到末尾时，我们跳到另一个条链表的开头继续遍历。两个指针最终会相等，而且只有两种情况，一种情况是在交点处相遇，另一种情况是在各自的末尾的空节点处相等。为什么一定会相等呢，因为两个指针走过的路程相同，是两个链表的长度之和，所以一定会相等。这个思路真的很巧妙，而且更重要的是代码写起来特别的简洁。

【CODE】

class Solution {

public:

ListNode \*getIntersectionNode(ListNode \*headA, ListNode \*headB) {

if (!headA || !headB) return NULL;

ListNode \*a = headA, \*b = headB;

while (a != b) {

a = a ? a->next : headB;

b = b ? b->next : headA;

}

return a;

}

};

# 167. Two Sum II - Input array is sorted两数之和 II - 输入有序数组

给定一个已按照升序排列的有序数组，找到两个数使得它们相加之和等于目标数。

函数应该返回这两个下标值 index1 和 index2，其中 index1 必须小于 index2。

说明:返回的下标值（index1 和 index2）不是从零开始的。

你可以假设每个输入只对应唯一的答案，而且你不可以重复使用相同的元素。

【分析】一道Two Sum的衍生题，这道题其实应该更容易一些，因为给定的数组是有序的，而且题目中限定了一定会有解，我最开始想到的方法是二分法来搜索，因为一定有解，而且数组是有序的，那么第一个数字肯定要小于目标值target，那么我们每次用二分法来搜索target - numbers[i]即可。

这种方法并不效率，时间复杂度是O(nlgn)，我们再来看一种O(n)的解法，我们只需要两个指针，一个指向开头，一个指向末尾，然后向中间遍历，如果指向的两个数相加正好等于target的话，直接返回两个指针的位置即可，若小于target，左指针右移一位，若大于target，右指针左移一位，以此类推直至两个指针相遇停止。

【CODE】// O(n)

class Solution {

public:

vector<int> twoSum(vector<int>& numbers, int target) {

int l = 0, r = numbers.size() - 1;

while (l < r) {

int sum = numbers[l] + numbers[r];

if (sum == target) return {l + 1, r + 1};

else if (sum < target) ++l;

else --r;

}

return {};

}

};

# 168. Excel Sheet Column Title Excel表列名称

给定一个正整数，返回它在 Excel 表中相对应的列名称。

|  |  |
| --- | --- |
| 1 -> A  2 -> B  3 -> C  ...  26 -> Z  27 -> AA  28 -> AB  ... | 输入: 1  输出: "A" |
| 输入: 28  输出: "AB" |
| 输入: 701  输出: "ZY" |

【分析】此题和Excel Sheet Column Number 求Excel表列序号是一起的，起始原理都一样，就是一位一位的求，此题从低位往高位求，每进一位，则把原数缩小26倍，再对26取余，之后减去余数，再缩小26倍，以此类推，可以求出各个位置上的字母。最后只需将整个字符串翻转一下即可。

【CODE】//感受简洁代码的魅力：

// Non-recursion

class Solution {

public:

string convertToTitle(int n) {

string res;

while (n) {

res += --n % 26 + 'A';

n /= 26;

}

return string(res.rbegin(), res.rend());

}

};

//使用递归解法

class Solution {

public:

string convertToTitle(int n) {

return n == 0 ? "" : convertToTitle(n / 26) + (char)(--n % 26 + 'A');

}

};

# 171. Excel Sheet Column Number Excel表列序号

给定一个Excel表格中的列名称，返回其相应的列序号。

【分析】这题实际上相当于一种二十六进制转十进制的问题，并不难，只要一位一位的转换即可。

# 169. Majority Element求众数

给定一个大小为 n 的数组，找到其中的众数。众数是指在数组中出现次数大于 ⌊ n/2 ⌋ 的元素。你可以假设数组是非空的，并且给定的数组总是存在众数。

【分析】这是道求众数的问题，有很多种解法，比较好的有两种，一种是用哈希表，这种方法需要O(n)的时间和空间，另一种是用一种叫摩尔投票法 Moore Voting，需要O(n)的时间和O(1)的空间，比前一种方法更好。

摩尔投票法先将第一个数字假设为众数，然后把计数器设为1，比较下一个数和此数是否相等，若相等则计数器加一，反之减一。然后看此时计数器的值，若为零，则将当前值设为候选众数。以此类推直到遍历完整个数组，当前候选众数即为该数组的众数。弄懂摩尔投票法的精髓，首先要明确的是这个很厉害的方法是有前提的，就是数组中一定要有众数的存在才能使用，下面我们来看本算法的思路，这是一种先假设候选者，然后再进行验证的算法。我们现将数组中的第一个数假设为众数，然后进行统计其出现的次数，如果遇到同样的数，则计数器自增1，否则计数器自减1，如果计数器减到了0，则更换当前数字为候选者。这是一个很巧妙的设定，也是本算法的精髓所在，为啥遇到不同的要计数器减1呢，为啥减到0了又要更换候选者呢？首先是有那个强大的前提存在，一定会有一个出现超过半数的数字存在，那么如果计数器减到0了话，说明目前不是候选者数字的个数已经跟候选者的出现个数相同了，那么这个候选者已经很weak，不一定能出现超过半数，我们选择更换当前的候选者。那有可能你会有疑问，那万一后面又大量的出现了之前的候选者怎么办，不需要担心，如果之前的候选者在后面大量出现的话，其又会重新变为候选者，直到最终验证成为正确的众数。

【CODE】

class Solution {

public:

int majorityElement(vector<int>& nums) {

int res = 0, cnt = 0;

for (int num : nums) {

if (cnt == 0) {res = num; ++cnt;}

else (num == res) ? ++cnt : --cnt;

}

return res;

}

};

【分析】下面这种解法利用到了位操作Bit Manipulation来解，将中位数按位来建立，从0到31位，每次统计下数组中该位上0和1的个数，如果1多，那么我们将结果res中该位变为1，最后累加出来的res就是中位数了，相当赞的方法，这种思路尤其在这道题的延伸Majority Element II中有重要的应用。

【CODE】

class Solution {

public:

int majorityElement(vector<int>& nums) {

int res = 0, n = nums.size();

for (int i = 0; i < 32; ++i) {

int ones = 0, zeros = 0;

for (int num : nums) {

if (ones > n / 2 || zeros > n / 2) break;

if ((num & (1 << i)) != 0) ++ones;

else ++zeros;

}

if (ones > zeros) res |= (1 << i);

}

return res;

}

};

# 172. Factorial Trailing Zeroes 阶乘后的零

给定一个整数 n，返回 n! 结果尾数中零的数量。

说明: 你算法的时间复杂度应为 O(log n) 。

【分析】求一个数的阶乘末尾0的个数，也就是要找乘数中10的个数，而10可分解为2和5，而我们可知2的数量又远大于5的数量，那么此题即便为找出5的个数。仍需注意的一点就是，像25,125，这样的不只含有一个5的数字需要考虑进去。

【CODE】

class Solution {

public:

int trailingZeroes(int n) {

int res = 0;

while (n) {

res += n / 5;

n /= 5;

}

return res;

}

};

【分析】递归的解法，思路和上面完全一样，写法更简洁了，一行搞定。

【CODE】

class Solution {

public:

int trailingZeroes(int n) {

return n == 0 ? 0 : n / 5 + trailingZeroes(n / 5);

}

};

# 189. Rotate Array旋转数组

给定一个数组，将数组中的元素向右移动 k 个位置，其中 k 是非负数。

说明:尽可能想出更多的解决方案，至少有三种不同的方法可以解决这个问题。

要求使用空间复杂度为 O(1) 的原地算法。

|  |  |
| --- | --- |
| 输入: [1,2,3,4,5,6,7] 和 k = 3  输出: [5,6,7,1,2,3,4]  解释:  向右旋转 1 步: [7,1,2,3,4,5,6]  向右旋转 2 步: [6,7,1,2,3,4,5]  向右旋转 3 步: [5,6,7,1,2,3,4] | 输入: [-1,-100,3,99] 和 k = 2  输出: [3,99,-1,-100]  解释:  向右旋转 1 步: [99,-1,-100,3]  向右旋转 2 步: [3,99,-1,-100] |

【分析】有一种O(n)的空间复杂度的方法，我们复制一个和nums一样的数组，然后利用映射关系i -> (i+k)%n来交换数字。//超时！

【CODE】

class Solution {

public:

void rotate(vector<int>& nums, int k) {

vector<int> t = nums;

for (int i = 0; i < nums.size(); ++i) {

nums[(i + k) % nums.size()] = t[i];

}

}

};

![](data:image/png;base64,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)【分析】类似翻转字符的方法，思路是先把前n-k个数字翻转一下，再把后k个数字翻转一下，最后再把整个数组翻转一下。//超时！

【CODE】

class Solution {

public:

void rotate(vector<int>& nums, int k) {

if (nums.empty() || (k %= nums.size()) == 0) return;

int n = nums.size();

reverse(nums.begin(), nums.begin() + n - k);

reverse(nums.begin() + n - k, nums.end());

reverse(nums.begin(), nums.end());

}

};

【分析】旋转数组的操作也可以看做从数组的末尾取k个数组放入数组的开头，所以我们用STL的push\_back和erase可以很容易的实现这些操作。

【CODE】

class Solution {

public:

void rotate(vector<int>& nums, int k) {

if (nums.empty() || (k %= nums.size()) == 0) return;

int n = nums.size();

for (int i = 0; i < n - k; ++i) {

nums.push\_back(nums[0]);

nums.erase(nums.begin());

}

}

};

# 190. Reverse Bits颠倒二进制位

颠倒给定的 32 位无符号整数的二进制位。

输入: 43261596

输出: 964176192

解释: 43261596 的二进制表示形式为 00000010100101000001111010011100 ，

返回 964176192，其二进制表示形式为 00111001011110000010100101000000 。

进阶:如果多次调用这个函数，你将如何优化你的算法？

【分析】对于这道题，我们只需要把要翻转的数从右向左一位位的取出来，如果取出来的是1，我们将结果res左移一位并且加上1；如果取出来的是0，我们将结果res左移一位，然后将n右移一位即可。

【CODE】class Solution {

public:

uint32\_t reverseBits(uint32\_t n) {

uint32\_t ret = 0;

/\*

for(int i=0;i<32;i++){

ret=ret\*2+n%2;

n = n/2;

}

\*/

for(int i=0;i<32;i++){

ret=(ret<<1)^(n&1);

n>>=1;

}

return ret;

}

};

【知识点】二进制操作

左移运算符 << 右移运算符 >>

按位与&、按位与或|、按位异或^运算符

* & 按位“与”运算符 (&) 会将第一操作数的每一位与第二操作数的相应位进行比较。如果两个位均为 1，则对应的结果位将设置为 1。否则，将对应的结果位设置为 0。按位“与”运算符的两个操作数必须为整型。
* | 按位或运算符则是将两个数字的二进制值的每一位进行或运算, 或运算也就是二进制的每一位分别进行运算，如果两个都是 0 那么此位为 0，至少有一个数该位为 1，或运算结果就是 1。可以看得出来，任意数与自身进行或运算还是这个数。
* ^ 按位“异或”运算符 (^) 将第一操作数的每个位与第二操作数的相应位进行比较。如果一个位是 0，另一个位是 1，则相应的结果位将设置为 1。否则，将对应的结果位设置为 0。

【Genius】

class Solution {

public:

uint32\_t reverseBits(uint32\_t n) {

n = (n >> 16) | (n << 16);

n = ((n & 0xff00ff00) >> 8) | ((n & 0x00ff00ff) << 8);

n = ((n & 0xf0f0f0f0) >> 4) | ((n & 0x0f0f0f0f) << 4);

n = ((n & 0xcccccccc) >> 2) | ((n & 0x33333333) << 2);

n = ((n & 0xaaaaaaaa) >> 1) | ((n & 0x55555555) << 1);

return n;

}

};

for 8 bit binary number abcdefgh, the process is as follow:

abcdefgh -> efghabcd -> ghefcdab -> hgfedcba

# 191. Number of 1 Bits位1的个数

编写一个函数，输入是一个无符号整数，返回其二进制表达式中数字位数为 ‘1’ 的个数（也被称为汉明重量）。

【CODE】//熟悉使用位操作

class Solution {

public:

int hammingWeight(uint32\_t n) {

int res = 0;

for (int i = 0; i < 32; ++i) {

res += (n & 1);

n = n >> 1;

}

return res;

}

};

# 198. House Robber打家劫舍

你是一个专业的小偷，计划偷窃沿街的房屋。每间房内都藏有一定的现金，影响你偷窃的唯一制约因素就是相邻的房屋装有相互连通的防盗系统，如果两间相邻的房屋在同一晚上被小偷闯入，系统会自动报警。

给定一个代表每个房屋存放金额的非负整数数组，计算你在不触动警报装置的情况下，能够偷窃到的最高金额。

|  |
| --- |
| 输入: [1,2,3,1] 输出: 4  解释: 偷窃 1 号房屋 (金额 = 1) ，然后偷窃 3 号房屋 (金额 = 3)。  偷窃到的最高金额 = 1 + 3 = 4 。 |
| 输入: [2,7,9,3,1]输出: 12  解释: 偷窃 1 号房屋 (金额 = 2), 偷窃 3 号房屋 (金额 = 9)，接着偷窃 5 号房屋 (金额 = 1)。偷窃到的最高金额 = 2 + 9 + 1 = 12 。 |

【分析】这道题的本质相当于在一列数组中取出一个或多个不相邻数，使其和最大。那么我们对于这类求极值的问题首先考虑动态规划Dynamic Programming来解，我们维护一个一位数组dp，其中dp[i]表示到i位置时不相邻数能形成的最大和，那么递推公式怎么写呢，我们先拿一个简单的例子来分析一下，比如说nums为{3, 2, 1, 5}，那么我们来看我们的dp数组应该是什么样的，首先dp[0]=3没啥疑问，再看dp[1]是多少呢，由于3比2大，所以我们抢第一个房子的3，当前房子的2不抢，所以dp[1]=3，那么再来看dp[2]，由于不能抢相邻的，所以我们可以用再前面的一个的dp值加上当前的房间值，和当前房间的前面一个dp值比较，取较大值当做当前dp值，所以我们可以得到递推公式dp[i] = max(num[i] + dp[i - 2], dp[i - 1]), 由此看出我们需要初始化dp[0]和dp[1]，其中dp[0]即为num[0]，dp[1]此时应该为max(num[0], num[1])。

【CODE】// DP

class Solution {

public:

int rob(vector<int> &num) {

if (num.size() <= 1) return num.empty() ? 0 : num[0];

vector<int> dp = {num[0], max(num[0], num[1])};

for (int i = 2; i < num.size(); ++i) {

dp.push\_back(max(num[i] + dp[i - 2], dp[i - 1]));

}

return dp.back();

}

};

还有一种解法，核心思想还是用DP，分别维护两个变量a和b，然后按奇偶分别来更新a和b，这样就可以保证组成最大和的数字不相邻。

【CODE】class Solution {

public:

int rob(vector<int> &nums) {

int a = 0, b = 0;

for (int i = 0; i < nums.size(); ++i) {

int m = a, n = b;

a = n + nums[i];

b = max(m, n);

}

return max(a, b);

}

};

# 202. Happy Number快乐数

编写一个算法来判断一个数是不是“快乐数”。

一个“快乐数”定义为：对于一个正整数，每一次将该数替换为它每个位置上的数字的平方和，然后重复这个过程直到这个数变为 1，也可能是无限循环但始终变不到 1。如果可以变为 1，那么这个数就是快乐数。

|  |  |
| --- | --- |
| 输入: 19  输出: true  解释:  12 + 92 = 82  82 + 22 = 68  62 + 82 = 100  12 + 02 + 02 = 1 | 输入:11 输出:false  1^2 + 1^2 = 2  2^2 = 4  4^2 = 16  1^2 + 6^2 = 37  3^2 + 7^2 = 58  5^2 + 8^2 = 89  8^2 + 9^2 = 145  1^2 + 4^2 + 5^2 = 42  4^2 + 2^2 = 20  2^2 + 0^2 = 4 |

【分析】题目定义了一种快乐数，并且给出了快乐数的演示。但是问题的解决还需要找到发现不快乐数的方法，那么我们来看一个不是快乐数的情况，比如数字11有如右的计算过程，可以看到4这个数字重复出现，之后的数字又都会重复之前两个4之间的顺序，这个循环中不包含1，那么数字11不是一个快乐数。

考虑怎么用代码来实现，我们可以用set来记录所有出现过的数字，然后每出现一个新数字，在set中查找看是否存在，若不存在则加入表中，若存在则跳出循环，并且判断此数是否为1，若为1返回true，不为1返回false。

这道题也可以不用set来做，关于不快乐数有个特点，循环的数字中必定会有4，所有不快乐数的数位平方和计算，最後都会进入 4 → 16 → 37 → 58 → 89 → 145 → 42 → 20 → 4 的循环中。，就是利用这个性质，就可以不用set。

【CODE】class Solution {

public:

bool isHappy(int n) {

while (n != 1 && n != 4) {

int t = 0;

while (n) {

t += (n % 10) \* (n % 10);

n /= 10;

}

n = t;

}

return n == 1;

}

};

# 203. Remove Linked List Elements删除链表中的节点

删除链表中等于给定值 val 的所有节点。

Example

Given: 1 --> 2 --> 6 --> 3 --> 4 --> 5 --> 6, val = 6

Return: 1 --> 2 --> 3 --> 4 --> 5

【分析】移除链表元素是链表的基本操作之一，考察了基本的链表遍历和设置指针的知识点，我们只需定义几个辅助指针，然后遍历原链表，遇到与给定值相同的元素，将该元素的前后连个节点连接起来，然后删除该元素即可，要注意的是还是需要在链表开头加上一个dummy node。

【CODE】class Solution {

public:

ListNode\* removeElements(ListNode\* head, int val) {

ListNode \*dummy = new ListNode(-1), \*pre = dummy;

dummy->next = head;

while (pre->next) {

if (pre->next->val == val) {

ListNode \*t = pre->next;

pre->next = t->next;

t->next = NULL;

delete t;

} else {

pre = pre->next;

}

}

return dummy->next;

}

};

也可以用递归来解，写法很简洁，通过递归调用到链表末尾，然后回来，需要要删的元素，将链表next指针指向下一个元素即可。

【CODE】

class Solution {

public:

ListNode\* removeElements(ListNode\* head, int val) {

if (!head) return NULL;

head->next = removeElements(head->next, val);

return head->val == val ? head->next : head;

}

};

# 204. Count Primes计数质数

统计所有小于非负整数 n 的质数的数量。
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我们从2开始遍历到根号n，先找到第一个质数2，然后将其所有的倍数全部标记出来，然后到下一个质数3，标记其所有倍数，一次类推，直到根号n，此时数组中未被标记的数字就是质数。

【分析】这道题给定一个非负数n，让我们求小于n的质数的个数，我们需要一个n-1长度的bool型数组来记录每个数字是否被标记，长度为n-1的原因是题目说是小于n的质数个数，并不包括n。 然后我们用两个for循环来实现埃拉托斯特尼筛法。

【CODE】

class Solution {

public:

int countPrimes(int n) {

vector<bool> num(n - 1, true);

num[0] = false;

int res = 0, limit = sqrt(n);

for (int i = 2; i <= limit; ++i) {

if (num[i - 1]) {

for (int j = i \* i; j < n; j += i) {

num[j - 1] = false;

}

}

}

for (int j = 0; j < n - 1; ++j) {

if (num[j]) ++res;

}

return res;

}

};

# 205. Isomorphic Strings同构字符串

给定两个字符串 s 和 t，判断它们是否是同构的。

如果 s 中的字符可以被替换得到 t ，那么这两个字符串是同构的。

所有出现的字符都必须用另一个字符替换，同时保留字符的顺序。**两个字符不能映射到同一个字符上，但字符可以映射自己本身。**（可以假设 s 和 t 具有相同的长度。）

|  |  |  |
| --- | --- | --- |
| 输入: s = "egg", t = "add"  输出: true | 输入: s = "foo", t = "bar"  输出: false | 输入: s = "paper", t = "title"  输出: true |

【分析】求同构字符串，相同的字符一定要被同一个字符替代，且一个字符不能被多个字符替代，即不能出现一对多的映射。

根据一对一映射的特点，我们需要用两个哈希表分别来记录原字符串和目标字符串中字符出现情况，由于ASCII码只有256个字符，所以我们可以用一个256大小的数组来代替哈希表，并初始化为0，我们遍历原字符串，分别从源字符串和目标字符串取出一个字符，然后分别在两个哈希表中查找其值，若不相等，则返回false，若相等，将其值更新为i + 1，因为默认的值是0，所以我们更新值为i + 1，这样当 i=0 时，则映射为1，如果不加1的话，那么就无法区分是否更新了。**//理解理解！！！**

【CODE】class Solution {

public:

bool isIsomorphic(string s, string t) {

int m1[256] = {0}, m2[256] = {0}, n = s.size();

for (int i = 0; i < n; ++i) {

if (m1[s[i]] != m2[t[i]]) return false;

m1[s[i]] = i + 1;

m2[t[i]] = i + 1;

}

return true;

}

};

# 217. Contains Duplicate存在重复元素

给定一个整数数组，判断是否存在重复元素。

如果任何值在数组中出现至少两次，函数返回 true。如果数组中每个元素都不相同，则返回 false。

【分析】使用一个哈希表，遍历整个数组，如果哈希表里存在，返回false，如果不存在，则将其放入哈希表中。

另一种解法，就是先将数组排个序，然后再比较相邻两个数字是否相等，时间复杂度取决于排序方法。

【CODE】//hash

class Solution {

public:

bool containsDuplicate(vector<int>& nums) {

unordered\_map<int, int> m;

for (int i = 0; i < nums.size(); ++i) {

if (m.find(nums[i]) != m.end()) return true;

++m[nums[i]];

}

return false;

}

};

# 219. Contains Duplicate II存在重复元素 II

给定一个整数数组和一个整数 k，判断数组中是否存在两个不同的索引 i 和 j，使得 nums [i] = nums [j]，并且 i 和 j 的差的绝对值最大为 k。

【分析】需要一个哈希表，来记录每个数字和其坐标的映射，然后我们需要一个变量d来记录第一次出现重复数字的坐标差。

# 226. Invert Binary Tree翻转二叉树

翻转一棵二叉树。

【分析】翻转二叉树，是树的基本操作之一，不算难题。可以用递归和非递归两种方法来解。先来看递归的方法，写法非常简洁，五行代码搞定，交换当前左右节点，并直接调用递归即可。

【CODE】// Recursion

class Solution {

public:

TreeNode\* invertTree(TreeNode\* root) {

if (!root) return NULL;

TreeNode \*tmp = root->left;

root->left = invertTree(root->right);

root->right = invertTree(tmp);

return root;

}

};

非递归的方法也不复杂，跟二叉树的层序遍历一样，需要用queue来辅助，先把根节点排入队列中，然后从队中取出来，交换其左右节点，如果存在则分别将左右节点在排入队列中，以此类推直到队列中木有节点了停止循环，返回root即可。

【CODE】// Non-Recursion

class Solution {

public:

TreeNode\* invertTree(TreeNode\* root) {

if (!root) return NULL;

queue<TreeNode\*> q;

q.push(root);

while (!q.empty()) {

TreeNode \*node = q.front(); q.pop();

TreeNode \*tmp = node->left;

node->left = node->right;

node->right = tmp;

if (node->left) q.push(node->left);

if (node->right) q.push(node->right);

}

return root;

}

};

# 231. Power of Two 2的幂

给定一个整数，编写一个函数来判断它是否是 2 的幂次方。

【分析】判断一个数是否为2的次方数，而且要求时间和空间复杂度都为常数，那么对于这种玩数字的题，我们应该首先考虑位操作 Bit Operation。那么我们来观察下2的次方数的二进制写法的特点：

1 2 4 8 16 　　....

1 10 100 1000 10000　....

那么我们很容易看出来2的次方数都只有一个1，剩下的都是0，所以解题思路就有了，我们只要每次判断最低位是否为1，然后向右移位，最后统计1的个数即可判断是否是2的次方数。技巧，如果一个数是2的次方数的话，那么它的二进数必然是最高位为1，其它都为0，那么如果此时我们减1的话，则最高位会降一位，其余为0的位现在都为变为1，那么我们把两数相与，就会得到0，用这个性质也能来解题，而且只需一行代码就可以搞定。

【CODE】return (n > 0) && (!(n & (n - 1)));

# 234. Palindrome Linked List回文链表

判断一个链表是否为回文链表。能否用 O(n) 时间复杂度和 O(1) 空间复杂度解决？

【分析】链表比字符串难的地方就在于不能通过坐标来直接访问，而只能从头开始遍历到某个位置。那么根据回文串的特点，我们需要比较对应位置的值是否相等，那么我们首先需要找到链表的中点，这个可以用快慢指针来实现。

我们还需要用栈，每次慢指针走一步，都把值存入栈中，等到达中点时，链表的前半段都存入栈中了，由于栈的后进先出的性质，就可以和后半段链表按照回文对应的顺序比较了。但是栈结构不满足O(1)的空间复杂度。

那么在找到中点后，将后半段的链表翻转一下，这样就可以按照回文的顺序比较。

【CODE】

class Solution {

public:

bool isPalindrome(ListNode\* head) {

if (!head || !head->next) return true;

ListNode \*slow = head, \*fast = head;

while (fast->next && fast->next->next) {

slow = slow->next;

fast = fast->next->next;

}

ListNode \*last = slow->next, \*pre = head;

while (last->next) {

ListNode \*tmp = last->next;

last->next = tmp->next;

tmp->next = slow->next;

slow->next = tmp;

}

# 237. Delete Node in a Linked List删除链表中的节点

请编写一个函数，使其可以删除某个链表中给定的（非末尾）节点，你将只被给定要求被删除的节点。

现有一个链表 -- head = [4,5,1,9]，它可以表示为: 4 -> 5 -> 1 -> 9

|  |
| --- |
| 输入: head = [4,5,1,9], node = 5  输出: [4,1,9]  解释: 给定你链表中值为 5 的第二个节点，那么在调用了你的函数之后，该链表应变为 4 -> 1 -> 9. |
| 输入: head = [4,5,1,9], node = 1  输出: [4,5,9]  解释: 给定你链表中值为 1 的第三个节点，那么在调用了你的函数之后，该链表应变为 4 -> 5 -> 9. |

说明：链表至少包含两个节点。链表中所有节点的值都是唯一的。给定的节点为非末尾节点并且一定是链表中的一个有效节点。不要从你的函数中返回任何结果。

【分析】删除链表的一个节点，没有给我们链表的起点，只给我们了一个要删的节点，我们之前要删除一个节点的方法是要有其前一个节点的位置，然后将其前一个节点的next连向要删节点的下一个，然后delete掉要删的节点即可。这道题的处理方法是先把当前节点的值用下一个节点的值覆盖了，然后我们删除下一个节点即可。

【CODE】class Solution {

public:

void deleteNode(ListNode\* node) {

node->val = node->next->val;

ListNode \*tmp = node->next;

node->next = tmp->next;

delete tmp;

}

};

# 206. Reverse Linked List反转链表

反转一个单链表。

输入: 1->2->3->4->5->NULL 输出: 5->4->3->2->1->NULL

【分析】迭代的解法，思路是在原链表之前建立一个dummy node，因为首节点会变，然后从head开始，将之后的一个节点移到dummy node之后，重复此操作知道head成为末节点为止。

【CODE】// Iterative

class Solution {

public:

ListNode\* reverseList(ListNode\* head) {

if (!head) return head;

ListNode \*dummy = new ListNode(-1);

dummy->next = head;

ListNode \*cur = head;

while (cur->next) {

ListNode \*tmp = cur->next;

cur->next = tmp->next;

tmp->next = dummy->next;

dummy->next = tmp;

}

return dummy->next;

}

};

class Solution { //简洁写法

public:

ListNode\* reverseList(ListNode\* head) {

ListNode\* pre = NULL;

ListNode\* cur = head;

while (cur != NULL) {

ListNode\* next = cur->next; // forward

cur->next = pre; // reverse

pre = cur; // forward

cur = next; // forward

}

return pre; // cur == NULL;

}

};

【分析】递归解法，代码量更少。思路是不断的进入递归函数，直到head指向最后一个节点，p指向之前一个节点，然后调换head和p的位置，再返回上一层递归函数，再交换p和head的位置，每次交换后，head节点后面都是交换好的顺序，直到p为首节点，然后再交换，首节点就成了为节点，此时整个链表也完成了翻转。

【CODE】// Recursive

class Solution {

public:

ListNode\* reverseList(ListNode\* head) {

if (!head || !head->next) return head;

ListNode \*p = head;

head = reverseList(p->next);

p->next->next = p;

p->next = NULL;

return head;

}

};

# 21. Merge Two Sorted Lists合并两个有序链表

将两个有序链表合并为一个新的有序链表并返回。新链表是通过拼接给定的两个链表的所有节点组成的。

输入：1->2->4, 1->3->4 输出：1->1->2->3->4->4

【分析】具体思想是新建一个链表，然后比较两个链表中的元素值，把较小的那个链到新链表中，由于两个输入链表的长度可能不同，所以最终会有一个链表先完成插入所有元素，则直接另一个未完成的链表直接链入新链表的末尾。

【CODE】

class Solution {

public:

ListNode\* mergeTwoLists(ListNode\* l1, ListNode\* l2) {

ListNode \*dummy = new ListNode(-1), \*cur = dummy;

while (l1 && l2) {

if (l1->val < l2->val) {

cur->next = l1;

l1 = l1->next;

} else {

cur->next = l2;

l2 = l2->next;

}

cur = cur->next;

}

cur->next = l1 ? l1 : l2;

return dummy->next;

}

};

【分析】递归写法，当某个链表为空了，就返回另一个。然后核心还是比较当前两个节点值大小，如果l1的小，那么对于l1的下一个节点和l2调用递归函数，将返回值赋值给l1.next，然后返回l1；否则就对于l2的下一个节点和l1调用递归函数，将返回值赋值给l2.next，然后返回l2。

【CODE】

class Solution {

public:

ListNode\* mergeTwoLists(ListNode\* l1, ListNode\* l2) {

if (!l1 || (l2 && l1->val > l2->val)) swap(l1, l2);

if (l1) l1->next = mergeTwoLists(l1->next, l2);

return l1;

}

};

# 23. Merge k Sorted Lists合并K个排序链表

合并 k 个排序链表，返回合并后的排序链表。请分析和描述算法的复杂度。

【分析】不管合并几个，基本还是要两两合并。那么我们首先考虑的方法是能不能利用上题的解法来解答此题。答案是肯定的，但是需要修改，怎么修改，最先想到的就是两两合并，就是前两个先合并，合并好了再跟第三个，然后第四个直到第k个。这样的思路是对的，但是效率不高，没法通过OJ，所以我们只能换一种思路，这里就需要用到分治法 Divide and Conquer Approach。简单来说就是不停的对半划分，比如k个链表先划分为合并两个k/2个链表的任务，再不停的往下划分，直到划分成只有一个或两个链表的任务，开始合并。举个例子来说比如合并6个链表，那么按照分治法，我们首先分别合并1和4,2和5,3和6。这样下一次只需合并3个链表，我们再合并1和3，最后和2合并就可以了。

【CODE】class Solution {

public:

ListNode \*mergeKLists(vector<ListNode \*> &lists) {

if (lists.size() == 0) return NULL;

int n = lists.size();

while (n > 1) {

int k = (n + 1) / 2;

for (int i = 0; i < n / 2; ++i) {

lists[i] = mergeTwoLists(lists[i], lists[i + k]);

}

n = k;

}

return lists[0];

}

ListNode \*mergeTwoLists(ListNode \*l1, ListNode \*l2) {

ListNode \*head = new ListNode(-1);

ListNode \*cur = head;

while (l1 && l2) {

if (l1->val < l2->val) {

cur->next = l1;

l1 = l1->next;

} else {

cur->next = l2;

l2 = l2->next;

}

cur = cur->next;

}

if (l1) cur->next = l1;

if (l2) cur->next = l2;

return head->next;

}

};

【分析】另一种解法，这种解法利用了最小堆这种数据结构，我们首先把k个链表的首元素都加入最小堆中，它们会自动排好序。然后我们每次取出最小的那个元素加入我们最终结果的链表中，然后把取出元素的下一个元素再加入堆中，下次仍从堆中取出最小的元素做相同的操作，以此类推，直到堆中没有元素了，此时k个链表也合并为了一个链表，返回首节点即可。

【CODE】struct cmp {

bool operator () (ListNode \*a, ListNode \*b) {

return a->val > b->val;

}

};

class Solution {

public:

ListNode \*mergeKLists(vector<ListNode \*> &lists) {

priority\_queue<ListNode\*, vector<ListNode\*>, cmp> q;

for (int i = 0; i < lists.size(); ++i) {

if (lists[i]) q.push(lists[i]);

}

ListNode \*head = NULL, \*pre = NULL, \*tmp = NULL;

while (!q.empty()) {

tmp = q.top();

q.pop();

if (!pre) head = tmp;

else pre->next = tmp;

pre = tmp;

if (tmp->next) q.push(tmp->next);

}

return head;

}

};

# 19. Remove Nth Node From End of List删除链表的倒数第N个节点

给定一个链表，删除链表的倒数第 n 个节点，并且返回链表的头结点。

说明：给定的 n 保证是有效的。

进阶：你能尝试使用一趟扫描实现吗？

【分析】移除链表倒数第N个节点，限定n一定是有效的，即n不会大于链表中的元素总数。还要求一次遍历解决问题，那么就得想些比较巧妙的方法了。比如我们首先要考虑的时，如何找到倒数第N个节点，由于只允许一次遍历，所以我们不能用一次完整的遍历来统计链表中元素的个数，而是遍历到对应位置就应该移除了。那么我们需要用两个指针来帮助我们解题，pre和cur指针。首先cur指针先向前走N步，如果此时cur指向空，说明N为链表的长度，则需要移除的为首元素，那么此时我们返回head->next即可，如果cur存在，我们再继续往下走，此时pre指针也跟着走，直到cur为最后一个元素时停止，此时pre指向要移除元素的前一个元素，我们再修改指针跳过需要移除的元素即可。

【CODE】

class Solution {

public:

ListNode\* removeNthFromEnd(ListNode\* head, int n) {

if (!head->next) return NULL;

ListNode \*pre = head, \*cur = head;

for (int i = 0; i < n; ++i) cur = cur->next;

if (!cur) return head->next;

while (cur->next) {

cur = cur->next;

pre = pre->next;

}

pre->next = pre->next->next;

return head;

}

};

# 24. Swap Nodes in Pairs两两交换链表中的节点

给定一个链表，两两交换其中相邻的节点，并返回交换后的链表。

示例:给定 1->2->3->4, 你应该返回 2->1->4->3.

说明:你的算法只能使用常数的额外空间。

你不能只是单纯的改变节点内部的值，而是需要实际的进行节点交换。

【分析】基本的链表操作题，我们可以分别用递归和迭代来实现。对于迭代实现，还是需要建立dummy节点，注意在连接节点的时候，最好画个图，以免把自己搞晕。

【CODE】

class Solution {

public:

ListNode\* swapPairs(ListNode\* head) {

ListNode \*dummy = new ListNode(-1), \*pre = dummy;

dummy->next = head;

while (pre->next && pre->next->next) {

ListNode \*t = pre->next->next;

pre->next->next = t->next;

t->next = pre->next;

pre->next = t;

pre = t->next;

}

return dummy->next;

}

};

【分析】递归的写法更简洁，实际上利用了回溯的思想，递归遍历到链表末尾，然后先交换末尾两个，然后依次往前交换。

【CODE】

class Solution {

public:

ListNode\* swapPairs(ListNode\* head) {

if (!head || !head->next) return head;

ListNode \*t = head->next;

head->next = swapPairs(head->next->next);

t->next = head;

return t;

}

};

# 25. Reverse Nodes in k-Group k个一组翻转链表

给出一个链表，每 k 个节点一组进行翻转，并返回翻转后的链表。

k 是一个正整数，它的值小于或等于链表的长度。如果节点总数不是 k 的整数倍，那么将最后剩余节点保持原有顺序。

给定这个链表：1->2->3->4->5

当 k = 2 时，应当返回: 2->1->4->3->5

当 k = 3 时，应当返回: 3->2->1->4->5

说明 :你的算法只能使用常数的额外空间。

你不能只是单纯的改变节点内部的值，而是需要实际的进行节点交换。

【分析】以每k个为一组来翻转链表，实际上是把原链表分成若干小段，然后分别对其进行翻转，那么肯定总共需要两个函数，一个是用来分段的，一个是用来翻转的，我们就以题目中给的例子来看，对于给定链表1->2->3->4->5，一般在处理链表问题时，我们大多时候都会在开头再加一个dummy node，因为翻转链表时头结点可能会变化，为了记录当前最新的头结点的位置而引入的dummy node，那么我们加入dummy node后的链表变为-1->1->2->3->4->5，如果k为3的话，我们的目标是将1,2,3翻转一下，那么我们需要一些指针，pre和next分别指向要翻转的链表的前后的位置，然后翻转后pre的位置更新到如下新的位置。以此类推，只要next走过k个节点，就可以调用翻转函数来进行局部翻转了。

【CODE】
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public:

ListNode \*reverseKGroup(ListNode \*head, int k) {

if (!head || k == 1) return head;

ListNode \*dummy = new ListNode(-1);

ListNode \*pre = dummy, \*cur = head;

dummy->next = head;

int i = 0;

while (cur) {

++i;

if (i % k == 0) {

pre = reverseOneGroup(pre, cur->next);

cur = pre->next;

} else {

cur = cur->next;

}

}

return dummy->next;

}

ListNode \*reverseOneGroup(ListNode \*pre, ListNode \*next) {

ListNode \*last = pre->next;

ListNode \*cur = last->next;

while(cur != next) {

last->next = cur->next;

cur->next = pre->next;

pre->next = cur;

cur = last->next;

}

return last;

}

};

【分析】也可以在一个函数中完成，我们首先遍历整个链表，统计出链表的长度，然后如果长度大于等于k，我们开始交换节点，当k=2时，每段我们只需要交换一次，当k=3时，每段需要交换2此，所以i从1开始循环，注意交换一段后更新pre指针，然后num自减k，直到num<k时循环结束。

【CODE】class Solution {

public:

ListNode\* reverseKGroup(ListNode\* head, int k) {

ListNode \*dummy = new ListNode(-1), \*pre = dummy, \*cur = pre;

dummy->next = head;

int num = 0;

while (cur = cur->next) ++num;

while (num >= k) {

cur = pre->next;

for (int i = 1; i < k; ++i) {

ListNode \*t = cur->next;

cur->next = t->next;

t->next = pre->next;

pre->next = t;

}

pre = cur;

num -= k;

}

return dummy->next;

}

};

【分析】使用递归来做，我们用head记录每段的开始位置，cur记录结束位置的下一个节点，然后我们调用reverse函数来将这段翻转，然后得到一个new\_head，原来的head就变成了末尾，这时候后面接上递归调用下一段得到的新节点，返回new\_head即可。

【CODE】class Solution {

public:

ListNode\* reverseKGroup(ListNode\* head, int k) {

ListNode \*cur = head;

for (int i = 0; i < k; ++i) {

if (!cur) return head;

cur = cur->next;

}

ListNode \*new\_head = reverse(head, cur);

head->next = reverseKGroup(cur, k);

return new\_head;

}

ListNode\* reverse(ListNode\* head, ListNode\* tail) {

ListNode \*pre = tail;

while (head != tail) {

ListNode \*t = head->next;

head->next = pre;

pre = head;

head = t;

}

return pre;

}

};

# 61. Rotate List旋转链表

给定一个链表，旋转链表，将链表每个节点向右移动 k 个位置，其中 k 是非负数。

|  |  |
| --- | --- |
| 输入: 1->2->3->4->5->NULL, k = 2  输出: 4->5->1->2->3->NULL  解释:  向右旋转 1 步: 5->1->2->3->4->NULL  向右旋转 2 步: 4->5->1->2->3->NULL | 输入: 0->1->2->NULL, k = 4  输出: 2->0->1->NULL  解释:  向右旋转 1 步: 2->0->1->NULL  向右旋转 2 步: 1->2->0->NULL  向右旋转 3 步: 0->1->2->NULL  向右旋转 4 步: 2->0->1->NULL |

【分析】先遍历整个链表获得链表长度n，然后此时把链表头和尾链接起来，在往后走n - k % n个节点就到达新链表的头结点前一个点，这时断开链表即可。（还有一种利用快慢指针的做法，需要考虑空链表和k>n的情况。）

【CODE】class Solution {

public:

ListNode \*rotateRight(ListNode \*head, int k) {

if (!head) return NULL;

int n = 1;

ListNode \*cur = head;

while (cur->next) {

++n;

cur = cur->next;

}

cur->next = head;

int m = n - k % n;

for (int i = 0; i < m; ++i) {

cur = cur->next;

}

ListNode \*newhead = cur->next;

cur->next = NULL;

return newhead;

}

};

# 82. Remove Duplicates from Sorted List II删除排序链表中的重复元素 II

给定一个排序链表，删除所有含有重复数字的节点，只保留原始链表中 *没有重复出现* 的数字。

|  |  |
| --- | --- |
| 输入: 1->2->3->3->4->4->5  输出: 1->2->5 | 输入: 1->1->1->2->3  输出: 2->3 |

【分析】要删掉所有的重复项，由于链表开头可能会有重复项，被删掉的话头指针会改变，而最终却还需要返回链表的头指针。所以需要定义一个新的节点，然后链上原链表，然后定义一个前驱指针和一个现指针，每当前驱指针指向新建的节点，现指针从下一个位置开始往下遍历，遇到相同的则继续往下，直到遇到不同项时，把前驱指针的next指向下面那个不同的元素。如果现指针遍历的第一个元素就不相同，则把前驱指针向下移一位。

【CODE】

class Solution {

public:

ListNode \*deleteDuplicates(ListNode \*head) {

if (!head || !head->next) return head;

ListNode \*start = new ListNode(0);

start->next = head;

ListNode \*pre = start;

while (pre->next) {

ListNode \*cur = pre->next;

while (cur->next && cur->next->val == cur->val) cur = cur->next;

if (cur != pre->next) pre->next = cur->next;

else pre = pre->next;

}

return start->next;

}

};

# 86. Partition List分隔链表

给定一个链表和一个特定值 x，对链表进行分隔，使得所有小于 x 的节点都在大于或等于 x 的节点之前。你应当保留两个分区中每个节点的初始相对位置。

Given 1->4->3->2->5->2 and x = 3,

return 1->2->2->4->3->5.

【分析】首先找到第一个大于或等于给定值的节点，用题目中给的例子来说就是先找到4，然后再找小于3的值，每找到一个就将其取出置于4之前即可。

还有一种解法，就是将所有小于给定值的节点取出组成一个新的链表，此时原链表中剩余的节点的值都大于或等于给定值，只要将原链表直接接在新链表后即可。

【CODE】方法1

class Solution {

public:

ListNode \*partition(ListNode \*head, int x) {

ListNode \*dummy = new ListNode(-1);

dummy->next = head;

ListNode \*pre = dummy, \*cur = head;;

while (pre->next && pre->next->val < x) pre = pre->next;

cur = pre;

while (cur->next) {

if (cur->next->val < x) {

ListNode \*tmp = cur->next;

cur->next = tmp->next;

tmp->next = pre->next;

pre->next = tmp;

pre = pre->next;

} else {

cur = cur->next;

}

}

return dummy->next;

}

};

# 92. Reverse Linked List II反转链表 II

反转从位置 m 到 n 的链表。请使用一趟扫描完成反转。

说明:1 ≤ m ≤ n ≤ 链表长度。

输入: 1->2->3->4->5->NULL, m = 2, n = 4

输出: 1->4->3->2->5->NULL

【分析】对于链表的问题，根据以往的经验一般都是要建一个dummy node，连上原链表的头结点，这样的话就算头结点变动了，我们还可以通过dummy->next来获得新链表的头结点。这道题的要求是只通过一次遍历完成，就拿题目中的例子来说，变换的是2,3,4这三个点，那么我们可以先取出2，用front指针指向2，然后当取出3的时候，我们把3加到2的前面，把front指针前移到3，依次类推，到4后停止，这样我们得到一个新链表4->3->2, front指针指向4。对于原链表连说，有两个点的位置很重要，需要用指针记录下来，分别是1和5，因为当2,3,4被取走时，原链表就变成了1->5->NULL，要把新链表插入的时候需要这两个点的位置。1的位置很好找，因为知道m的值，我们用pre指针记录1的位置，5的位置最后才能记录，当4结点被取走后，5的位置需要记下来，这样我们就可以把倒置后的那一小段链表加入到原链表中。

【CODE】class Solution {

public:

ListNode \*reverseBetween(ListNode \*head, int m, int n) {

ListNode \*dummy = new ListNode(-1);

dummy->next = head;

ListNode \*cur = dummy;

ListNode \*pre, \*front, \*last;

for (int i = 1; i <= m - 1; ++i) cur = cur->next;

pre = cur;

last = cur->next;

for (int i = m; i <= n; ++i) {

cur = pre->next;

pre->next = cur->next;

cur->next = front;

front = cur;

}

cur = pre->next;

pre->next = front;

last->next = cur;

return dummy->next;

}

};

# 109. Convert Sorted List to Binary Search Tree有序链表转换二叉搜索树

给定一个单链表，其中的元素按升序排序，将其转换为高度平衡的二叉搜索树。

本题中，一个高度平衡二叉树是指一个二叉树每个节点 的左右两个子树的高度差的绝对值不超过 1。

【分析】数组方便就方便在可以通过index直接访问任意一个元素，而链表不行。由于二分查找法每次需要找到中点，而链表的查找中间点可以通过快慢指针来操作，可参见之前的Reorder List 链表重排序和Linked List Cycle II 单链表中的环二有关快慢指针的应用。找到中点后，要以中点的值建立一个数的根节点，然后需要把原链表断开，分为前后两个链表，都不能包含原中节点，然后再分别对这两个链表递归调用原函数，分别连上左右子节点即可。

【CODE】

class Solution {

public:

TreeNode \*sortedListToBST(ListNode \*head) {

if (!head) return NULL;

if (!head->next) return new TreeNode(head->val);

ListNode \*slow = head;

ListNode \*fast = head;

ListNode \*last = slow;

while (fast->next && fast->next->next) {

last = slow;

slow = slow->next;

fast = fast->next->next;

}

fast = slow->next;

last->next = NULL;

TreeNode \*cur = new TreeNode(slow->val);

if (head != slow) cur->left = sortedListToBST(head);

cur->right = sortedListToBST(fast);

return cur;

}

};

# 138. Copy List with Random Pointer复制带随机指针的链表

给定一个链表，每个节点包含一个额外增加的随机指针，该指针可以指向链表中的任何节点或空节点。

要求返回这个链表的深度拷贝。

【分析】链表的深度拷贝题的难点就在于如何处理随机指针的问题，由于每一个节点都有一个随机指针，这个指针可以为空，也可以指向链表的任意一个节点，如果我们在每生成一个新节点给其随机指针赋值时，都要去遍历原链表的话，OJ上肯定会超时，所以我们可以考虑用Hash map来缩短查找时间，第一遍遍历生成所有新节点时同时建立一个原节点和新节点的哈希表，第二遍给随机指针赋值时，查找时间是常数级。

【CODE】

class Solution {

public:

RandomListNode \*copyRandomList(RandomListNode \*head) {

if (!head) return NULL;

RandomListNode \*res = new RandomListNode(head->label);

RandomListNode \*node = res;

RandomListNode \*cur = head->next;

map<RandomListNode\*, RandomListNode\*> m;

m[head] = res;

while (cur) {

RandomListNode \*tmp = new RandomListNode(cur->label);

node->next = tmp;

m[cur] = tmp;

node = node->next;

cur = cur->next;

}

node = res;

cur = head;

while (node) {

node->random = m[cur->random];

node = node->next;

cur = cur->next;

}

return res;

}

};

【分析】如果使用哈希表占用额外的空间，如果这道题限制了空间的话，就要考虑别的方法。下面这个方法很巧妙分以下三个步骤：

1. 在原链表的每个节点后面拷贝出一个新的节点

2. 依次给新的节点的随机指针赋值，

而且这个赋值非常容易 cur->next->random = cur->random->next

3. 断开链表可得到深度拷贝后的新链表

【CODE】

class Solution {

public:

RandomListNode \*copyRandomList(RandomListNode \*head) {

if (!head) return NULL;

RandomListNode \*cur = head;

while (cur) {

RandomListNode \*node = new RandomListNode(cur->label);

node->next = cur->next;

cur->next = node;

cur = node->next;

}

cur = head;

while (cur) {

if (cur->random) {

cur->next->random = cur->random->next;

}

cur = cur->next->next;

}

cur = head;

RandomListNode \*res = head->next;

while (cur) {

RandomListNode \*tmp = cur->next;

cur->next = tmp->next;

if(tmp->next) tmp->next = tmp->next->next;

cur = cur->next;

}

return res;

}

};

# 142. Linked List Cycle II环形链表 II

给定一个链表，返回链表开始入环的第一个节点。 如果链表无环，则返回 null。

说明：不允许修改给定的链表。

进阶：你是否可以不用额外空间解决此题？

【分析】设快慢指针，不过这次要记录两个指针相遇的位置，当两个指针相遇了后，让其一指针从链表头开始，一步两步，此时再相遇的位置就是链表中环的起始位置。

【CODE】class Solution {

public:

ListNode \*detectCycle(ListNode \*head) {

ListNode \*slow = head, \*fast = head;

while (fast && fast->next) {

slow = slow->next;

fast = fast->next->next;

if (slow == fast) break;

}

if (!fast || !fast->next) return NULL;

slow = head;

while (slow != fast) {

slow = slow->next;

fast = fast->next;

}

return fast;

}

};

# 补.环链表的相关问题

1. 环的长度是多少？

2. 如何找到环中第一个节点（即Linked List Cycle II）？

3. 如何将有环的链表变成单链表（解除环）？

4. 如何判断两个单链表是否有交点？如何找到第一个相交的节点？

设：链表头是X，环的第一个节点是Y，slow和fast第一次的交点是Z。各段的长度分别是a,b,c，如图所示。环的长度是L。slow和fast的速度分别是qs,qf。

1. 方法一（网上都是这个答案）：

第一次相遇后，让slow,fast继续走，记录到下次相遇时循环了几次。因为当fast第二次到达Z点时，fast走了一圈，slow走了半圈，而当fast第三次到达Z点时，fast走了两圈，slow走了一圈，正好还在Z点相遇。

方法二：

第一次相遇后，让fast停着不走了，slow继续走，记录到下次相遇时循环了几次。

方法三（最简单）：

第一次相遇时slow走过的距离：a+b，fast走过的距离：a+b+c+b。

因为fast的速度是slow的两倍，所以fast走的距离是slow的两倍，有 2(a+b) = a+b+c+b，可以得到a=c（这个结论很重要！）。

L=b+c=a+b，也就是说，从一开始到二者第一次相遇，循环的次数就等于环的长度。

2. 我们已经得到了结论a=c，那么让两个指针分别从X和Z开始走，每次走一步，那么正好会在Y相遇！也就是环的第一个节点。

3. 在上一个问题的最后，将c段中Y点之前的那个节点与Y的链接切断即可。

4. 如何判断两个单链表是否有交点？先判断两个链表是否有环，如果一个有环一个没环，肯定不相交；如果两个都没有环，判断两个列表的尾部是否相等；如果两个都有环，判断一个链表上的Z点是否在另一个链表上。

如何找到第一个相交的节点？求出两个链表的长度L1,L2（如果有环，则将Y点当做尾节点来算），假设L1<L2，用两个指针分别从两个链表的头部开始走，长度为L2的链表先走(L2-L1)步，然后两个一起走，直到二者相遇。

# 143. Reorder List重排链表

给定一个单链表 L：L0→L1→…→Ln-1→Ln ，

将其重新排列后变为： L0→Ln→L1→Ln-1→L2→Ln-2→…

你不能只是单纯的改变节点内部的值，而是需要实际的进行节点交换。

【分析】这道链表重排序问题可以拆分为以下三个小问题：

1. 使用快慢指针来找到链表的中点，并将链表从中点处断开，形成两个独立的链表。

2. 将第二个链翻转。

3. 将第二个链表的元素间隔地插入第一个链表中。

【CODE】

class Solution {

public:

void reorderList(ListNode \*head) {

if (!head || !head->next || !head->next->next) return;

ListNode \*fast = head;

ListNode \*slow = head;

while (fast->next && fast->next->next) {

slow = slow->next;

fast = fast->next->next;

}

ListNode \*mid = slow->next;

slow->next = NULL;

ListNode \*last = mid;

ListNode \*pre = NULL;

while (last) {

ListNode \*next = last->next;

last->next = pre;

pre = last;

last = next;

}

while (head && pre) {

ListNode \*next = head->next;

head->next = pre;

pre = pre->next;

head->next->next = next;

head = next;

}

}

};

# 147. Insertion Sort List对链表进行插入排序

插入排序算法：

1.插入排序是迭代的，每次只移动一个元素，直到所有元素可以形成一个有序的输出列表。

2.每次迭代中，插入排序只从输入数据中移除一个待排序的元素，找到它在序列中适当的位置，并将其插入。

3.重复直到所有输入数据插入完为止。

【分析】链表的插入排序实现原理很简单，就是一个元素一个元素的从原链表中取出来，然后按顺序插入到新链表中，时间复杂度为O(n2)，是一种效率并不是很高的算法，但是空间复杂度为O(1)，以高时间复杂度换取了低空间复杂度

【CODE】

class Solution {

public:

ListNode\* insertionSortList(ListNode\* head) {

ListNode \*dummy = new ListNode(-1), \*cur = dummy;

while (head) {

ListNode \*t = head->next;

cur = dummy;

while (cur->next && cur->next->val <= head->val) {

cur = cur->next;

}

head->next = cur->next;

cur->next = head;

head = t;

}

return dummy->next;

}

};

# 148. Sort List排序链表

在 O(n log n) 时间复杂度和常数级空间复杂度下，对链表进行排序。

【分析】常见排序方法有很多，插入排序，选择排序，堆排序，快速排序，冒泡排序，归并排序，桶排序等等。。它们的时间复杂度不尽相同，而这里题目限定了时间必须为O(nlgn)，符合要求只有快速排序，归并排序，堆排序，而根据单链表的特点，最适于用归并排序。

【CODE】

class Solution {

public:

ListNode\* sortList(ListNode\* head) {

if (!head || !head->next) return head;

ListNode \*slow = head, \*fast = head, \*pre = head;

while (fast && fast->next) {

pre = slow;

slow = slow->next;

fast = fast->next->next;

}

pre->next = NULL;

return merge(sortList(head), sortList(slow));

}

ListNode\* merge(ListNode\* l1, ListNode\* l2) {

if (!l1) return l2;

if (!l2) return l1;

if (l1->val < l2->val) {

l1->next = merge(l1->next, l2);

return l1;

} else {

l2->next = merge(l1, l2->next);

return l2;

}

}

};

# 369. Plus One Linked List 链表加一运算

Given a non-negative number represented as a singly linked list of digits, plus one to the number.

The digits are stored such that the most significant digit is at the head of the list.

Example: Input:1->2->3 Output:1->2->4

【分析】给了我们一个链表，用来模拟一个三位数，表头是高位，现在让我们进行加1运算，这道题的难点在于链表无法通过坐标来访问元素，只能通过遍历的方式进行，而这题刚好让我们从链尾开始操作，从后往前，遇到进位也要正确的处理，最后还有可能要在开头补上一位。那么我们反过来想，如果链尾是高位，那么进行加1运算就方便多了，直接就可以边遍历边进行运算处理，那么我们可以做的就是先把链表翻转一下，然后现在就是链尾是高位了，我们进行加1处理运算结束后，再把链表翻转回来即可。

【CODE】

class Solution {

public:

ListNode\* plusOne(ListNode\* head) {

if (!head) return head;

ListNode \*rev\_head = reverse(head), \*cur = rev\_head, \*pre = cur;

int carry = 1;

while (cur) {

pre = cur;

int t = cur->val + carry;

cur->val = t % 10;

carry = t / 10;

if (carry == 0) break;

cur = cur->next;

}

if (carry) pre->next = new ListNode(1);

return reverse(rev\_head);

}

ListNode\* reverse(ListNode \*head) {

if (!head) return head;

ListNode \*dummy = new ListNode(-1), \*cur = head;

dummy->next = head;

while (cur->next) {

ListNode \*t = cur->next;

cur->next = t->next;

t->next = dummy->next;

dummy->next = t;

}

return dummy->next;

}

};

【分析】可以通过递归来实现，这样我们就不用翻转链表了，通过递归一层一层的调用，最先处理的是链尾元素，我们将其加1，然后看是否有进位，返回进位，然后回溯到表头，加完进位，如果发现又产生了新的进位，那么我们在最开头加上一个新节点即可。

【CODE】class Solution {

public:

ListNode\* plusOne(ListNode\* head) {

if (!head) return head;

int carry = helper(head);

if (carry == 1) {

ListNode \*res = new ListNode(1);

res->next = head;

return res;

}

return head;

}

int helper(ListNode \*node) {

if (!node) return 1;

int carry = helper(node->next);

int sum = node->val + carry;

node->val = sum % 10;

return sum / 10;

}

};

# 445. Add Two Numbers II两数相加 II

给定两个非空链表来代表两个非负整数。数字最高位位于链表开始位置。它们的每个节点只存储单个数字。将这两数相加会返回一个新的链表。

你可以假设除了数字 0 之外，这两个数字都不会以零开头。

进阶:如果输入链表不能修改该如何处理？即你不能对列表中的节点进行翻转。

输入: (7 -> 2 -> 4 -> 3) + (5 -> 6 -> 4) 输出: 7 -> 8 -> 0 -> 7

【分析】我们可以看到这道题的最高位在链表首位置，如果我们给链表翻转一下的话就跟之前的题目一样了，这里我们来看不修改链表顺序的方法。由于加法需要从最低位开始运算，而最低位在链表末尾，链表只能从前往后遍历，没法取到前面的元素，那怎么办呢？我们可以利用栈来保存所有的元素，然后利用栈的后进先出的特点就可以从后往前取数字了，我们首先遍历两个链表，将所有数字分别压入两个栈s1和s2中，我们建立一个值为0的res节点，然后开始循环，如果栈不为空，则将栈顶数字加入sum中，然后将res节点值赋为sum%10，然后新建一个进位节点head，赋值为sum/10，如果没有进位，那么就是0，然后我们head后面连上res，将res指向head，这样循环退出后，我们只要看res的值是否为0，为0返回res->next，不为0则返回res即可。

【CODE】

class Solution {

public:

ListNode\* addTwoNumbers(ListNode\* l1, ListNode\* l2) {

stack<int> s1, s2;

while (l1) {

s1.push(l1->val);

l1 = l1->next;

}

while (l2) {

s2.push(l2->val);

l2 = l2->next;

}

int sum = 0;

ListNode \*res = new ListNode(0);

while (!s1.empty() || !s2.empty()) {

if (!s1.empty()) {sum += s1.top(); s1.pop();}

if (!s2.empty()) {sum += s2.top(); s2.pop();}

res->val = sum % 10;

ListNode \*head = new ListNode(sum / 10);

head->next = res;

res = head;

sum /= 10;

}

return res->val == 0 ? res->next : res;

}

};

# 328. Odd Even Linked List奇偶链表

给定一个单链表，把所有的奇数节点和偶数节点分别排在一起。请注意，这里的奇数节点和偶数节点指的是节点编号的奇偶性，而不是节点的值的奇偶性。

请尝试使用原地算法完成。你的算法的空间复杂度应为 O(1)，时间复杂度应为 O(nodes)，nodes 为节点总数。

|  |  |
| --- | --- |
| 输入: 1->2->3->4->5->NULL  输出: 1->3->5->2->4->NULL | 输入: 2->1->3->5->6->4->7->NULL  输出: 2->3->6->7->1->5->4->NULL |

【分析】pre指向奇节点，cur指向偶节点，然后把偶节点cur后面的那个奇节点提前到pre的后面，然后pre和cur各自前进一步，此时cur又指向偶节点，pre指向当前奇节点的末尾，以此类推直至把所有的偶节点都提前了即可。

【CODE】比较好

class Solution {

public:

ListNode\* oddEvenList(ListNode\* head) {

if (!head || !head->next) return head;

ListNode \*pre = head, \*cur = head->next;

while (cur && cur->next) {

ListNode \*tmp = pre->next;

pre->next = cur->next;

cur->next = cur->next->next;

pre->next->next = tmp;

cur = cur->next;

pre = pre->next;

}

return head;

}

};

【分析】用两个奇偶指针分别指向奇偶节点的起始位置，另外需要一个单独的指针even\_head来保存偶节点的起点位置，然后把奇节点的指向偶节点的下一个(一定是奇节点)，此奇节点后移一步，再把偶节点指向下一个奇节点的下一个(一定是偶节点)，此偶节点后移一步，以此类推直至末尾，此时把分开的偶节点的链表连在奇节点的链表后即可。

【CODE】

class Solution {

public:

ListNode\* oddEvenList(ListNode\* head) {

if (!head || !head->next) return head;

ListNode \*odd = head, \*even = head->next, \*even\_head = even;

while (even && even->next) {

odd = odd->next = even->next;

even = even->next = odd->next;

}

odd->next = even\_head;

return head;

}

};

# 78. Subsets子集

给定一组不含重复元素的整数数组 nums，返回该数组所有可能的子集（幂集）。

【分析】把数组中所有的数分配一个状态，true表示这个数在子集中出现，false表示在子集中不出现，那么对于一个长度为n的数组，每个数字都有出现与不出现两种情况，所以共有2n中情况，那么我们把每种情况都转换出来就是子集了，用题目中[1 2 3]数组为例，数组共有8个子集，每个子集的序号的二进制表示，把是1的位对应原数组中的数字取出来就是一个子集，八种情况都取出来就是所有的子集了。

【CODE】class Solution {

public:

vector<vector<int> > subsets(vector<int> &S) {

vector<vector<int> > res;

sort(S.begin(), S.end());

int max = 1 << S.size();

for (int k = 0; k < max; ++k) {

vector<int> out = convertIntToSet(S, k);

res.push\_back(out);

}

return res;

}

vector<int> convertIntToSet(vector<int> &S, int k) {

vector<int> sub;

int idx = 0;

for (int i = k; i > 0; i >>= 1) {

if ((i & 1) == 1) {

sub.push\_back(S[idx]);

}

++idx;

}

return sub;

}

};
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【CODE】class Solution {

public:

vector<vector<int> > subsets(vector<int> &S) {

vector<vector<int> > res;

vector<int> out;

sort(S.begin(), S.end());

getSubsets(S, 0, out, res);

return res;

}

void getSubsets(vector<int> &S, int pos, vector<int> &out, vector<vector<int> > &res) {

res.push\_back(out);

for (int i = pos; i < S.size(); ++i) {

out.push\_back(S[i]);

getSubsets(S, i + 1, out, res);

out.pop\_back();

}

}

};

# 137. Single Number II只出现一次的数字 II

给定一个非空整数数组，除了某个元素只出现一次以外，其余每个元素均出现了三次。找出那个只出现了一次的元素。

说明：你的算法应该具有线性时间复杂度。 你可以不使用额外空间来实现吗？

【分析】利用计算机按位储存数字的特性来做，这道题就是除了一个单独的数字之外，数组中其他的数字都出现了三次，那么还是要利用位操作 Bit Operation 来解此题。我们可以建立一个**32位的数字**，来统计每一位上1出现的个数，我们知道如果某一位上为1的话，那么如果该整数出现了三次，对3去余为0，我们把每个数的对应位都加起来对3取余，最终剩下来的那个数就是单独的数字。

*但是一定要这么来记录数字出现的次数吗？*我们把数组中数字的每一位累加起来对3取余，剩下的结果就是那个单独数组该位上的数字，由于我们累加的过程都要对3取余，那么每一位上累加的过程就是0->1->2->0，换成二进制的表示为00->01->10->00，那么我们可以写出对应关系：

00 (+) 1 = 01

01 (+) 1 = 10

10 (+) 1 = 00 ( mod 3)

那么我们用ab来表示开始的状态，对于加1操作后，得到的新状态的ab的算法如下：

b = b xor r & ~a;

a = a xor r & ~b;

我们这里的ab就是上面的三种状态00，01，10的十位和各位，刚开始的时候，a和b都是0，当此时遇到数字1的时候，b更新为1，a更新为0，就是01的状态；再次遇到1的时候，b更新为0，a更新为1，就是10的状态；再次遇到1的时候，b更新为0，a更新为0，就是00的状态，相当于重置了；最后的结果保存在b中。

【CODE】class Solution {

public:

int singleNumber(vector<int>& nums) {

int a = 0, b = 0;

for (int i = 0; i < nums.size(); ++i) {

b = (b ^ nums[i]) & ~a;

a = (a ^ nums[i]) & ~b;

}

return b;

}

};

# 260. Single Number III只出现一次的数字 III

给定一个整数数组 nums，其中恰好有两个元素只出现一次，其余所有元素均出现两次。 找出只出现一次的那两个元素。

注意： 你的算法应该具有线性时间复杂度。你能否仅使用常数空间复杂度来实现？

【分析】这道题其实是很巧妙的利用了Single Number 单独的数字的解法，因为那道解法是可以准确的找出只出现了一次的数字，但前提是其他数字必须出现两次才行。而这题有两个数字都只出现了一次，那么我们如果能想办法把原数组分为两个小数组，不相同的两个数字分别在两个小数组中，这样分别调用Single Number 单独的数字的解法就可以得到答案。那么如何实现呢，首先我们先把原数组全部异或起来，那么我们会得到一个数字，这个数字是两个不相同的数字异或的结果，我们取出其中任意一位为‘1’的位，为了方便起见，我们用 a &= -a 来取出最右端为‘1’的位，然后和原数组中的数字挨个相与，那么我们要求的两个不同的数字就被分到了两个小组中，分别将两个小组中的数字都异或起来，就可以得到最终结果。

【CODE】class Solution {

public:

vector<int> singleNumber(vector<int>& nums) {

int diff = accumulate(nums.begin(), nums.end(), 0, bit\_xor<int>());

diff &= -diff;

vector<int> res(2, 0);

for (auto &a : nums) {

if (a & diff) res[0] ^= a;

else res[1] ^= a;

}

return res;

}

};

# 187. Repeated DNA Sequences重复的DNA序列

所有 DNA 由一系列缩写为 A，C，G 和 T 的核苷酸组成，例如：“ACGAATTCCG”。在研究 DNA 时，识别 DNA 中的重复序列有时会对研究非常有帮助。

编写一个函数来查找 DNA 分子中所有出现超多一次的10个字母长的序列（子串）。

【分析】用两位来表示一个字符，00表示A，01表示C，10表示G，11表示T，那么总共需要20位就可以表示10个字符流。为了提取出后20位，我们还需要用个mask，取值为0x3ffff，用此mask可取出后18位，再向左平移2位即可。算法的思想是，当取出第十个字符时，将其存在哈希表里，和该字符串出现频率映射，之后每向左移2位替换一个字符，查找新字符串在哈希表里出现次数，如果之前刚好出现过一次，则将当前字符串存入返回值的数组并将其出现次数加一，如果从未出现过，则将其映射到1。为了能更清楚的阐述整个过程，我们用题目中给的例子来分析整个过程：

首先我们取出前九个字符AAAAACCCC，根据上面的分析，我们用2位来表示一个字符，所以这九个字符可以用二进制表示为000000000001010101，然后我们继续遍历字符串，下一个进来的是C，则当前字符为AAAAACCCCC，二进制表示为00000000000101010101，然后我们将其存入哈希表中，用二进制的好处是可以用一个int变量来表示任意十个字符序列，比起直接存入字符串大大的节省了内存空间，然后再读入下一个字符C，则此时字符串为AAAACCCCCA，我们还是存入其二进制的表示形式，以此类推，当某个序列之前已经出现过了，我们将其存入结果res中即可.

【CODE】class Solution {

public:

vector<string> findRepeatedDnaSequences(string s) {

unordered\_set<string> res;

unordered\_set<int> st;

unordered\_map<int, int> m{{'A', 0}, {'C', 1}, {'G', 2}, {'T', 3}};

int cur = 0, i = 0;

while (i < 9) cur = cur << 2 | m[s[i++]];

while (i < s.size()) {

cur = ((cur & 0x3ffff) << 2) | (m[s[i++]]);

if (st.count(cur)) res.insert(s.substr(i - 10, 10));

else st.insert(cur);

}

return vector<string>(res.begin(), res.end());

}

};

【分析】如果我们不需要考虑节省内存空间，那我们可以直接将10个字符组成字符串存入set中，那么也就不需要mask了。

【CODE】class Solution {

public:

vector<string> findRepeatedDnaSequences(string s) {

set<string> res, st;

for (int i = 0; i + 9 < s.size(); ++i) {

string t = s.substr(i, 10);

if (st.count(t)) res.insert(t);

else st.insert(t);

}

return vector<string>{res.begin(), res.end()};

}

};

# 338. Counting BitsBit位计数

给定一个非负整数 num。 对于范围 0 ≤ i ≤ num 中的每个数字 i ，计算其二进制数中的1的数目并将它们作为数组返回。

示例：比如给定 num = 5 ，应该返回 [0,1,1,2,1,2].

进阶：给出时间复杂度为O(n \* sizeof(integer)) 的解答非常容易。 但是你可以在线性时间O(n)内用一次遍历做到吗？

要求算法的空间复杂度为O(n)。

你能进一步完善解法吗？ 在c ++或任何其他语言中不使用任何内置函数（如c++里的 \_\_builtin\_popcount）来执行此操作。

【分析】列写二进制数，找出规律。可以找到一个规律是，从1开始，遇到偶数时，其1的个数和该偶数除以2得到的数字的1的个数相同，遇到奇数时，其1的个数等于该奇数除以2得到的数字的1的个数再加1。

【CODE】

class Solution {

public:

vector<int> countBits(int num) {

vector<int> res{0};

for (int i = 1; i <= num; ++i) {

if (i % 2 == 0) res.push\_back(res[i / 2]);

else res.push\_back(res[i / 2] + 1);

}

return res;

}

};
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【CODE】

class Solution {

public:

vector<int> countBits(int num) {

vector<int> res(num + 1, 0);

for (int i = 1; i <= num; ++i) {

res[i] = res[i & (i - 1)] + 1;

}

return res;

}

};

# 342. Power of Four 4的幂

给定一个整数 (32位有符整数型)，请写出一个函数来检验它是否是4的幂。

问题进阶：你能***不使用循环/递归***来解决这个问题吗？

【分析】判断一个数是否为4的次方数，那么最直接的方法就是不停的除以4，看最终结果是否为1。这就会利用到循环。

使用换底公式来做：

return num > 0 && int(log10(num) / log10(4)) - log10(num) / log10(4) == 0;

知道num & (num - 1)可以用来判断一个数是否为2的次方数，更进一步说，就是二进制表示下，只有最高位是1，那么由于是2的次方数，不一定是4的次方数，比如8，所以我们还要其他的限定条件，我们仔细观察可以发现，4的次方数的最高位的1都是计数位，那么我们只需与上一个数(0x55555555) <==> 1010101010101010101010101010101，如果得到的数还是其本身，则可以肯定其为4的次方数。

【CODE】class Solution {

public:

bool isPowerOfFour(int num) {

return num > 0 && !(num & (num - 1)) && (num & 0x55555555) == num;

}

};

【分析】或者我们在确定其是2的次方数了之后，发现只要是4的次方数，减1之后可以被3整除，所以可以写出代码。

【CODE】class Solution {

public:

bool isPowerOfFour(int num) {

return num > 0 && !(num & (num - 1)) && (num - 1) % 3 == 0;

}

};

# 371. Sum of Two Integers两整数之和

不使用运算符 + 和-，计算两整数a 、b之和。

【分析】用异或算不带进位的和，用与并左移1位来算进位，再把两者加起来即可。

【CODE】return b == 0 ? a : getSum(a ^ b, (a & b) << 1);

# 389. Find the Difference找不同

给定两个字符串 s 和 t，它们只包含小写字母。

字符串 t 由字符串 s 随机重排，然后在随机位置添加一个字母。

请找出在 t 中被添加的字母。

【分析】给我们两个字符串s和t，t是在s的任意一个地方加上了一个字符，让我们找出新加上的那个字符。首先第一反应的方法就是用哈希表来建立字符和个数之间的映射，如果在遍历t的时候某个映射值小于0了，那么返回该字符即可。

也可以使用位操作Bit Manipulation来做，利用异或的性质，相同位返回0，这样相同的字符都抵消了，剩下的就是后加的那个字符。

也可以直接用加和减，相同的字符一减一加也抵消了，剩下的就是后加的那个字符。

【CODE】

class Solution {

public:

char findTheDifference(string s, string t) {

char res = 0;

for (char c : s) res ^= c; // for (char c : s) res -= c;

for (char c : t) res ^= c; // for (char c : t) res += c;

return res;

}

};

【分析】利用了STL的accumulate函数，实际上是上面解法二的改写，一行就写完。

【知识点】STL的accumulate函数（#include <numeric>）

用来计算特定范围内（包括连续的部分和初始值）所有元素的和，除此之外，还可以用指定的二进制操作来计算特定范围内的元素结果。其头文件在numeric中。

accumulate原函数声明定义如下：

template<class InputIterator, class Type>

Type accumulate(

InputIterator \_First,

InputIterator \_Last,

Type \_Val

);

template<class InputIterator, class Type, class Fn2>

Type **accumulate**(

**InputIterator \_First**,

**InputIterator \_Last**,

**Type \_Val**,

**BinaryOperation \_Binary\_op**

);

参数说明：

|  |  |
| --- | --- |
| **\_First** | 指定范围内第一个迭代的值或者结合操作选项使用。 |
| **InputIterator \_Last** | 指定范围内最后一个迭代值或者结合操作项使用。 |
| **\_Val** | 要计算的初始值。 |
| **\_Binary\_op** | 运用于指定范围内所有元素和前面计算得到结果的参数。 |

【CODE】 return accumulate(**begin(s)**, **end(s += t)**, **0**, **bit\_xor<int>()**);

# 393. UTF-8 Validation UTF-8 编码验证

UTF-8 中的一个字符可能的长度为 1 到 4 字节，遵循以下的规则：

对于 1 字节的字符，字节的第一位设为0，后面7位为这个符号的unicode码。

对于 n 字节的字符 (n > 1)，第一个字节的前 n 位都设为1，第 n+1 位设为0，后面字节的前两位一律设为10。剩下的没有提及的二进制位，全部为这个符号的unicode码。

![](data:image/png;base64,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)这是 UTF-8 编码的工作方式：

给定一个表示数据的整数数组，返回它是否为有效的 utf-8 编码。

注意:输入是整数数组。只有每个整数的最低 8 个有效位用来存储数据。这意味着每个整数只表示 1 字节的数据。

【分析】UTF-8编码，这种互联网所采用的通用的编码格式的产生是为了解决ASCII只能表示英文字符的局限性，和统一Unicode的实现方式。摘自维基UTF-8编码：

对于UTF-8编码中的任意字节B，如果B的第一位为0，则B独立的表示一个字符(ASCII码)； (非ASCII字符)

如果B的第一位为1，第二位为0，则B为一个多字节字符中的一个字节；

如果B的前两位为1，第三位为0，则B为两个字节表示的字符中的第一个字节；

如果B的前三位为1，第四位为0，则B为三个字节表示的字符中的第一个字节；

如果B的前四位为1，第五位为0，则B为四个字节表示的字符中的第一个字节；

因此，对UTF-8编码中的任意字节，根据第一位，可判断是否为ASCII字符；根据前二位，可判断该字节是否为一个字符编码的第一个字节；根据前四位（如果前两位均为1），可确定该字节为字符编码的第一个字节，并且可判断对应的字符由几个字节表示；根据前五位（如果前四位为1），可判断编码是否有错误或数据传输过程中是否有错误。

那么根据上面的描述，我们可以先来判断第一位，如果是0的话，则说明是ASCII码，我们直接跳过，判断方法是只要比二进制数10000000小的数第一位肯定是0，然后我们来处理第一位是1的情况，由于第一位的1只是个标识符，后面连续跟的1的个数才是表示后面的字节的个数，我们可以统一从第一位开始连续1的个数，然后减去1就是后面的字节的个数，我想的办法是如果该数字大于等于128，则表示第一位是1，然后减去128，如果得到的数大于等于64，则表示第二位是1，依次类推就可以得到连续的个数，我们要注意10000000这个数是不合法的，遇到了直接返回false。我们得到了cnt的个数，只要验证后面的字节是否是以10开头的数即可，验证方法也很简单，只要这个数在10000000 ~ 10111111范围之间，则一定是10开头的。

【CODE】

class Solution {

public:

bool validUtf8(vector<int>& data) {

for (int i = 0; i < data.size(); ++i) {

if (data[i] < 0b10000000) {

continue;

} else {

int cnt = 0, val = data[i];

for (int j = 7; j >= 1; --j) {

if (val >= pow(2, j)) ++cnt;

else break;

val -= pow(2, j);

}

if (cnt == 1) return false;

for (int j = i + 1; j < i + cnt; ++j) {

if (data[j] > 0b10111111 || data[j] < 0b10000000) return false;

}

i += cnt - 1;

}

}

return true;

}

};

【分析】一种非常简洁的方法，也是要记连续1的个数，如果是标识字节，先将其向右平移五位，如果得到110，则说明后面跟了一个字节，否则向右平移四位，如果得到1110，则说明后面跟了两个字节，否则向右平移三位，如果得到11110，则说明后面跟了三个字节，否则向右平移七位，如果为1的话，说明是10000000这种情况，不能当标识字节，直接返回false。在非标识字节中，向右平移六位，如果得到的不是10，则说明不是以10开头的，直接返回false，否则cnt自减1，成功完成遍历返回true。

【CODE】

class Solution {

public:

bool validUtf8(vector<int>& data) {

int cnt = 0;

for (int d : data) {

if (cnt == 0) {

if ((d >> 5) == 0b110) cnt = 1;

else if ((d >> 4) == 0b1110) cnt = 2;

else if ((d >> 3) == 0b11110) cnt = 3;

else if (d >> 7) return false;

} else {

if ((d >> 6) != 0b10) return false;

--cnt;

}

}

return cnt == 0;

}

};

# 201. Bitwise AND of Numbers Range数字范围按位与

给定范围 [m, n]，其中 0 <= m <= n <= 2147483647，返回此范围内所有数字的按位与（包含 m, n 两端点）。

【分析】先从题目中给的例子来分析，[5, 7]里共有三个数字，分别写出它们的二进制为：101　　110　　111

相与后的结果为100，仔细观察我们可以得出，最后的数是该数字范围内所有的数的左边共同的部分，如果上面那个例子不太明显，我们再来看一个范围[26, 30]，它们的二进制如下：

11010　　11011　　11100　　11101　　11110

发现了规律后，我们只要写代码找到左边公共的部分即可，我们可以从建立一个32位都是1的mask，然后每次向左移一位，比较m和n是否相同，不同再继续左移一位，直至相同，然后把m和mask相与就是最终结果。

【CODE】class Solution {

public:

int rangeBitwiseAnd(int m, int n) {

int d = INT\_MAX;

while ((m & d) != (n & d)) {

d <<= 1;

}

return m & d;

}

};

【分析】另一种解法，不需要用mask，直接平移m和n，每次向右移一位，直到m和n相等，记录下所有平移的次数i，然后再把m左移i位即为最终结果。

【CODE】class Solution {

public:

int rangeBitwiseAnd(int m, int n) {

int i = 0;

while (m != n) {

m >>= 1;

n >>= 1;

++i;

}

return (m << i);

}

};

【分析】递归来做的，如果n大于m，那么就对m和n分别除以2，并且调用递归函数，对结果再乘以2，一定要乘回来，不然就不对了，就举一个最简单的例子，m = 10, n = 11，注意这里是二进制表示的，然后各自除以2，都变成了1，调用递归返回1，这时候要乘以2，才能变回10。

【CODE】class Solution {

public:

int rangeBitwiseAnd(int m, int n) {

return (n > m) ? (rangeBitwiseAnd(m / 2, n / 2) << 1) : m;

}

};

【分析】如果m小于n就进行循环，n与上n-1，举个简单的例子，110与上(110-1)，得到100，这不就相当于去掉最低位的1么，n就这样每次去掉最低位的1，如果小于等于m了，返回此时的n即可。

【CODE】

class Solution {

public:

int rangeBitwiseAnd(int m, int n) {

while (m < n) n &= (n - 1);

return n;

}

};

# 268. Missing Number缺失数字

给定一个包含 0, 1, 2, ..., n 中 n 个数的序列，找出 0 .. n 中没有出现在序列中的那个数。说明:你的算法应具有线性时间复杂度。你能否仅使用额外常数空间来实现?

【分析】使用位操作Bit Manipulation来解，用到了异或操作的特性。思路是既然0到n之间少了一个数，我们将这个少了一个数的数组合0到n之间完整的数组异或一下，那么相同的数字都变为0了，剩下的就是少了的那个数字了。

【CODE】class Solution {

public:

int missingNumber(vector<int>& nums) {

int res = 0;

for (int i = 0; i < nums.size(); ++i) {

res ^= (i + 1) ^ nums[i];

}

return res;

}

};

# 318. Maximum Product of Word Lengths最大单词长度乘积

给定一个字符串数组 words，找到 length(word[i]) \* length(word[j]) 的最大值，并且这两个单词不含有公共字母。你可以认为每个单词只包含小写字母。如果不存在这样的两个单词，返回 0。

|  |
| --- |
| 输入: ["abcw","baz","foo","bar","xtfn","abcdef"]  输出: 16  解释: 这两个单词为 "abcw", "xtfn"。 |
| 输入: ["a","ab","abc","d","cd","bcd","abcd"]  输出: 4  解释: 这两个单词为 "ab", "cd"。 |
| 输入: ["a","aa","aaa","aaaa"]  输出: 0  解释: 不存在这样的两个单词。 |

【分析】给我们了一个单词数组，让我们求两个没有相同字母的单词的长度之积的最大值。我开始想的方法是每两个单词先比较，如果没有相同字母，则计算其长度之积，然后每次更新结果就能找到最大值。但是开始想的两个单词比较的方法是利用哈希表先将一个单词的所有出现的字母存入哈希表，然后检查另一个单词的各个字母是否在哈希表出现过，若都没出现过，则说明两个单词没有相同字母，则计算两个单词长度之积并更新结果。但是这种判断方法无法通过OJ的***大数据集***，大神们的解法，都是用了mask，因为题目中说都是**小写字母，那么只有26位，一个整型数int有32位，我们可以用后26位来对应26个字母，若为1，说明该对应位置的字母出现过，那么每个单词的都可由一个int数字表示**，**两个单词没有共同字母的条件是这两个int数想与为0**，用这个判断方法可以通过OJ。

【CODE】class Solution {

public:

int maxProduct(vector<string>& words) {

int res = 0;

vector<int> mask(words.size(), 0);

for (int i = 0; i < words.size(); ++i) {

for (char c : words[i]) {

mask[i] |= 1 << (c - 'a');

}

for (int j = 0; j < i; ++j) {

if (!(mask[i] & mask[j])) {

res = max(res, int(words[i].size() \* words[j].size()));

}

}

}

return res;

}

};

【分析】还有一种写法，借助哈希表，映射每个mask的值和其单词的长度，每算出一个单词的mask，遍历哈希表里的值，如果和其中的mask值相与为0，则将当前单词的长度和哈希表中存的单词长度相乘并更新结果。

【CODE】

class Solution {

public:

int maxProduct(vector<string>& words) {

int res = 0;

unordered\_map<int, int> m;

for (string word : words) {

int mask = 0;

for (char c : word) {

mask |= 1 << (c - 'a');

}

m[mask] = max(m[mask], int(word.size()));

for (auto a : m) {

if (!(mask & a.first)) {

res = max(res, (int)word.size() \* a.second);

}

}

}

return res;

}

};

# 397. Integer Replacement整数替换

给定一个正整数 n，你可以做如下操作：

1. 如果 n 是偶数，则用 n / 2替换 n。

2. 如果 n 是奇数，则可以用 n + 1或n - 1替换 n。

n 变为 1 所需的最小替换次数是多少？

【分析】看道题的要求，就会感觉用递归很合适，我们直接按照规则写出递归即可，注意由于有n+1的操作，所以当n为INT\_MAX的时候，就有可能**溢出**，所以我们可以先将n转为长整型，然后再进行运算。

【CODE】

class Solution {

public:

int integerReplacement(int n) {

if (n == 1) return 0;

if (n % 2 == 0) return 1 + integerReplacement(n / 2);

else {

long long t = n;

return 2 + min(integerReplacement((t + 1) / 2), integerReplacement((t - 1) / 2));

}

}

};

【分析】也可以使用迭代的解法，那么这里就有小技巧了，当n为奇数的时候，我们什么时候应该加1，什么时候应该减1呢，通过观察来说，除了3和7以外，所有加1就变成4的倍数的奇数，适合加1运算，比如15:

15 -> 16 -> 8 -> 4 -> 2 -> 1

15 -> 14 -> 7 -> 6 -> 3 -> 2 -> 1

对于7来说，加1和减1的结果相同，我们可以不用管，对于3来说，减1的步骤小，所以我们需要去掉这种情况。那么我们如何知道某个数字加1后是否是4的倍数呢，我们可以用个小技巧，由于我们之前判定其是奇数了，那么最右边一位肯定是1，如果其右边第二位也是1的话，那么进行加1运算，进位后右边肯定会出现两个0，则一定是4的倍数，搞定。如果之前判定是偶数，那么除以2即可。

【CODE】

class Solution {

public:

int integerReplacement(int n) {

long long t = n;

int cnt = 0;

while (t > 1) {

++cnt;

if (t & 1) {

if ((t & 2) && (t != 3)) ++t;

else --t;

} else {

t >>= 1;
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}

return cnt;

}

};

# 401. Binary Watch二进制手表

二进制手表顶部有 4 个 LED 代表小时（0-11），底部的 6 个 LED 代表分钟（0-59）。

每个 LED 代表一个 0 或 1，最低位在右侧。（上图二进制手表读取 “3:25”）

给定一个非负整数 n 代表当前 LED 亮着的数量，返回所有可能的时间。

输入: n = 1

返回: ["1:00", "2:00", "4:00", "8:00", "0:01", "0:02", "0:04", "0:08", "0:16", "0:32"]

注意事项：输出的顺序没有要求。

小时不会以零开头，比如 “01:00” 是不允许的，应为 “1:00”。

分钟必须由两位数组成，可能以零开头，比如 “10:2” 是无效的，应为 “10:02”。

【分析】第一种是遍历，用到的是bitset这个C++ STL模板。

按照数值上分析，最多只有12×60=720种组合，所以只要遍历这720种组合，通过bitset的count函数判断各个组合的1的个数是否等于num，是则添加对应的时间字符串到结果数组中，最后返回结果数组即可。

【CODE】

class Solution {

public:

vector<string> readBinaryWatch(int num) {

vector<string> times;

for (int i = 0; i < 12; i++) {

bitset<4> h((size\_t) i);

for (int j = 0; j < 60; j++) {

bitset<6> m((size\_t) j);

if (h.count() + m.count() == num)

times.push\_back(to\_string(i) + (j < 10? ":0": ":") + to\_string(j));

}

}

return times;

}

};

【分析】除了按数值，也可以从二进制表示上遍历，由于小时有4位，分钟有6位，所以总共10位就可以表示所有的情况，最大的数值是0x2FF (1011 | 111111)，所以遍历从0到0x2FF之间的数值，判断1的个数是否等于num，是则截取出小时和分钟，并拼接成字符串添加到结果数组。

【CODE】class Solution {

public:

vector<string> readBinaryWatch(int num) {

vector<string> times;

if (num < 0 || num > 8)

return times;

for (int i = 0; i < 0x2FF; i++) {

if (bitset<10>(i).count() == num)

add(i, times);

}

return times;

}

void add(int i, vector<string>& t) {

string s;

int m = i & 0x3F;

if (m > 59)

return;

int h = i >> 6 & 0xF;

if (h > 11)

return;

t.push\_back(to\_string(h) + (m < 10? ":0" : ":") + to\_string(m));

}

};

# 405. Convert a Number to Hexadecimal数字转换为十六进制数

给定一个整数，编写一个算法将这个数转换为十六进制数。对于负整数，我们通常使用 ***补码运算*** 方法。

注意:十六进制中所有字母(a-f)都必须是小写。

十六进制字符串中不能包含多余的前导零。如果要转化的数为0，那么以单个字符'0'来表示；对于其他情况，十六进制字符串中的第一个字符将不会是0字符。

给定的数确保在32位有符号整数范围内。

**不能使用任何由库提供的将数字直接转换或格式化为十六进制的方法。**

【分析】采取位操作的思路，每次取出最右边四位，如果其大于等于10，找到对应的字母加入结果，反之则将对应的数字加入结果，然后num像右平移四位，循环停止的条件是num为0，或者是已经循环了7次。

【CODE】class Solution {

public:

string toHex(int num) {

string res = "";

for (int i = 0; num && i < 8; ++i) {

int t = num & 0xf;

if (t >= 10) res = char('a' + t - 10) + res;

else res = char('0' + t) + res;

num >>= 4;

}

/\* string res = "", str = "0123456789abcdef";

\* int cnt = 0;

\* while (num != 0 && cnt++ < 8) {

\* res = str[(num & 0xf)] + res;

\* num >>= 4;

}\*/

return res.empty() ? "0" : res;

}

};

【分析】把要转换的十六进制的数字字母都放在一个字符串中，按位置直接取亦可。

# 421. Maximum XOR of Two Numbers in an Array数组中两个数的最大异或值

给定一个非空数组，数组中元素为 a0, a1, a2, … , an-1，其中 0 ≤ ai < 231 。

找到 ai 和aj 最大的异或 (XOR) 运算结果，其中0 ≤ i, j < n 。

你能在O(n)的时间解决这个问题吗？

【分析】这道题是一道典型的位操作Bit Manipulation的题目，开始以为异或值最大的两个数一定包括数组的最大值，但是OJ给了另一个例子{10,23,20,18,28}，这个数组的异或最大值是10和20异或，得到30。那么只能另辟蹊径，正确的做法是按位遍历，题目中给定了数字的返回不会超过231,那么最多只能有32位，我们用一个从左往右的mask，用来提取数字的前缀，然后将其都存入HashSet中，我们用一个变量t，用来验证当前位为1再或上之前结果res，看结果和HashSet中的前缀异或之后在不在HashSet中，这里用到了一个性质，若a^b=c，那么a=b^c，因为t是我们要验证的当前最大值，所以我们遍历HashSet中的数时，和t异或后的结果仍在HashSet中，说明两个前缀可以异或出t的值，所以我们更新res为t，继续遍历，如果上述讲解不容易理解，那么建议自己带个例子一步一步试试，并把每次循环中HashSet中所有的数字都打印出来，基本应该就能理解

3 10 5 25 2 8

11 1010 101 11001 10 1000

我们观察这些数字最大的为25，其二进制最高位在 i=4 时为1，那么我们的循环[31, 5]之间是取不到任何数字的，所以不会对结果res有任何影响。

当 i=4 时，我们此时mask为前28位为‘1’的二进制数，跟除25以外的任何数相‘与’，都会得到0。 然后跟25的二进制数10101相‘与’，得到二进制数10000，存入HashSet中，那么此时HashSet中就有0和16两个数字。此时我们的t为结果res（此时为0）‘或’上二进制数10000，得到二进制数10000。然后我们遍历HashSet，由于HashSet是无序的，所以我们会取出0和16中的其中一个，如果prefix取出的是0，那么t=16‘异或’上0，还等于16，而16是在HashSet中存在的，所以此时结果res更新为16，然后break掉遍历HashSet的循环。实际上prefix先取16的话也一样，那么t=16‘异或’上16，等于0，而0是在HashSet中存在的，所以此时结果res更新为16，然后break掉遍历HashSet的循环。

3 10 5 25 2 8

11 1010 101 11001 10 1000

当 i=3 时，我们此时mask为前29位为‘1’的二进制数，如上所示，跟数字3，5，2中任何一个相‘与’，都会得到0。然后跟10的二进制数1010，或跟8的二进制数1000相‘与’，都会得到二进制数1000，即8。跟25的二进制数11001相‘与’，会得到二进数11000，即24，存入HashSet中，那么此时HashSet中就有0，8，和24三个数字。此时我们的t为结果res（此时为16）‘或’上二进制数1000，得到二进制数11000，即24。此时遍历HashSet中的数，当prefix取出0，那么t=24‘异或’上0，还等于24，而24是在HashSet中存在的，所以此时结果res更新为24，然后break掉遍历HashSet的循环。大家可以尝试其他的数，当prefix取出24，其实也可以更新结果res为24的。但是8就不行啦，因为HashSet中没有16。不过无所谓了，我们只要有一个能更新结果res就可以了。

3 10 5 25 2 8

11 1010 101 11001 10 1000

当 i=2 时，我们此时mask为前30位为‘1’的二进制数，如上所示，跟3的二进制数11相‘与’，会得到二进制数0，即0。然后跟10的二进制数1010相‘与’，会得到二进制数1000，即8。然后跟5的二进制数101相‘与’，会得到二进制数100，即4。然后跟25的二进制数11001相‘与’，会得到二进制数11000，即24。跟数字2和8相‘与’，分别会得到0和8，跟前面重复了。所以最终HashSet中就有0，4，8，和24这四个数字。此时我们的t为结果res（此时为24）‘或’上二进制数100，得到二进制数11100，即28。那么就要验证结果res能否取到28。我们遍历HashSet，当prefix取出0，那么t=28‘异或’上0，还等于28，但是HashSet中没有28，所以不行。当prefix取出4，那么t=28‘异或’上二进制数100，等于24，在HashSet中存在，Bingo！结果res更新为28。其他的数可以不用试了。

3 10 5 25 2 8

11 1010 101 11001 10 1000

当 i=1 时，我们此时mask为前31位为‘1’的二进制数，如上所示，每个数与mask相‘与’后，我们HashSet中会有2，4，8，10，24这五个数。此时我们的t为结果res（此时为28）‘或’上二进制数10，得到二进制数11110，即30。那么就要验证结果res能否取到30。我们遍历HashSet，当prefix取出2，那么t=30‘异或’上2，等于28，但是HashSet中没有28，所以不行。当prefix取出4，那么t=30‘异或’上4，等于26，但是HashSet中没有26，所以不行。当prefix取出8，那么t=30‘异或’上8，等于22，但是HashSet中没有22，所以不行。当prefix取出10，那么t=30‘异或’上10，等于20，但是HashSet中没有20，所以不行。当prefix取出24，那么t=30‘异或’上24，等于6，但是HashSet中没有6，所以不行。遍历完了HashSet所有的数，结果res没有被更新，还是28。

3 10 5 25 2 8

11 1010 101 11001 10 1000

当 i=0 时，我们此时mask为前32位为‘1’的二进制数，如上所示，每个数与mask相‘与’后，我们HashSet中会有2，3，5，8，10，25这六个数。此时我们的t为结果res（此时为28）‘或’上二进制数1，得到二进制数11101，即29。那么就要验证结果res能否取到29。取出HashSet中每一个数字来验证，跟上面的验证方法相同，这里博主偷懒就不写了，最终可以发现，结果res无法被更新，还是28，所以最终的结果就是28。

综上所述，我们来分析一下这道题的核心。我们希望用二进制来拼出结果的数，最终结果28的二进制数为11100，里面有三个‘1’，我们来找一下都是谁贡献了这三个‘1’？在 i=4 时，数字25贡献了最高位的‘1’，在 i=3 时，数字25贡献了次高位的‘1’，在 i=2 时，数字5贡献了第三位的‘1’。而一旦某个数贡献了‘1’，那么之后在需要贡献‘1’的时候，此数就可以再继续贡献‘1’。而一旦有两个数贡献了‘1’后，那么之后的‘1’就基本上只跟这两个数有关了，其他数字有‘1’也贡献不出来。验证方法里使用了前面提到的性质，a ^ b = t，如果t是所求结果话，我们可以先假定一个t，然后验证，如果a ^ t = b成立，说明该t可以通过a和b‘异或’得到。

【CODE】class Solution {

public:

int findMaximumXOR(vector<int>& nums) {

int res = 0, mask = 0;

for (int i = 31; i >= 0; --i) {

mask |= (1 << i);

unordered\_set<int> s;

for (int num : nums) {

s.insert(num & mask);

}

int t = res | (1 << i);

for (int prefix : s) {

if (s.count(t ^ prefix)) {

res = t;

break;

}

}

}

return res;

}

};

# 461. Hamming Distance汉明距离

两个整数之间的汉明距离指的是这两个数字对应二进制位不同的位置的数目。

给出两个整数 x 和 y，计算它们之间的汉明距离。注意：0 ≤ x, y < 231.

【分析】两个数字之间的汉明距离就是其二进制数对应位不同的个数，那么最直接了当的做法就是按位分别取出两个数对应位上的数并异或，我们知道异或的性质上相同的为0，不同的为1，我们只要把为1的情况累加起来就是汉明距离。

【CODE】class Solution {

public:

int hammingDistance(int x, int y) {

int res = 0;

for (int i = 0; i < 32; ++i) {

if ((x & (1 << i)) ^ (y & (1 << i))) {

++res;

}

}

return res;

}

};

【分析】对上面的代码进行优化，我们可以一开始直接将两个数字异或起来，然后我们遍历异或结果的每一位，统计为1的个数，也能达到同样的效果。

【CODE】

class Solution {

public:

int hammingDistance(int x, int y) {

int res = 0, exc = x ^ y;

for (int i = 0; i < 32; ++i) {

res += (exc >> i) & 1;

}

/\*while (exc) {

\* ++res;

\* exc &= (exc - 1);

}\*/

return res;

}

};

【分析】上面的遍历每一位的方法并不高效，还可以进一步优化，假如数为num, num & (num - 1)可以快速地移除最右边的bit 1， 一直循环到num为0, 总的循环数就是num中bit 1的个数。

【分析】递归的写法，非常的简洁，递归终止的条件是当两个数异或为0时，表明此时两个数完全相同，我们返回0，否则我们返回异或和对2取余加上对x/2和y/2调用递归的结果。异或和对2取余相当于检查最低位是否相同，而对x/2和y/2调用递归相当于将x和y分别向右移动一位，这样每一位都可以比较到，也能得到正确结果。

【CODE】

class Solution {

public:

int hammingDistance(int x, int y) {

if ((x ^ y) == 0) return 0;

return (x ^ y) % 2 + hammingDistance(x / 2, y / 2);

}

};

# 477. Total Hamming Distance汉明距离总和

两个整数的 汉明距离 指的是这两个数字的二进制数对应位不同的数量。

计算一个数组中，任意两个数之间汉明距离的总和。

【分析】需要用异或来求每个位上的情况，那么我们需要来找出某种规律来，比如我们看下面这个例子，4，14，2和1：

4: 0 1 0 0

14: 1 1 1 0

2: 0 0 1 0

1: 0 0 0 1

我们先看最后一列，有三个0和一个1，那么它们之间相互的汉明距离就是3，即1和其他三个0分别的距离累加，然后在看第三列，累加汉明距离为4，因为每个1都会跟两个0产生两个汉明距离，同理第二列也是4，第一列是3。我们仔细观察累计汉明距离和0跟1的个数，我们可以发现其实就是0的个数乘以1的个数，发现了这个重要的规律，那么整道题就迎刃而解了，只要统计出每一位的1的个数即可。

【CODE】

class Solution {

public:

int totalHammingDistance(vector<int>& nums) {

int res = 0, n = nums.size();

for (int i = 0; i < 32; ++i) {

int cnt = 0;

for (int num : nums) {

if (num & (1 << i)) ++cnt;

}

res += cnt \* (n - cnt);

}

return res;

}

};

# 476. Number Complement数字的补数

给定一个正整数，输出它的补数。补数是对该数的二进制表示取反。

注意:给定的整数保证在32位带符号整数的范围内。

你可以假定二进制数不包含前导零位。

输入: 5 输出: 2

解释: 5的二进制表示为101（没有前导零位），其补数为010。所以你需要输出2。

输入: 1 输出: 0

解释: 1的二进制表示为1（没有前导零位），其补数为0。所以你需要输出0。

【分析】位操作里面的取反符号～本身就可以翻转位，但是如果直接对num取反的话就是每一位都翻转了，而最高位1之前的0是不能翻转的，所以我们只要用一个mask来标记最高位1前面的所有0的位置，然后对mask取反后，与上对num取反的结果即可。

【CODE】

class Solution {

public:

int findComplement(int num) {

int mask = INT\_MAX;

while (mask & num) mask <<= 1;

return ~mask & ~num;

}

};

【分析】迭代的写法，一行搞定，思路就是每次都右移一位，并根据最低位的值先进行翻转，如果当前值小于等于1了，就不用再调用递归函数。

【CODE】

class Solution {

public:

int findComplement(int num) {

return (1 - num % 2) + 2 \* (num <= 1 ? 0 : findComplement(num / 2));

}

};

# 693. Binary Number with Alternating Bits交替位二进制数

给定一个正整数，检查他是否为交替位二进制数：换句话说，就是他的二进制数相邻的两个位数永不相等。

【分析】利用了0和1的交替的特性，进行错位相加，从而组成全1的二进制数，然后再用一个检测全1的二进制数的trick，就是‘与’上加1后的数，因为全1的二进制数加1，就会进一位，并且除了最高位，其余位都是0，跟原数相‘与’就会得0，所以我们可以这样判断。比如n是10101，那么n>>1就是1010，二者相加就是11111，再加1就是100000，二者相‘与’就是0。

【CODE】

class Solution {

public:

bool hasAlternatingBits(int n) {

return ((n + (n >> 1) + 1) & (n + (n >> 1))) == 0;

}

};

【分析】将n右移两位，再和原来的n亦或，得到的新n其实就是除了最高位，其余都是0的数，然后再和自身减1的数相‘与’，如果是0就返回true，反之false。比如n是10101，那么n/4是101，二者相‘亦或’，得到10000，此时再减1，为1111，二者相‘与’得0。

【CODE】

class Solution {

public:

bool hasAlternatingBits(int n) {

return ((n ^= n / 4) & (n - 1)) == 0;

}

};

# 762. Prime Number of Set Bits in Binary Representation二进制表示中质数个计算置位

给定两个整数 L 和 R ，找到闭区间 [L, R] 范围内，计算置位位数为质数的整数个数。（注意，计算置位代表二进制表示中1的个数。例如 21 的二进制表示 10101 有 3 个计算置位。还有，1 不是质数。）

|  |  |
| --- | --- |
| 输入: L = 6, R = 10  输出: 4  解释:  6 -> 110 (2 个计算置位，2 是质数)  7 -> 111 (3 个计算置位，3 是质数)  9 -> 1001 (2 个计算置位，2 是质数)  10-> 1010 (2 个计算置位，2 是质数) | 输入: L = 10, R = 15  输出: 5  解释:  10 -> 1010 (2 个计算置位, 2 是质数)  11 -> 1011 (3 个计算置位, 3 是质数)  12 -> 1100 (2 个计算置位, 2 是质数)  13 -> 1101 (3 个计算置位, 3 是质数)  14 -> 1110 (3 个计算置位, 3 是质数)  15 -> 1111 (4 个计算置位, 4 不是质数) |

【分析】C++的内置函数\_\_builtin\_popcount来快速的求出非零位的个数cnt，然后又利用到了20以内的数，只要不能被2和3的一定是质数，又可以快速判断了质数。

【CODE】

class Solution {

public:

int countPrimeSetBits(int L, int R) {

int res = 0;

for (int i = L; i <= R; ++i) {

int cnt = \_\_builtin\_popcount(i);

res += cnt < 4 ? cnt > 1 : (cnt % 2 && cnt % 3);

}

return res;

}

};