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# 一、编程题1

下面程序是一个泛型容器Container<T>的定义，该容器是对ArrayList的一个封装，实现了四个公有的方法add、remove、size、get。

class Container<T>{  
 private List<T> elements = new ArrayList<>();  
  
 */\*\*  
 \* 添加元素  
 \** ***@param*** *e 要添加的元素  
 \*/* public void add(T e){  
 elements.add(e);  
 }  
  
 */\*\*  
 \* 删除指定下标的元素  
 \** ***@param*** *index 指定元素下标  
 \** ***@return*** *被删除的元素  
 \*/* public T remove(int index){  
 return elements.remove(index);  
 }  
  
 */\*\*  
 \* 获取容器里元素的个数  
 \** ***@return*** *元素个数  
 \*/* public int size(){  
 return elements.size();  
 }  
  
 */\*\*  
 \* 获取指定下标的元素  
 \** ***@param*** *index 指定下标  
 \** ***@return*** *指定下标的元素  
 \*/* public T get(int index){  
 return elements.get(index);  
 }  
}

现在用如下程序对泛型容器进行测试。

public class Test {  
 public static void testAdd(){  
 Container<Integer> container = new Container<>();  
 int addLoops = 10; //addTask内的循环次数  
 Runnable addTask = new Runnable() {  
 @Override  
 public void run() {  
 for(int i = 0; i < addLoops; i++){  
 container.add(i);  
 }  
 }  
 };  
  
 int addTaskCount = 100; //addTask线程个数  
 ExecutorService es = Executors.*newCachedThreadPool*();  
 for(int i = 0; i < addTaskCount; i++){  
 es.execute(addTask);  
 }  
  
 es.shutdown();  
 while (!es.isTerminated()){}  
 System.*out*.println("Test add " + (addLoops \* addTaskCount) +   
 " elements to container");  
 System.*out*.println("Container size = " + container.size() +   
 ", correct size = " + (addLoops \* addTaskCount));  
  
 }  
  
 public static void testRemove(){  
 Container<Integer> container = new Container<>();  
 int removeLoops = 10; //removeTask内的循环次数  
 int removeTaskCount = 100; //removeTask线程个数  
  
 //首先添加removeLoops \* removeTask个元素到容器  
 for(int i = 0; i < removeLoops \* removeTaskCount; i++){  
 container.add(i);  
 }  
  
 Runnable removeTask = new Runnable() {  
 @Override  
 public void run() {  
 for(int i = 0 ; i < removeLoops; i++){  
 container.remove(0);  
 }  
 }  
 };  
  
 ExecutorService es = Executors.*newCachedThreadPool*();  
 for(int i = 0; i < removeTaskCount; i++){  
 es.execute(removeTask);  
 }  
  
 es.shutdown();  
 while (!es.isTerminated()){}  
  
 System.*out*.println("Test remove " + (removeLoops \* removeTaskCount) +   
 " elements from container");  
 System.*out*.println("Container size = " + container.size() +   
 ", correct size = 0");  
 }  
  
  
 public static void main(String[] args){  
 *testAdd*();  
 *testRemove*();  
 }  
}

1. 请运行上面的测试程序来测试泛型Container是否是线程安全的，请分析ArrayList的add方法与remove方法的源代码，简单分析导致泛型Container不是线程安全的原因；

**不是线程安全的，当多个线程同时调用add和remove方法时，线程间执行的顺序不同，会导致结果不同，因此是非线程安全的。**

2）请实现泛型Container<T>的一个线程安全的版本SynchronizedContainer<T>，只需要实现与Container<T>一样的4个公有方法。要求必须用synchronized同步语句块或Lock锁实现

3）用上面同样的测试代码，来测试SynchronizedContainer<T>的线程安全性；

package Excercise1;  
  
import java.util.ArrayList;  
import java.util.List;  
  
class Container<T> {  
 private List<T> elements = new ArrayList<>();  
  
 public void add(T e) {  
 elements.add(e);  
 }  
  
 public T remove(int index) {  
 return elements.remove(index);  
 }  
  
 public int size() {  
 return elements.size();  
 }  
  
 public T get(int index) {  
 return elements.get(index);  
 }  
}

package Excercise1;  
  
import java.util.concurrent.ExecutorService;  
import java.util.concurrent.Executors;  
  
public class Test {  
 public static void testAdd() {  
 Container<Integer> container = new Container<>();  
 int addLoops = 10; //addTask内的循环次数  
 Runnable addTask = new Runnable() {  
 @Override  
 public synchronized void run() {  
 for (int i = 0; i < addLoops; i++) {  
 container.add(i);  
 }  
 }  
 };  
  
 int addTaskCount = 100; //addTask线程个数  
 ExecutorService es = Executors.*newCachedThreadPool*();  
 for (int i = 0; i < addTaskCount; i++) {  
 es.execute(addTask);  
 }  
  
 es.shutdown();  
 while (!es.isTerminated()) {  
 }  
 System.*out*.println("Test add " + (addLoops \* addTaskCount) +  
 " elements to container");  
 System.*out*.println("Container size = " + container.size() +  
 ", correct size = " + (addLoops \* addTaskCount));  
  
 }  
  
 public static void testRemove() {  
 Container<Integer> container = new Container<>();  
 int removeLoops = 10; //removeTask内的循环次数  
 int removeTaskCount = 100; //removeTask线程个数  
  
 //首先添加removeLoops \* removeTask个元素到容器  
 for (int i = 0; i < removeLoops \* removeTaskCount; i++) {  
 container.add(i);  
 }  
  
 Runnable removeTask = new Runnable() {  
 @Override  
 public synchronized void run() {  
 for (int i = 0; i < removeLoops; i++) {  
 container.remove(0);  
 }  
 }  
 };  
  
 ExecutorService es = Executors.*newCachedThreadPool*();  
 for (int i = 0; i < removeTaskCount; i++) {  
 es.execute(removeTask);  
 }  
  
 es.shutdown();  
 while (!es.isTerminated()) {  
 }  
  
 System.*out*.println("Test remove " + (removeLoops \* removeTaskCount) +  
 " elements from container");  
 System.*out*.println("Container size = " + container.size() +  
 ", correct size = 0");  
 }  
  
 public static void main(String[] args) {  
 *testAdd*();  
 *testRemove*();  
 }  
}

# 二、编程题2

实现一个线程安全的同步队列SyncQueue<T>，模拟多线程环境下的生产者消费者机制，SyncQueue<T>的定义如下：

*/\*\*  
 \* 一个线程安全同步队列，模拟多线程环境下的生产者消费者机制  
 \* 一个生产者线程通过produce方法向队列里产生元素  
 \* 一个消费者线程通过consume方法从队列里消费元素  
 \** ***@param*** <*T*> *元素类型  
 \*/*public class SyncQueue<T> {  
 */\*\*  
 \* 保存队列元素  
 \*/* private ArrayList<T> list = new ArrayList<>();

//*TODO 这里加入需要的数据成员*

*/\*\*  
 \* 生产数据  
 \** ***@param*** *elements 生产出的元素列表，需要将该列表元素放入队列  
 \** ***@throws*** *InterruptedException  
 \*/* public void produce(List<T> elements) {

//*TODO 这里需要实现代码*

}  
  
 */\*\*  
 \* 消费数据  
 \** ***@return*** *从队列中取出的数据  
 \** ***@throws*** *InterruptedException  
 \*/* public List<T> consume(){

//*TODO 这里需要实现代码*  
 }  
}

SyncQueue<T>的测试代码为：创建一个生产者线程不断地向队列生产数据，创建一个消费者线程不断地从队列消费数据，**要求生产出来的数据和消费的数据次序完全一样**。测试代码如下所示：

public class TestSyncQueue {  
 public static void main(String[] args){  
 SyncQueue<Integer> syncQueue = new SyncQueue<>();  
 Runnable produceTask = ()->{  
 while(true){  
 try {  
 List<Integer> list = new ArrayList<>();  
 int elementsCount = (int)(Math.*random*() \* 10) + 1;  
 for(int i = 0; i < elementsCount; i++){  
 int r = (int)(Math.*random*() \* 10) + 1;  
 list.add(r);  
 }  
 syncQueue.produce(list);  
 Thread.*sleep*((int)(Math.*random*() \* 5) + 1);  
 }  
 catch (InterruptedException e) { e.printStackTrace(); }  
 }  
 };  
  
 Runnable consumeTask = ()->{  
 while (true){  
 try{  
 List<Integer> list = syncQueue.consume();  
 Thread.*sleep*((int)(Math.*random*() \* 10) + 1);  
 }  
 catch (InterruptedException e) { e.printStackTrace(); }  
 }  
 };  
  
 ExecutorService es = Executors.*newFixedThreadPool*(2);  
 es.execute(produceTask);  
 es.execute(consumeTask);  
 es.shutdown();  
 while (!es.isTerminated()){}  
 }  
}

要求实现基于二个版本的SyncQueue<T>，第1个版本为类名为SyncQueue1<T>，第1个版本为类名为SyncQueue2<T>，其功能要求分别为：

1）SyncQueue1<T>实现生产者线程和消费者线程**轮流**生产数据和消费数据，即如果队列不为空，则生产者线程必须等到消费者线程将队列里的数据消费完后才能向队列生产数据；如果队列为空，则消费者线程必须等待生产者线程向队列生产数据后才能消费数据。这个版本的测试结果应该如下所示：

Produce elements: 4 5 3 1 9 6 10 6 7 6

Consume elements: 4 5 3 1 9 6 10 6 7 6

Produce elements: 2 5 9 9 7 10

Consume elements: 2 5 9 9 7 10

Produce elements: 8 8 9 2

Consume elements: 8 8 9 2

package Excercise2;  
  
import java.util.ArrayList;  
import java.util.List;  
import java.util.concurrent.locks.Condition;  
import java.util.concurrent.locks.Lock;  
import java.util.concurrent.locks.ReentrantLock;  
  
public class SyncQueue1<T> {  
 */\*\*  
 \* 保存队列元素  
 \*/* private ArrayList<T> list = new ArrayList<>();  
 private static Lock *lock* = new ReentrantLock();  
 private static Condition *condition1* = *lock*.newCondition();  
 private static Condition *condition2* = *lock*.newCondition();  
  
 */\*\*  
 \* 生产数据  
 \*  
 \** ***@param*** *elements 生产出的元素列表，需要将该列表元素放入队列  
 \*/* public void produce(List<T> elements) {  
 *lock*.lock();  
 while (!list.isEmpty()) {  
 try {  
 *condition1*.await();  
 } catch (InterruptedException e1) {  
 e1.printStackTrace();  
 }  
 }  
 list.addAll(elements);  
 *condition2*.signalAll();  
 System.*out*.print("Produce elements: ");  
 for (T e : elements) {  
 System.*out*.print(e + " ");  
 }  
 System.*out*.println();  
 *lock*.unlock();  
 }  
  
 */\*\*  
 \* 消费数据  
 \*  
 \** ***@return*** *从队列中取出的数据  
 \*/* public List<T> consume() {  
 *lock*.lock();  
 while (list.isEmpty()) {  
 try {  
 *condition2*.await();  
 } catch (InterruptedException e1) {  
 e1.printStackTrace();  
 }  
 }  
 System.*out*.print("Consume elements: ");  
 for (T e : list) {  
 System.*out*.print(e + " ");  
 }  
 System.*out*.println();  
 List<T> l = list;  
 list.removeAll(list);  
 *condition1*.signalAll();  
 *lock*.unlock();  
 return l;  
 }  
}

2）SyncQueue2<T>要求有些区别：即**生产者线程不管队列是否为空，随时可以向队列生产数据**；消费者线程则在队列为空时，必须等待生产者线程向队列生产数据后才能消费数据。这个版本的测试结果应该如下所示：

Produce elements: 7 9 2 7 6 8 9 1 7 3

Produce elements: 7 5 9 8 8

Consume elements: 7 9 2 7 6 8 9 1 7 3 7 5 9 8 8

Produce elements: 6 2 8

Produce elements: 3 2 5 10 3 4 5 1 6

Produce elements: 5 7

Consume elements: 6 2 8 3 2 5 10 3 4 5 1 6 5 7

Produce elements: 3

Consume elements: 3

Produce elements: 10 3 4

Consume elements: 10 3 4

package Excercise2;  
  
import java.util.ArrayList;  
import java.util.List;  
import java.util.concurrent.locks.Condition;  
import java.util.concurrent.locks.Lock;  
import java.util.concurrent.locks.ReentrantLock;  
  
*/\*\*  
 \* 一个线程安全同步队列，模拟多线程环境下的生产者消费者机制  
 \* 一个生产者线程通过produce方法向队列里产生元素  
 \* 一个消费者线程通过consume方法从队列里消费元素  
 \*  
 \** ***@param*** <*T*> *元素类型  
 \*/*public class SyncQueue2<T> {  
 */\*\*  
 \* 保存队列元素  
 \*/* private ArrayList<T> list = new ArrayList<>();  
 private static Lock *lock* = new ReentrantLock();  
 private static Condition *condition* = *lock*.newCondition();  
  
 */\*\*  
 \* 生产数据  
 \*  
 \** ***@param*** *elements 生产出的元素列表，需要将该列表元素放入队列  
 \*/* public void produce(List<T> elements) {  
 *lock*.lock();  
 list.addAll(elements);  
 *condition*.signalAll();  
 System.*out*.print("Produce elements: ");  
 for (T e : elements) {  
 System.*out*.print(e + " ");  
 }  
 System.*out*.println();  
 *lock*.unlock();  
 }  
  
 */\*\*  
 \* 消费数据  
 \*  
 \** ***@return*** *从队列中取出的数据  
 \*/* public List<T> consume() {  
 *lock*.lock();  
 while (list.isEmpty()) {  
 try {  
 *condition*.await();  
 } catch (InterruptedException e1) {  
 e1.printStackTrace();  
 }  
 }  
 System.*out*.print("Consume elements: ");  
 for (T e : list) {  
 System.*out*.print(e + " ");  
 }  
 System.*out*.println();  
 List<T> l = list;  
 list.removeAll(list);  
 *lock*.unlock();  
 return l;  
 }  
}

# 三、编程题3

我们知道JDK提供了线程池的支持，线程池可以通过重复利用已创建的线程降低线程创建和销毁造成的消耗。但是Thread一旦启动，执行完线程任务后，就不可再次启动。请看下面示例代码：

public class ThreadTest {  
 public static void main(String[] args){  
 Runnable task = ()->{ System.*out*.println("task is running"); };  
 Thread t = new Thread(task);  
 t.start();  
 try { Thread.*sleep*(1000); }  
 catch (InterruptedException e) { e.printStackTrace(); }  
 System.*out*.println(t.isAlive()); //当线程任务结束后，isAlive返回false  
 t.start(); //一旦线程结束，不可再start，否则抛出异常  
 }  
}

上面运行结果如下：

![](data:image/png;base64,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)

那么JDK线程池是如何做到线程复用的？这是一个值得思考的问题。这里的线程复用指的是一个Thread线程对象一旦启动，可以运行多个线程任务。Thread类的构造函数可以传入Runnable对象，然后在start方法里启动子线程后，会调用传入的Runnable对象的run方法。

Thread类在内部通过实例变量target保存构造函数传入的Runnable方法：

/\* What will be run. \*/  
private Runnable target;

同时Thread类实现了Runnable接口，它的run方法实现为：

@Override  
public void run() {  
 if (target != null) {  
 target.run();  
 }  
}

可以看到，当子线程启动以后，会自动调用Thread的run方法，run方法里检查任务对象target是否为空，如果不为空则执行target.run。因此当target.run方法结束以后，线程执行结束，这个时候是无法复用线程对象的。

因此，要想复用线程对象，必须要让线程的run方法永远不结束，也就是一个while(true)循环，在循环里等待新的线程任务到来，大致的逻辑应该是这样的：

while(true){

等待新任务

执行新任务

}

基于以上思路，请实现一个可复用的线程类ReusableThread，类的定义为：

public class ReusableThread extends Thread{  
 private Runnable runTask = null; //保存接受的线程任务  
 //TODO 加入需要的数据成员  
  
 //只定义不带参数的构造函数  
 public ReusableThread(){  
 super();  
 }  
  
 */\*\*  
 \* 覆盖Thread类的run方法  
 \*/* @Override  
 public void run() {  
 //这里必须是永远不结束的循环  
 }  
  
 */\*\*  
 \* 提交新的任务  
 \** ***@param*** *task 要提交的任务  
 \*/* public void submit(Runnable task){  
  
 }  
}

提示：可以使用条件对象的await/singalAll机制：在run方法里，如果没有线程任务就等待；一旦有线程任务通过submit提交，就唤醒线程执行提交的任务。

实现好ReusableThread类，可用下面的测试代码进行测试：

public static void test3(){  
 Runnable task1 = new Runnable() {  
 @Override  
 public void run() {  
 System.*out*.println("Thread " + Thread.*currentThread*().getId() +

": is running " + toString());  
 try { Thread.*sleep*(200); }  
 catch (InterruptedException e) { e.printStackTrace(); }  
 }  
 @Override  
 public String toString() {  
 return "task1";  
 }  
 };  
  
 Runnable task2 = new Runnable() {  
 @Override  
 public void run() {  
 System.*out*.println("Thread " + Thread.*currentThread*().getId() +

" is running " + toString());  
 try { Thread.*sleep*(100); }  
 catch (InterruptedException e) { e.printStackTrace(); }  
 }  
 @Override  
 public String toString() {  
 return "task2";  
 }  
 };  
  
 ReusableThread t =new ReusableThread();  
 t.start(); //主线程启动子线程  
 for(int i = 0; i < 5; i++){  
 t.submit(task1);   
 t.submit(task2);  
 }  
}

上述测试代码的执行结果为：

Thread 13: is running task1

Thread 13 is running task2

Thread 13: is running task1

Thread 13 is running task2

Thread 13: is running task1

Thread 13 is running task2

Thread 13: is running task1

Thread 13 is running task2

Thread 13: is running task1

Thread 13 is running task2

注意由于ReusableThread线程对象会等待新的任务，因此上面的程序永远不会结束。通过这个编程题大家就清楚了在Java里如何复用一个线程对象。这个原理大家清楚后，以后若去看JDK线程池的源代码，就很好理解了。

package Excercise3;  
  
import java.util.concurrent.locks.Condition;  
import java.util.concurrent.locks.Lock;  
import java.util.concurrent.locks.ReentrantLock;  
  
public class ReusableThread extends Thread {  
 private Runnable runTask = null;  
  
 //*TODO 加入需要的数据成员* private static Lock *lock* = new ReentrantLock();  
 private static Condition *condition1* = *lock*.newCondition();  
 private static Condition *condition2* = *lock*.newCondition();  
  
 //只定义不带参数的构造函数  
 public ReusableThread() {  
 super();  
 }  
  
 */\*\*  
 \* 覆盖Thread类的run方法  
 \*/* @Override  
 public void run() {  
 //这里必须是永远不结束的循环  
 while (true) {  
 *lock*.lock();  
 while (runTask == null) {  
 try {  
 *condition1*.await();  
 } catch (InterruptedException e) {  
 e.printStackTrace();  
 }  
 }  
 runTask.run();  
 runTask = null;  
 *condition2*.signalAll();  
 *lock*.unlock();  
 }  
 }  
  
 */\*\*  
 \* 提交新的任务  
 \*  
 \** ***@param*** *task 要提交的任务  
 \*/* public void submit(Runnable task) {  
 *lock*.lock();  
 if (runTask != null) {  
 try {  
 *condition2*.await();  
 } catch (InterruptedException e) {  
 e.printStackTrace();  
 }  
 }  
 if (task == null) {  
 } else {  
 runTask = task;  
 *condition1*.signalAll();  
 }  
 *lock*.unlock();  
 }  
}