# 前言

本文将把NOIP会考的**DP模型**全部说一遍，让各位有一个相对完整的技能树。至于一些优化部分可能会另开一文细谈。

# 线性 *DP*

我们入门学的几乎全是线性DP，比较常见的有：

* IOI真题，数 字 三 角 形
* *LIS*,*LCS*问题
* [背包问题](https://www.luogu.org/blog/XTZORZ/beibao-18-jiang)

其中LIS,LCS问题作为很重要的模型，也在很多[经典题](https://www.luogu.org/problem/P1020)中出现过，要熟记！！

回到正题，**线性DP常用填表法解决。** 基本上确定DP可转移的状态，找到与已知状态间的关系，写出转移方程，之后就是很简单的事了。

但对于某些题目的限制，刷表法找后继状态反而可以加快效率，这就“仁者见仁智者见智”了。

*NOIP*对于线性DP的考察也很多，这里以[传纸条](https://www.luogu.org/problemnew/show/P1006)为例。

## 传纸条

### 题面：

给你一个矩阵，找两条连接对角线定点的不重合路径，使权值最大。

### 口胡分析：

首先看到一来一回两条路径肯定要当做两条由上及下的不重叠路径做，才符合线性DP的规则。

设 *f*[*i*][*j*][*x*][*y*]为一号路径到 (*i*,*j*)和二号路径到 (*x*,*y*)的最大和。

那么对于两条路径，均有两种转移方案：

1. 从上方下来，以一号路径即： *f*[*i*][*j*]=*f*[*i*−1][*j*]+*w*[*i*][*j*]
2. 从左方过来，以一号路径即： *f*[*i*][*j*]=*f*[*i*][*j*−1]+*w*[*i*][*j*]

考虑上二号路径同理，即得线性DP转移方程： *f*[*i*][*j*][*k*][*q*]=max(*f*[*i*−1][*j*][*k*−1][*q*],*f*[*i*][*j*−1][*k*−1][*q*],

一号由1，二号由1； 一号由2，二号由1

*f*[*i*−1][*j*][*k*][*q*−1],*f*[*i*][*j*−1][*k*][*q*−1])

一号由1，二号由2； 一号由2，二号由2

+*a*[*i*][*j*]+*a*[*k*][*q*]

两种路径新添价值。

最后注意路径不可重叠，特判一下，这个原因也导致*f*[*n*][*m*][*n*][*m*]无结果，取 *f*[*n*][*m*][*n*][*m*−1]即可。

# 树形 *DP*

首先你要知道的是，近年来树形结构的考察对 *NOIP*可谓是重中之重，虽说名字改成了 *CSP*但我们姑且还是这样认为。于是乎，**树形 *DP*也就成为了DP考察的重点。**

树形DP用来维护父亲节点与各个儿子间的关系，基本上采用 *dfs*进行深搜转移。 因为通过这种方式，才能得到所有儿子的信息从而转移回根节点。

通常这样写：

void dfs(int u,int fa)

{

..balala... //处理叶子节点

for (int i=fir[u];i;i=e[i].nex)

{

int v=e[i].u; if (v==fa) continue;

dfs(v,u);

..balabala... //通过子树推导当前根节点信息。

}

}

比较基础的要数[没有上司的舞会](https://www.luogu.org/problemnew/show/P1352)，这也是2018*NOIP* *D*2*T*3的部分分，那么煞笔我居然没拿到。。

### [有线电视网](https://www.luogu.org/problemnew/show/P1273)

#### 题面：

某收费有线电视网计划转播一场重要的足球比赛。他们的转播网和用户终端构成一棵树状结构，这棵树的根结点位于足球比赛的现场，树叶为各个用户终端，其他中转站为该树的内部节点。

从转播站到转播站以及从转播站到所有用户终端的信号传输费用都是已知的，一场转播的总费用等于传输信号的费用总和。

现在每个用户都准备了一笔费用想观看这场精彩的足球比赛，有线电视网有权决定给哪些用户提供信号而不给哪些用户提供信号。

写一个程序找出一个方案使得有线电视网在不亏本的情况下使观看转播的用户尽可能多。

#### 输入格式：

输入文件的第一行包含两个用空格隔开的整数N和M，其中2≤N≤3000，1≤M≤N-1，N为整个有线电视网的结点总数，M为用户终端的数量。

第一个转播站即树的根结点编号为1，其他的转播站编号为2到N-M，用户终端编号为N-M+1到N。

接下来的N-M行每行表示—个转播站的数据，第i+1行表示第i个转播站的数据，其格式如下：

K A1 C1 A2 C2 … Ak Ck

K表示该转播站下接K个结点(转播站或用户)，每个结点对应一对整数A与C，A表示结点编号，C表示从当前转播站传输信号到结点A的费用。最后一行依次表示所有用户为观看比赛而准备支付的钱数。

#### 输出格式：

输出文件仅一行，包含一个整数，表示上述问题所要求的最大用户数。

#### 输入输出样例：

#### 输入 #1

5 3

2 2 2 5 3

2 3 2 4 3

3 4 2

#### 输出 #1

2

#### 说明/提示

样例解释
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如图所示，共有五个结点。结点①为根结点，即现场直播站，②为一个中转站，③④⑤为用户端，共M个，编号从N-M+1到N，他们为观看比赛分别准备的钱数为3、4、2，从结点①可以传送信号到结点②，费用为2，也可以传送信号到结点⑤，费用为3（第二行数据所示），从结点②可以传输信号到结点③，费用为2。也可传输信号到结点④，费用为3（第三行数据所示），如果要让所有用户（③④⑤）都能看上比赛，则信号传输的总费用为：

2+3+2+3=10，大于用户愿意支付的总费用3+4+2=9，有线电视网就亏本了，而只让③④两个用户看比赛就不亏本了。

### 口胡分析：

都说这题是背包，但非叶子节点价值是负数也能算背包吗（好像真的可以。。），于是就当树形DP讲了。。

虽然要求算最多可获益的人数，但这玩意明显应该作为容量来考虑。所以我们设 *f*[*i*][*j*]为以 *i*为根，最多可获益 *j*人的最大收益（可为负）。然后找最大的 *i*使收益*f*[*n*][*i*]>0即可。。

1. 那么对于初始化，明显 *f*[∀*u*][0]=0,*f*[∀*u*][*i*]=−*INF*
2. 对于叶子结点u， *f*[*u*][1]=*a*[*u*]
3. 对于非叶子节点，枚举其所有儿子 *v*，则有：

*f*[*u*][*i*]=*max*(*f*[*v*][*k*]+*f*[*u*][*j*−*k*]−*e*[*i*].*w*)

即是在该儿子子树内选k个人加上除了其他儿子选(j-k)个人，最终加上价值（负的），取最大即可。

由于树形结构的特殊性，导致很多较难的题目都结合了**倍增**的优化方法，我会在[划水集（3）](https://www.luogu.org/blog/XTZORZ/dp-youhua)中给出更多例题。

# 区间 *DP*

区间DP通常是设 *f*[*i*][*j*]表示在  [*i*,*j*]间的某些信息，并通过拓宽边界的方式得到  [1,*n*]区间的答案。

由于动态规划的无后效性，我们当然要从子结构往大的转移。对于树形DP显然就是从子树转移到根，而对于区间DP就是**从小区间转移到大区间**

通常这样写：

for (int l=2;l<=n;l++) //枚举长度

for (int i=1;i<=2\*n-l+1;i++) //枚举起点

{

int j=i+l-1; //确定终点

for(int k=i;k<j;k++){ //寻找断点

...balabala...

}

}

### 典型：

* NOI的[**傻子合并**](https://www.luogu.org/problemnew/show/P1880)，
* NOIP的不需要枚举断点的[**矩阵取数问题**](https://www.luogu.org/problemnew/show/P1005)
* NOIP十分经典的[**能量项链**](https://www.luogu.org/problemnew/show/P1063)。

这题可以口胡一下题解：对于一个区间 [*i*,*j*]枚举其断点，分析样例就可看出增加的价值即为*v*[*i*]∗*v*[*k*]∗*v*[*j*]，直接套板子子即可。

### 《算法进阶》例题：[【IOI】多边形](https://www.luogu.org/problemnew/show/P4342)

#### 题意：

给你个环由数点和运算符边构成，要求你断一条边然后求其最值的最值。

#### 口胡分析：

 由于DP经验为0，我一开始真没想到用区间DP搞，现在想想这不和能量项链一个套路吗。。

设 *f*[*i*][*j*]为 [*i*,*j*]区间的最大计算数，很显然我们可以预处理*f*[*i*][*i*]和*f*[*i*][*i*+1]，对于 ∀*f*[*i*][*j*]=*max*(*f*[*i*][*k*] *op* *f*[*k*+1][*j*]) ，其中op为运算符，这是大概的思路。

我们敲完才发现有80分。。但这20分决定这道题是绿的还是紫的。。

经思考我们恍然大悟： **这TM负负得正啊！如果两个负数相乘要想得到最大值要求两个负数越小越好啊！**

于是我们还要维护*g*[*i*][*j*]表示区间的最小计算数然后特判乘法情况：

* *f*[*i*][*j*]=*max*(*g*[*i*][*k*]∗*g*[*k*+1][*j*]) //这是负负得正的情况
* *g*[*i*][*j*]=*min*(*g*[*i*][*k*]∗*f*[*k*+1][*j*],*f*[*i*][*k*]∗*g*[*k*+1][*j*])
* //这是正负得负的情况

然后直接上就行了，破环为链在划水集（三）中提到就不赘述。

### 二维区间的[棋盘分割](https://www.luogu.org/problem/P1436)

#### 题意：

 给定一个棋盘，要求重复n次操作：选一个矩阵，然后把这个矩阵按水平或竖直线一分为二。这样就得到了n个独立的矩阵，求这些矩阵的平方和最大值。

#### 口胡分析：

我们大可不用想复杂，继续套区间DP的板子。 先枚举小区间的边长 (*lx*​,*ly*​)，再枚举起点 (*x*,*y*)，最终在当前子区间内讨论DP转移就行了，这是一个区间DP的通用思路。

那我们设*f*[*i*][*j*][*a*][*b*][*k*]为从 (*i*,*j*)到 (*a*,*b*)区间内分成 *k*份所得到最大分数平方。经思考可得到一下方程：

* 对于 *k*=1的情况，很显然只要一个二维前缀和维护下就搞定了。
* 对于 *k*>1的情况，我们考虑一个二维断点 (*x*,*y*)表示此处横或竖直切一刀。
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那么对于切下来的两个矩形，一个我们可以继续切而另一个要丢掉，那么就可以口胡出转移方程：

对于横着切：

*f*[*i*][*j*][*a*][*b*][*k*]=*max*{*f*[*i*][*j*][*a*][*y*][1]+*f*[*i*+1][*y*][*a*][*b*][*k*−1],*f*[*i*][*j*][*a*][*y*][*k*−1]+*f*[*i*+1][*y*][*a*][*b*][1]​}

↑这是分别考虑继续切下面的矩形还是切上面的矩形

对于竖着切：

*f*[*i*][*j*][*a*][*b*][*k*]=*max*{*f*[*i*][*j*][*x*][*b*][1]+*f*[*x*+1][*j*][*a*][*b*][*k*−1],*f*[*i*][*j*][*x*][*b*][*k*−1]+*f*[*x*+1][*j*][*a*][*b*][1]​}

↑这是分别考虑继续切右面的矩形还是切左面的矩形

然后答案就是 *f*[1][1][8][8][*n*]，看起来十分复杂但是思路很直。

# 状压DP

### 详见：<状态压缩动态规划.docx>

[2017年的宝藏啊！](https://www.luogu.org/problem/P3959)虽然暴力踩标算但他好歹是标算啊！

我们这里先给出状压DP的定义：对于某集合 *S*可以由其子集合 *SI*​转移而来，即为状压DP。

由于状压DP中维护的状态是集合，其元素的表示我们要想做到快捷而方便的转移，最好用二进制表示。如对于一排4盏灯分别为开开关开，用二进制表示即为  (1101)2​，写在 *f*[*S*]中即为 *S*=13。

由于二进制大小的限制，当 *n*=23的时候就已经百万了，这导致状压DP的数据范围都很小。

### 前置芝士：位运算

首先你要知道二进制的状态集合都是通过位运算来建立关系的，就是说只有学了位运算你才能学状压。

其次你应该知道位运算的时间复杂度是 *O*(1)的，也就是说只有熟练运用位运算，你才能使你的程序跑的飞快，这个在其他算法的程序也常常使用。

具体的有啥种类的位运算看下[随便在网上找的博客](https://blog.csdn.net/mengzhengjie/article/details/80611422) 就行了，主要是给出一些常用手段，大家可以结合定义摸索：

* 判断状态 *A*和状态 *B*是否有重合1的部分： ~(a^b)==0
* 判断状态 *A*和状态 *B*在 (*i*,*j*)是否共为1： a&(1<<i) && b&(1<<j)
* 判断状态 *A*是否包含第 *i*位元素：a|(1<<i) == a or a&(1<<i)==1
* 判断状态 *A*是否包含状态 *B*：a|b == a
* 判断状态 *A*是否有相邻1：a&(a>>1) || a&(a<<1)
* 判断状态 *A*是否满足全集 *S*: a&s==a
* 判断状态 *A*中1的个数： while (x) { sum++; x=x&(x-1); }

以上东西随着做题深入来补充，也欢迎大家提供一些。

其次你要注意的是： **对于每一个位运算都搞一个括号括着！**

因为位运算的优先级巨低，所以对于初学者把所有位运算都拿个括号是坠吼的，当然你要是搞懂了优先级就随你便了（或者你可以记一下，位运算优先级低于逻辑判断符== ， <等）。

### 状压 *DP*部分

状压DP难就难在他维护的是一个集合（状态），不是什么结构，因此出题十分灵活，没法子像区间，树上DP那样有明确模板。如果硬是要说的话，倒是像线性DP那样可以刷刷表啥的。。

感觉好多题想讲啊，都提一下好了。篇幅问题就都不写题面了，请大家务必好好熟悉题目再看口胡分析啊！

#### 状压入门，[*K*国王问题](https://www.luogu.org/problem/P1896)

首先应该先确定可以被压缩的状态，但要是选了附近一圈的格子为状态就会发现很不好转移。。

那我们就沿用刷表法的思想，以每行棋子摆放情况为一个状态，一行一行的刷。设 *f*[*i*][*s*][*k*]为刷到第i行，此时的状态为S，此时已放了K个国王所满足的总方案数，那我们只要考虑自己行是否满足条件，上一行是否满足条件即可转移。

**而且如果某限制条件只与每行自身状态有关，我们就可以先预处理出所有状态的有关信息，判断时候直接调用。** 这种策略对于此题，可以解决：该状态是否存在相邻丫（zr[S]），又如该状态含有多少个1丫（ge[S]）等等，这些信息你枚举也好深搜也好都是允许的。

在预处理之后就进入的DP主体部分：

* 初始化：对于第一行，只要满足*zr*[*S*]!=0,*f*[*i*][*s*][*ge*[*i*]]=1
* 转移：对于当前第 i*i*行的 *S*，上一行是 *M*，此时已用了 *l*个国王。当他们的zr[s]均为否，且相邻处也满足条件时即可转移。

其中满足条件为：

if(state[j] & state[p]) continue; //上下相邻不行

if(state[j] & (state[p]<<1)) continue; //右上角

if((state[j]<<1) & state[p]) continue; //左上角

最终转移方程即为： *f*[*i*][*s*][*k*]+=*f*[*i*−1][*M*][*l*−*ge*[*s*]]

其中l-ge[i]表示前 *i*−1所用的国王数量。

#### [炮兵阵地](https://www.luogu.org/problem/P2704)

这题和例一挺像的，就是把范围扩展到了2，且求最大覆盖数罢了。。 由于涉及到了上面两行，如果设状态方程*f*[*i*][*S*]表示到了第i行当前状态S所得最大覆盖数，就会发现很难转移。。

于是多开一维表示上一行的状态 *f*[*i*][*S*1][*S*2]，然后你就发现空间开到了 *f*[100][1000][1000]，妥妥的 *MLE*啊，为了防止 *MLE*就只能把第一维对三取模，把它滚了。。

后面都正常用状压思维写就行了。

#### [BangDreamBangDream 的合唱站队](https://www.luogu.org/problem/P3694)

#### [详细的题解](https://www.luogu.org/blog/XTZORZ/solution-p3694)

#### [【SDOI】学校食堂](https://www.luogu.org/problem/P2157)

# 有向图DP

由于**有向图的无后效性**所诞生出来的DP种类，常常伴随拓扑排序或记忆化搜索出现，在查找图上信息时很常用。

你要问我有啥例题的话我也没做过啊，而且一时半会还找不到。只不过NOIP有道原题[最优贸易](https://www.luogu.org/problem/P1073)可以用DP很巧妙的做出来，

### [Running to the Sky](https://www.luogu.org/problem/P4742)

#### 题面：

 给一张有向图, 每个点都有点权,仅第一次经过该点时该点的点权有贡献，求这张图上一条任意路径的最大贡献，若有多个则选择路径覆盖点权最大的。

#### 口胡分析：

首先题目的第一句话暗示有子环，那我们先缩个点，然后整个图就是个DAG了，再去由入度为0的点出发，用拓扑考虑DP啥的。

基本上 *DAG* *DP*不会有很复杂的状态，经常都是与当前节点有关的。于是我们设 *f*[*i*]为到第i个节点所得到的最大贡献，由于当最大贡献相同时还要考虑其路径上的最大点权，所以还需维护 *p*[*i*]表示其最大路径上的最大点权。

于是我们在缩点的时候就要也顺便维护两个信息 :*s*[*i*],*mp*[*i*]分别表示该连通分量的总和及其最大值，可得出最终状态方程：

* 初始化： *f*[*i*]=*s*[*i*],*p*[*i*]=*mp*[*i*]
* 若当前最大值需要更新： *f*[*i*]=*f*[*v*]+*s*[*i*],*mp*[*i*]=*max*(*p*[*i*],*mp*[*v*])
* 若当前最大值相同，由于是不同路径，需要用mp数组比较：*mp*[*i*]=*max*(*mp*[*i*],*mp*[*v*])

### 有向图DP分支— —博弈

如果当前的图可描述为一个游戏，所衍生出来的 ***sg*函数** 也可通过某种公式进行DP转移从而找到规律。本来我也不会，想学了之后讲讲的，但好像发现这东西其实和DP扯太远了，于是就咕了。

除了洛谷日报最近的两篇（共三篇，但第一篇博弈论就是给你讲故事的）可以参考，还可以给各位丢一个[讲的很详细的博客](https://blog.csdn.net/A_Comme_Amour/article/details/79347291)。

# 数论DP

本篇名字是作者瞎编的，只是把概率DP，数学期望DP，还有所谓计数类DP拧巴拧巴，搞成一章来讲。

由于数学期望的转移具有线性关系，所以和DP也沾了不少边。但期望DP也只是作为数学期望问题的手段之一，并不是唯一的解期望题的方法，这需要注意。

### 前置芝士：[概率与期望](https://www.luogu.org/blog/XTZORZ/gai-shuai-ji-wang)

由于篇幅过长就搞了一个分支啦，里面有一些基本的概念和公式~

### 期望 *DP*部分

### NOIP-[换教室](https://www.luogu.org/problem/P1850)

#### 题面：

 告诉你学校各个教室距离，告诉你第i时间点上课的地点和换教室后上课地点，告诉你M次换课的概率，问你期望步行？

#### 口胡分析：

我写题面无能，还是好好回去把题面静下心读一下吧。。

不考虑图论部分的知识，假设已经知道个教室的距离*dis*[*i*,*j*]，我们设出 *f*[*i*][*j*][0/1]表示到第I时间点，换了j次课，当前换不换所得到的最小期望距离，那怎么用期望进行分析得出方程呢？

##### 先考虑当前不换课：

* 若上次也不换，那就直接 *f*[*i*][*j*][0]=*f*[*i*−1][*j*][0]+*dis*[*ai*​][*ai*−1​]
* 若上次换，则由定义

可知：

E(当前上课距离)=

E(上次换了课的教室与现在教室的距离)\*P(换课成功)

+E(上次没换课教室与现在教室的距离）\*P(换课失败)；

显然两个事件互相独立且构成总集，所以

P(换课成功)+P(换课失败)=1

##### 若当前换课：

* 若上次不换课，由定义

可知：

E(当前上课距离)

=E(上次没换课的教室与现在换课教室的距离)\*P(当前换课成功)

+E(上次没换课教室与现在没换课教室的距离）\*P(当前换课失败)；

对于当前“上次不换课”这个事件，换课成功和失败互相独立且构成总集，所以仍有上面那个式子。

* 若上次换课，继续套定义

可知：

E(当前上课距离)=

E(上次没换课教室与现在没换课教室的距离)\*P(两次换课失败)

+E(上次换课教室与现在换课教室的距离）\*P(两次换课成功)

+E(上次没换课的教室与现在换课教室的距离)\*P(上次失败当前成功)

+E(上次换课的教室与现在没换课教室的距离)\*P(上次成功当前失败)

由概率线性性质： *P*(*AB*)=*P*(*A*)∗*P*(*B*)，且满足 ∑*P*(*Ai*​)=1 。于是几个概率都是可算的，本题就没了。

### [奖励关](https://www.luogu.org/problem/P2473)——真正的数学期望

#### 题面：

 k轮游戏每轮丢一个宝物，宝物有n种，有不同的奖励以及前置宝物集合要求，问最大期望答案。

#### 口胡分析：

 看到n仅有15，考虑用状态DP的思想去解决。

容易想到的是去设*f*[*i*][*S*]表示到了第i轮，当前捡到宝物的集合状态S，当前的最大期望得分。

式子大概是这样： *f*[*i*][*S*]=*OK*∑​(*f*[*i*−1][*S* *xor* (1<<*x*)]+*sc*[*i*])∗*p*[*i*]

其中 *p*[*i*]就是当前的概率，这样转移是可行的， **如果*p*[*i*]真的仅仅是 1/*n*的话。**

我们知道对于一个状态，转移到下一状态的概率当然是各为 1/*n*，但对于从某一状态转移到当前状态，由于题目前置要求的干扰，这个概率是**不均分**的，所以此时正着推是没办法得解的。

怎么办？倒着来转移，设 *f*[*i*][*S*]为第i轮到第k轮，第i轮时的状态S的最大期望得分。我们知道转移至下一状态的概率即为已知的 1/*n*。

如果我当前集合状态可以被*S*‘=*s*∣(1<<*x*)包含，则可以转移至 *S*‘：*f*[*i*][*s*]+=*max*(*f*[*i*+1][*s*],*f*[*i*+1][*s*|(1<<*x*)]+*sc*[*x*])∗(1/*n*)否则本回合啥都吃不了： *f*[*i*][*s*]+=*f*[*i*+1][*s*]∗(1/*n*);

这告诉我们：**期望DP应该利用倒推的性质，找到便于计算的概率进行转移。**

如果你仍想用正推去解决，那您应该先通过概率DP算出此时事件的概率，再套定义式解决，明显这道题概率DP也不好写。。

# 数位DP