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# 内容

## 1.钢管切割

### 实现解释：

先设数组price[i]存储着i长度钢管切割后的最小值，p[i]存储着i长度钢管不切割的值，price数组既是本问题的dp数组。

经过分析可知状态转移方程为：

price[0] = 0;

price[i] = min(p[1]+price[i-1],p[2]+price[i-2],...p[i-1]+price[1],p[i]);

因为price[i]已经是当前情况下的最小值了，所以只需要遵循转移方程进行代码的完善即可。

若要计算最大值只需在计算前设置最大值为负数（保证最小），然后在判断递归判断小于即可。

### 坑点：

初始化和状态转移方程的书写

### 完整代码：

1. *//钢管切割最小值*
2. #include<iostream>
3. using namespace std;
4. int main()
5. {
6. ios::sync\_with\_stdio(false);
7. int length,MIN;*//分别为长度和最小值*
8. while(cin >> length)
9. {
10. int p[length+1];
11. for(int i = 1;i<=length;i++)
12. cin >> p[i];*//依据题意，i长度的价值*
14. int price[length+1];*//保存每段价值*
15. price[0] = 0;*//会使用到price[0]，防止出错初始化*
17. for(int i = 1;i<=length;i++)
18. {
19. MIN = 2147483647;*//获得最小值时需要设为最大值*
20. for(int j = 1;j<=i;j++)
21. {
22. if(MIN > p[j]+price[i-j])
23. *//不断将i长度切割为前j部分和后i-j部分*
24. *//以找到i长度切割后的最小值*
25. {
26. MIN = p[j] + price[i-j];*//替换最小值*
27. price[i] = MIN;
28. }
29. *//状态转移方程介绍见实现解释*
30. }
31. }
32. cout << price[length] << '\n';
33. *//输出最长部分（i）切割后的最小值*
34. }
35. return 0;
36. }

## 2.两条流水线调度

### 实现解释：

实现方法即得出状态转移方程后完善即可，设a[][i]存储着第一二条线上各家的时间花费，t[][i]存储着i处进行线路切换的花费，f[][i]存储着各线在i处的最小花费。

则对每一个f[][i]应有如下的转移方程：

f[0][1] = a[0][1];

f[1][1] = a[1][1];

f[0][i] = min(f[0][i-1]+a[0][i],f[1][i-1]+t[1][i-1]+a[0][i]);

f[1][i] = min(f[1][i-1]+a[1][i],f[0][i-1]+t[0][i-1]+a[1][i]);

前两个为初始定义，后两个为具体的转换。

min函数中前一个值表示直接在当前这条线的前一个结点前进的花费，后一个表示从另一条线的前一个结点先转移过来后再前进的花费。此时只有两条线因此只有这两种情况，所以比较后便可得出到达该线该位置的最小花费。

多条线的情况可参考：题解：说好的ALS呢？（后续添加链接）

最后比较到达n处（最后一个家）哪条线的时间花费最小即可。

### 坑点：

注意多次输入后数组的初始化，以及状态转移方程的正确转化即可

### 完整代码：

1. *//流水线调度基本问题*
2. #include<iostream>
3. using namespace std;
4. int main()
5. {
6. ios::sync\_with\_stdio(false);
7. int n;
8. int fend;
9. int i;
10. while(cin >> n)
11. {
12. int a[2][n+1],t[2][n];
13. *//两条线上每一家花费的时间*
14. for(i = 1;i<=n;i++)
15. cin >> a[0][i];
16. for(i = 1;i<=n;i++)
17. cin >> a[1][i];
19. *//两条线不同位置转移的时间花费*
20. for(i = 1;i<n;i++)
21. cin >> t[0][i];
22. for(i = 1;i<n;i++)
23. cin >> t[1][i];
25. *//存储两条线不同位置的最小时间*
26. int f[2][n+1];
27. *//初始化防止错误*
28. f[0][1] = a[0][1];
29. f[1][1] = a[1][1];
31. for(i = 2;i<=n;i++)
32. {
33. *//具体状态转移方程介绍见实现解释*
34. if(f[0][i-1]+a[0][i]<f[1][i-1]+t[1][i-1]+a[0][i])
35. f[0][i] = f[0][i-1]+a[0][i];
36. else
37. f[0][i] = f[1][i-1]+t[1][i-1]+a[0][i];
38. if(f[1][i-1]+a[1][i]<f[0][i-1]+t[0][i-1]+a[1][i])
39. f[1][i] = f[1][i-1]+a[1][i];
40. else
41. f[1][i] = f[0][i-1]+t[0][i-1]+a[1][i];
42. }
43. *//计算两条线分别的最后时间花费得最小值*
44. if(f[0][n]<f[1][n])
45. fend = f[0][n];
46. else
47. fend = f[1][n];
48. cout << fend << '\n';
49. }
50. return 0;
51. }

## 3.多条流水线调度

### 实现解释：

相比两条线的其实只是需要多判断几次

设a[i][j]存储着第i条线上第j个位置的花费，t[i][j]存储着第i条线到第j条线的调度费用，f[i][j]存储着i条线在j处的最小花费。

则对每一个f[][i]应有如下的转移方程：

第一个站台：f[i][1] = a[i][1];

其余站台：f[i][j] = min(f[i][j-1]+t[i][i]+a[i][j],f[1][j-1]+t[1][i]+a[i][j],...,f[n][j-1]+t[n][i]+a[i][j]);

注意站台间转移时需要考虑自己调度到自己的情况（视题意而定）

min函数中前一个值表示直接在当前这条线的前一个结点前进的花费，后面则表示从其他线的前一个结点先转移过来后再前进的花费，一次比较后便可得出到达当前线该位置的最小花费。

最后比较到达n处（最后一个站台）哪条线的时间花费最小即可。

### 坑点：

注意按照题意判断是否要考虑自身的调度t[i][i]即可

### 完整代码：

1. #include<iostream>
2. #include<cstring>
3. #include<algorithm>
4. using namespace std;
5. int main()
6. {
7. ios::sync\_with\_stdio(false);
8. int num,n;
9. int fend;
10. int i,j;
11. int tempf;
12. while(cin >> num >> n)*//分别为线路个数和站台个数*
13. {
14. int a[num][n+1],t[num][num];
15. for(i = 0;i<num;i++)
16. for(j = 1;j<=n;j++)
17. cin >> a[i][j];*//i条线j站台的花费*
19. for(i = 0;i<num;i++)
20. for(j = 0;j<num;j++)
21. cin >> t[i][j];*//i条线到j条线的调度费用*
22. int f[num][n+1];*//一维为当前线路，二维为站台位置*
23. for(i = 0;i<num;i++)
24. {
25. f[i][1] = a[i][1];*//每条线第一个站台的最小花费就是第一个*
26. }
27. for(i = 2;i<=n;i++)
28. {
29. for(j = 0;j<num;j++)
30. {
31. tempf = 2147483647;*//为了找到最小值先设定最大的*
32. for(int k = 0;k<num;k++)
33. {*//循环判断所有条道路的情况*
34. if(tempf > f[k][i-1]+t[k][j]+a[j][i])
35. {
36. tempf = f[k][i-1]+t[k][j]+a[j][i];
37. }
38. }
39. f[j][i] = tempf;*//存储j条线在i站台的最小值*
40. }
41. }
42. tempf = f[0][n];
43. for(i = 1;i<num;i++)
44. {
45. if(tempf > f[i][n])
46. {
47. tempf = f[i][n];
48. }
49. }
50. fend = tempf;*//得到最大值*
51. cout << fend << '\n';
52. }
53. return 0;
54. }

## 4.最长上升子序列

### 实现解释：

这里介绍的其实是优化后的方案，即只存储长度，而不是以dp[i][j]的形式存储ij之间的最长长度，不过也是很好理解的，所以就直接分享这一篇吧。

a[i]存储总序列的内容，dp[i]表示以i为结尾的最长子序列长度

那么首先由dp[i]开始一定是1（自己是一个序列）

后面的状态转移方程即：

dp[i] = max(dp[j])+1（j<i&&a[j]<a[i]）

解释：由于是上升序列，而且dp[i]是以i结尾的最长长度，因此长度增加时有两个条件：新的数字在旧数字的后面，新的数字大于旧的数字（新数字：dp[i]，旧数字：dp[j]），也是唯一的转移方程。

### 坑点：

注意最后获取最长序列时，不能直接dp[n]输出，因为可能是在序列中间有最长的上升子序列，也需要循环判断。

### 完整代码：

1. #include<iostream>
2. using namespace std;
3. int main()
4. {
5. int n;
6. cin >> n;
7. int a[n],dp[n];
8. for(int i = 0;i<n;i++)
9. {
10. cin >> a[i];
11. dp[i] = 1;*//自身一定是一个长度的序列*
12. }
13. for(int i = 1;i<n;i++)
14. {
15. for(int j = 0;j<i;j++)
16. {
17. if(a[i] > a[j])*//因为是上升，所以需要只有比前面的值大才可能形成最长上升子序列*
18. {
19. if(dp[i] < dp[j]+1) dp[i] = dp[j] + 1;*//记录i处最长的上升序列长度*
20. *//即前面的序列长度最大长度+1即是i处的最大长度*
21. }
22. }
23. }
24. int max = dp[0];*//不一定最后一个是最长的，因此需要获取最大值*
25. for(int i = 1;i<n;i++)
26. {
27. if(max < dp[i]) max = dp[i];
28. }
29. cout << max << '\n';
30. return 0;
31. }

## 5.矩阵链乘

### 实现解释：

数据介绍：m[0]存储第一个矩阵的行数，m[i]存储第i个矩阵的列数和第i+1个矩阵的行数

num[i][j]记录第i个矩阵和第j个矩阵之间的最小计算次数

cut仅是记录切割位置所用cut[i][j]表示第ij个矩阵之间的最优切割位置

则按照矩阵乘法的知识，两个矩阵相乘的计算次数便可直接由以下的状态转移方程得到：

i=j时num[i][j] = 0

i<j时num[i][j] = min(num[i][k]+num[k+1][j]+m[i-1]\*m[k]\*m[j])（k为[i,j)间的值，即表示以第i个矩阵到j-1个矩阵之间第k个矩阵作为分割处）

解释：i=j自然不用计算，第二个既是当k作为分割点时总次数等于i到k个矩阵的相乘最小次数+第k+1个矩阵到第j个矩阵的相乘最小次数+合并时的产生的新次数（最左行数\*分割点列数\*最右行数）

然后便是正常的翻译了。

其中对于分割方案的输出，只需按照矩阵范围依据cut数组获取切割点输出即可，具体可参考代码。

### 坑点：

循环范围的设定，注意按是否能到达设定范围

### 完整代码：

1. #include<iostream>
2. using namespace std;
3. int length;
4. int cut[2000][2000];
5. int count;
6. void printCut(int i,int j)
7. {
8. if(i == j)
9. cout << 'A' << i;
10. else
11. {
12. cout << '(';
13. printCut(i,cut[i][j]);
14. printCut(cut[i][j]+1,j);
15. count++;
16. cout << ')';
17. }
18. }
19. int main()
20. {
21. ios::sync\_with\_stdio(false);
22. int n;
23. cin >> n;
24. length = n;
25. int m[n+1];
26. for(int i = 0;i<=n;i++)
27. cin >> m[i];
29. int num[n+1][n+1];*//对应矩阵个数即可*
30. for(int i = 1;i<=n;i++)
31. num[i][i] = 0;
33. int temp;
34. count = 0;
35. for(int l = 2;l<=n;l++)
36. *//l为1的情况不必讨论，因为就是矩阵自己，所以从2到n依次进行*
37. {
38. for(int i = 1;i<=n-l+1;i++)
39. *//从第一个矩阵一直到最后一个可到达的矩阵*
40. *//这样i表示的既是连续l个矩阵的第一个矩阵*
41. *//根据输入，第i个矩阵的行数：i-1的值，列数：i的值*
42. {
43. int j = i+l-1;*//当前l个矩阵的最后一个矩阵下标*
44. num[i][j] = 2147483647;*//用于比较*
45. for(int k = i;k<=j-1;k++)
46. *//k是节点，代表第k和k+1个矩阵之间的那个下标*
47. *//所以需要到达j-1，也就是第j个矩阵前的那个位置才算结束*
48. *//由位置可知k的值为第k个矩阵的列数即划分开时需要乘的值*
49. {
50. temp = num[i][k]+num[k+1][j]+m[i-1]\*m[k]\*m[j];
51. *//当前划分状态的计算次数，两个num分别为两侧矩阵链的次数，最后一项为合并后的新增次数*
52. if(num[i][j]>temp)
53. {
54. num[i][j] = temp;
55. cut[i][j] = k;
56. }
57. }
58. }
59. }
60. printCut(1,n);
61. cout << '\n';
62. cout << count << '\n';*//切割次数*
63. cout << num[1][n] << '\n';*//计算次数*
64. return 0;
65. }

## 6.OBST

### 实现解释：

实际等价于矩阵链乘，状态转移方程都是将左侧和右侧的最优相加后再加上合并新增的次数即可。

新增的次数对矩阵链乘来说就是两个最优部分相乘的次数

对OBST来说则是左右子树本来的搜索代价+左右子树深度加一产生的新代价+此时根节点的搜索代价（其中深度加一的新代价和根节点的搜索代价便可合并为此时所有节点的检索频率之和）

解释：深度加一时左右子树节点的搜索代价都增加了一个结点，因此他们的代价分别增加了一次搜索概率（自己被搜索到的概率），而根节点的搜索代价即本身的搜索概率，相加既是范围内所有结点的搜索概率和。

于是数据记录如下：

e[i][j]存储i到j个结点之间的最小搜索代价

w[i][j]存储i到j个结点的总搜索概率之和（用于状态转移快捷增加搜索概率和）

root[i][j]存储i到j个结点中有最小搜索代价时的根节点的脚标

状态转移方程即：

j = i-1时e[i][j] = 0（不存在根节点，因此也没有搜索代价）

j >= i时e[i][j] = min(e[i][r-1]+e[r+1][j]+w[i][j])（r即某次选择作为根节点的脚标）

对建树方案的实现和矩阵链乘的实现同理，只是由于伪关键字的加入需要进行一些特殊处理，即如果某个方向没有子树则需要手动添加伪关键字d形成的结点，其余子树的输出只需做好根节点和左右的判断即可，具体可参考代码，方案不唯一。

### 坑点：

注意dp数组的初始化，初始化既是对没检索到情况的初始化（因此添加的值只是伪关键字的搜索概率）

主要难点即理解搜索子树扩增时平均搜索的变化

### 完整代码：

1. #include<iostream>
2. using namespace std;
3. const int MAX = 2147483647;
4. double \*\*root;
5. int di;
6. int n;
7. void printOBST(int l,int r)
8. {
9. if(l == 1&&r == n)
10. {
11. di = 0;
12. cout << "k" << root[1][n] << "为根" << '\n';
13. }
14. int t,lt,rt;
15. t = root[l][r];
16. if(l == t)
17. cout << "d"<<di++ << "是k"<<t << "的左孩子" << '\n';
18. else
19. if(l < t)
20. {
21. lt = root[l][t-1];
22. cout << "k"<<lt << "是k"<<t << "的左孩子" << '\n';
23. printOBST(l,t-1);
24. }
25. else return ;
27. if(r == t)
28. cout << "d"<<di++ << "是k"<<t << "的右孩子" << '\n';
29. else
30. if(r > t)
31. {
32. rt = root[t+1][r];
33. cout << "k"<<rt << "是k"<<t << "的右孩子" << '\n';
34. printOBST(t+1,r);
35. }
36. else return ;
37. }
38. int main()
39. {
40. int maxi;
41. double temp;
42. while(cin >> n)
43. {
44. double p[n+1],q[n+1];
45. for(int i = 1;i<=n;i++)
46. cin >> p[i];
47. for(int i = 0;i<=n;i++)
48. cin >> q[i];
49. double e[n+2][n+1];*//需要存储q的内容，因此n+2*
50. double w[n+2][n+1];*//同上*
51. root = new double \*[n+1];*//只是在p中选root因此n+1即可*
52. for(int i = 0;i<=n;i++)
53. root[i] = new double[n+1];
55. for(int i = 1;i<=n+1;i++)
56. {
57. e[i][i-1] = q[i-1];
58. w[i][i-1] = q[i-1];
59. }
60. for(int l = 1;l<=n;l++)
61. {
62. for(int i = 1;i<=n-l+1;i++)
63. {
64. maxi = i+l-1;
65. *//i+l-1就是长度l时能到达的最大的数据下标*
66. e[i][maxi] = MAX;
67. w[i][maxi] = w[i][maxi-1]+p[maxi]+q[maxi];
68. *//i--j的总概率和即等于i--j-1的加上新增的maxi处的k和d的概率*
69. for(int j = i;j<=maxi;j++)
70. {
71. temp = e[i][j-1]+e[j+1][maxi]+w[i][maxi];
72. if(temp < e[i][maxi])
73. {
74. e[i][maxi] = temp;
75. root[i][maxi] = j;
76. }
77. }
78. }
79. }
80. cout << "最小搜索期望为：" << e[1][n] << '\n';
81. cout << "树的形状如下：" << '\n';
82. printOBST(1,n);
83. }
84. return 0;
85. }

## 免费馅饼

### Problem Description

都说天上不会掉馅饼，但有一天gameboy正走在回家的小径上，忽然天上掉下大把大把的馅饼。说来gameboy的人品实在是太好了，这馅饼别处都不掉，就掉落在他身旁的10米范围内。馅饼如果掉在了地上当然就不能吃了，所以gameboy马上卸下身上的背包去接。但由于小径两侧都不能站人，所以他只能在小径上接。由于gameboy平时老呆在房间里玩游戏，虽然在游戏中是个身手敏捷的高手，但在现实中运动神经特别迟钝，每秒种只有在移动不超过一米的范围内接住坠落的馅饼。现在给这条小径如图标上坐标：   
  
![](data:image/jpeg;base64,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)  
  
 为了使问题简化，假设在接下来的一段时间里，馅饼都掉落在0-10这11个位置。开始时gameboy站在5这个位置，因此在第一秒，他只能接到4,5,6这三个位置中期中一个位置上的馅饼。问gameboy最多可能接到多少个馅饼？（假设他的背包可以容纳无穷多个馅饼）

### Input

输入数据有多组。每组数据的第一行为以正整数n(0 < n < 100000)，表示有n个馅饼掉在这条小径上。在结下来的n行中，每行有两个整数x,T(0 <= T < 100000),表示在第T秒有一个馅饼掉在x点上。同一秒钟在同一点上可能掉下多个馅饼。n=0时输入结束。

### Output

每一组输入数据对应一行输出。输出一个整数m，表示gameboy最多可能接到m个馅饼。  
  
提示：本题的输入数据量比较大，建议用scanf读入，用cin可能会超时。

### Example Input

6

5 1

4 1

6 1

7 2

7 2

8 3

0

### Example Output

4

### 代码：

1. *#include <stdio.h>*
2. *#include <stdlib.h>*
3. int a, b;
4. int s3[100010][13];
5. int s4[100010][13];
6. int main()
7. {
8. int n, i, max, j;
9. while(scanf("%d", &n) != EOF)
10. {
11. if(n == 0)
12. return 0;
13. memset(s3,0,sizeof(s3));
14. memset(s4,0,sizeof(s4));
15. for(i = 1; i <= n; i++)
16. {
17. scanf("%d%d", &a, &b);
18. s3[b][a]++;
19. if(i == 1)
20. {
21. max = b;
22. }
23. else
24. {
25. if(max < b)
26. {
27. max = b;
28. }
29. }
30. }
31. for(i = 0; i <= 10; i++)
32. {
33. s4[max][i] = s3[max][i];
34. }
35. for(i = max - 1; i >= 0; i--)
36. {
37. for(j = 0; j <= 10; j++)
38. {
39. if((j - 1) >= 0 && (j + 1) <= 10)
40. {
41. max = s4[i + 1][j];
42. if(s4[i + 1][j - 1] > max)
43. max= s4[i + 1][j - 1];
44. if(s4[i + 1][j + 1] > max)
45. max = s4[i + 1][j + 1];
46. s4[i][j] = s3[i][j] + max;
47. }
48. else if((j - 1) >= 0 && (j + 1) > 10)
49. {
50. max = s4[i + 1][j];
51. if(s4[i + 1][j - 1] > max)
52. max = s4[i + 1][j - 1];
53. s4[i][j] = s3[i][j] + max;
54. }
55. else if((j - 1) < 0 && (j + 1) <= 10)
56. {
57. max = s4[i + 1][j];
58. if(s4[i + 1][j + 1] > max)
59. max = s4[i + 1][j + 1];
60. s4[i][j] = s3[i][j] + max;
61. }
62. }
63. }
64. printf("%d\n", s4[0][5]);
65. }
66. return 0;
67. }