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Der MRSA-Datensatz in Schweinemastherden wurde von Fromm *et al.* in PVM, **117**, 2014 veröffentlicht. Es handelt sich dabei um eine Metastudie. Diese wurde mittels logistischer Regression und generalized estiamtion equations ausgewertet. Es wurde eine Variablenselektion durch geführt: (i) durch univariates filtern (mit logistischer Regression) wurden alle Variablen entfernt, die keinen direkten Einfluss auf die Zielvariable haben, (ii) von paarweise korrelierten Variablen wurde eine der korrelierten Variablen entfernt. Es wurde versucht auch Interaktionsterme zubreücksichtigen. Es wurde nur einer gefunden, auch aufgrund der Anzahl der Datenpunkte Datensatzes. Dieser wurde im finalen Modell nicht weiter berücksichtigt.

# Notwendige Pakte und eigene Funktionen

Hier verwendete Pakete.

library(magrittr)  
library(caret)  
library(evtree)  
library(pROC)

# Datenvorbereitung

## Einlesen und Vorbereiten der Daten.

Einlesen und Bereinigung der Daten. Es wird sichergestellt, dass alle Daten einen R-konformen Namen haben und als Faktoren vorliegen. die Variablennamen erhalten die Namen aus dem Paper. Einige der Kategorien der Variablen werden besser lesbar gestaltet.

MRSA\_schweineherden <- read.csv(file = file.choose(),  
 header = TRUE)  
  
# all categorigal variables needs to be checked if there name is valid in R  
# E. g.: TRUE and FALSE are not; TRUE. and FALSE. are  
# All categorical Variables need to be (at least) described as factors  
for (i in seq( ncol(MRSA\_schweineherden) )) {  
 MRSA\_schweineherden[[i]] <- make.names(MRSA\_schweineherden[[i]])  
 MRSA\_schweineherden[[i]] <- factor(MRSA\_schweineherden[[i]])  
}  
  
# the old names in the data set are renamed, so they match the names in the   
# paper  
new\_col\_names <- list(HerdMRSA = 'HERD\_MRSA',  
 HerdTypeNum = 'HERD\_TYPE',  
 FeedingPlacesMinGrouped = 'HERD\_SIZE',  
 PurchaseBin = 'PURCHASE',  
 AntibioticsFrom10W = 'AM\_DRUG',  
 AllInAllOut = 'ALL\_IN\_or\_OUT',  
 Cleanup = 'CLEAN\_UP',  
 Disinfection = 'DISINFECTION',  
 SlattedFloor = 'SLATTED',  
 OrganicFarm = 'ORGANIC',  
 OtherLivestockAtFarmBin = 'OTHER\_LIVESTOCK',  
 CompanionAnimalsBin = 'COMPANION',  
 IndoorHousing = 'INDOOR')  
  
# rename the column names  
column\_names <- colnames(MRSA\_schweineherden)  
for (col\_name in column\_names)  
 colnames(MRSA\_schweineherden)[column\_names == col\_name] <- new\_col\_names[[col\_name]]  
  
# replace old variable types for variable HERD\_SIZE  
levels(MRSA\_schweineherden$HERD\_SIZE)

## [1] "X..5000.pigs" "X0.499.pigs" "X1000.4999.pigs" "X500.999.pigs"

levels(MRSA\_schweineherden$HERD\_SIZE) <- c('huge', 'small', 'large', 'medium')  
  
# reorder factors  
MRSA\_schweineherden$HERD\_SIZE <- factor(MRSA\_schweineherden$HERD\_SIZE,   
 levels = c('small', 'medium',   
 'large', 'huge'),  
 ordered = TRUE)  
levels(MRSA\_schweineherden$HERD\_SIZE)

## [1] "small" "medium" "large" "huge"

levels(MRSA\_schweineherden$HERD\_TYPE)

## [1] "farrow.to.finisher" "grower.to.finisher" "weaner.to.finisher"

levels(MRSA\_schweineherden$HERD\_TYPE) <- c("farrow", "grower", "weaner")  
levels(MRSA\_schweineherden$HERD\_TYPE)

## [1] "farrow" "grower" "weaner"

# replace old variable types for variable SLATTED\_AT\_LEAST\_PARTIALLY  
levels(MRSA\_schweineherden$SLATTED)

## [1] "no..not.slatted." "yes..at.least.partially.slatted."

levels(MRSA\_schweineherden$SLATTED) <- c('no', 'yes')  
levels(MRSA\_schweineherden$SLATTED)

## [1] "no" "yes"

## Vorstellung des Datensatzes (EDA)

head(MRSA\_schweineherden)

## HERD\_MRSA HERD\_TYPE HERD\_SIZE AM\_DRUG PURCHASE INDOOR OTHER\_LIVESTOCK  
## 1 positive grower large yes yes yes no  
## 2 positive grower large yes yes yes yes  
## 3 negative grower medium no yes yes no  
## 4 positive farrow small no no yes no  
## 5 negative farrow medium no no yes no  
## 6 positive farrow medium no no yes no  
## COMPANION ALL\_IN\_or\_OUT CLEAN\_UP DISINFECTION SLATTED ORGANIC  
## 1 no yes yes yes yes no  
## 2 no yes yes yes yes no  
## 3 no no yes yes yes no  
## 4 yes no no no yes no  
## 5 yes no yes yes yes no  
## 6 yes yes yes yes yes no

Bestimmung der Anzahl der Datenpunkte, Anzahl Variablen und Verteilung der Response.

MRSA\_schweineherden$HERD\_MRSA %>% length -> number\_of\_datapoints  
MRSA\_schweineherden[1,-1] %>% length -> number\_of\_variables  
MRSA\_schweineherden$HERD\_MRSA %>% summary

## negative positive   
## 186 214

MRSA\_schweineherden$HERD\_MRSA %>% summary %>% pie(.,main = 'HERD MRSA')
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Datenpunkte=400, Variablen=12.
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Sind einige der Kategorien der Variablen zu dünn besetzt?

nearZeroVar(MRSA\_schweineherden, saveMetrics = TRUE)

## freqRatio percentUnique zeroVar nzv  
## HERD\_MRSA 1.150538 0.50 FALSE FALSE  
## HERD\_TYPE 2.252252 0.75 FALSE FALSE  
## HERD\_SIZE 1.247863 1.00 FALSE FALSE  
## AM\_DRUG 1.105263 0.50 FALSE FALSE  
## PURCHASE 2.603604 0.50 FALSE FALSE  
## INDOOR 20.052632 0.50 FALSE TRUE  
## OTHER\_LIVESTOCK 2.738318 0.50 FALSE FALSE  
## COMPANION 1.409639 0.50 FALSE FALSE  
## ALL\_IN\_or\_OUT 2.149606 0.50 FALSE FALSE  
## CLEAN\_UP 2.846154 0.50 FALSE FALSE  
## DISINFECTION 1.941176 0.50 FALSE FALSE  
## SLATTED 7.695652 0.50 FALSE FALSE  
## ORGANIC 16.391304 0.50 FALSE FALSE

Die Variable INDOOR besteht fast ausschließlich aus Herden, die indoor leben, fast keine die outdoor sind. Dadurch haben wir eine near-zero-variance (nzv) für diese Variable. Wir entfernen diese Variable daher.

MRSA\_schweineherden\_reduced <- MRSA\_schweineherden  
MRSA\_schweineherden\_reduced$INDOOR <- NULL

# Erstes Model

start\_time <- Sys.time()  
first\_model <- evtree(HERD\_MRSA ~ .,  
 data = MRSA\_schweineherden\_reduced,  
 control = evtree.control(niterations = 100000L,  
 ntrees = 5000L,  
 seed = -1L,  
 minbucket = 10L,  
 minsplit = 20L))  
print(Sys.time() - start\_time)

## Time difference of 3.46288 mins

print(first\_model)

##   
## Model formula:  
## HERD\_MRSA ~ HERD\_TYPE + HERD\_SIZE + AM\_DRUG + PURCHASE + OTHER\_LIVESTOCK +   
## COMPANION + ALL\_IN\_or\_OUT + CLEAN\_UP + DISINFECTION + SLATTED +   
## ORGANIC  
##   
## Fitted party:  
## [1] root  
## | [2] SLATTED in no: negative (n = 46, err = 19.6%)  
## | [3] SLATTED in yes  
## | | [4] HERD\_TYPE in farrow, grower  
## | | | [5] OTHER\_LIVESTOCK in yes  
## | | | | [6] HERD\_TYPE in farrow: negative (n = 20, err = 15.0%)  
## | | | | [7] HERD\_TYPE in grower, weaner  
## | | | | | [8] AM\_DRUG in yes: positive (n = 39, err = 33.3%)  
## | | | | | [9] AM\_DRUG in no: negative (n = 18, err = 27.8%)  
## | | | [10] OTHER\_LIVESTOCK in no  
## | | | | [11] HERD\_SIZE < medium: negative (n = 50, err = 30.0%)  
## | | | | [12] HERD\_SIZE >= medium: positive (n = 193, err = 31.1%)  
## | | [13] HERD\_TYPE in weaner: positive (n = 34, err = 32.4%)  
##   
## Number of inner nodes: 6  
## Number of terminal nodes: 7

confusionMatrix(data = predict(first\_model),   
 reference = MRSA\_schweineherden$HERD\_MRSA,  
 positive = "positive")

## Confusion Matrix and Statistics  
##   
## Reference  
## Prediction negative positive  
## negative 102 32  
## positive 84 182  
##   
## Accuracy : 0.71   
## 95% CI : (0.6628, 0.754)  
## No Information Rate : 0.535   
## P-Value [Acc > NIR] : 6.232e-13   
##   
## Kappa : 0.4063   
##   
## Mcnemar's Test P-Value : 2.188e-06   
##   
## Sensitivity : 0.8505   
## Specificity : 0.5484   
## Pos Pred Value : 0.6842   
## Neg Pred Value : 0.7612   
## Prevalence : 0.5350   
## Detection Rate : 0.4550   
## Detection Prevalence : 0.6650   
## Balanced Accuracy : 0.6994   
##   
## 'Positive' Class : positive   
##

plot(first\_model)

![](data:image/png;base64,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)

# Kreuzvalidierung

Die Kreuzvalideriung ist sehr rechen- und damit zeitaufwendig. Daher parallelisieren wir mit dem Paekt *parallel*. Im ersten chunk sind die Vorbereitungen zur Paralleliserung.

library(parallel)  
number\_of\_threads <- detectCores() # use all cores available  
# make a cluster of 6 cores for parSapply  
cl <- makeCluster(number\_of\_threads)  
clusterEvalQ(cl = cl, library(evtree)) # load library into cluster

## [[1]]  
## [1] "evtree" "partykit" "mvtnorm" "libcoin" "grid" "stats"   
## [7] "graphics" "grDevices" "utils" "datasets" "methods" "base"   
##   
## [[2]]  
## [1] "evtree" "partykit" "mvtnorm" "libcoin" "grid" "stats"   
## [7] "graphics" "grDevices" "utils" "datasets" "methods" "base"   
##   
## [[3]]  
## [1] "evtree" "partykit" "mvtnorm" "libcoin" "grid" "stats"   
## [7] "graphics" "grDevices" "utils" "datasets" "methods" "base"   
##   
## [[4]]  
## [1] "evtree" "partykit" "mvtnorm" "libcoin" "grid" "stats"   
## [7] "graphics" "grDevices" "utils" "datasets" "methods" "base"   
##   
## [[5]]  
## [1] "evtree" "partykit" "mvtnorm" "libcoin" "grid" "stats"   
## [7] "graphics" "grDevices" "utils" "datasets" "methods" "base"   
##   
## [[6]]  
## [1] "evtree" "partykit" "mvtnorm" "libcoin" "grid" "stats"   
## [7] "graphics" "grDevices" "utils" "datasets" "methods" "base"

Der Trainingsindex wird erstellt. Damit werden die Trainings- und Testdaten erzeugt. Hier wird eine 10-fache Kreuzvalidierung verwendet, ohne Wiederholung, um den Rechenaufwand gering zu halten.

train\_index <- createMultiFolds(MRSA\_schweineherden\_reduced$HERD\_MRSA,  
 k = 10,  
 times = 5)

Die eigentlich Kreuzvalidierung. Zur Parallelisierung wird die paralleliserte Version von *lapply* verwendet. Da *parLapply* eine Liste zurück gibt, aber ein Vektor gebraucht wird, wird *pred\_class* in einen Vektor umgewandelt.

start\_time <- Sys.time()  
pred\_class <- parLapply(cl = cl,  
 train\_index,  
 function(training\_rows, data\_set)  
 {  
 df\_train <- data\_set[ training\_rows,]  
 df\_test <- data\_set[-training\_rows,]  
 trained\_model <- evtree(HERD\_MRSA ~ .,  
 data = df\_train,  
 control = evtree.control(niterations = 100000L,  
 ntrees = 5000L,  
 seed = -1L,  
 minbucket = 10L,  
 minsplit = 20L))  
 predict(trained\_model,  
 new = df\_test)  
 }, data\_set = MRSA\_schweineherden\_reduced)  
pred\_class <- unlist(pred\_class)  
actual\_class <- unlist(lapply(train\_index,   
 function(x)   
 MRSA\_schweineherden\_reduced$HERD\_MRSA[-x]))  
print(Sys.time() - start\_time)

## Time difference of 30.70607 mins

Die Konfusionsmatrix und weitere Statisken werden erzeugt.

confusionMatrix(data = pred\_class,  
 reference = actual\_class,   
 positive = "positive")

## Confusion Matrix and Statistics  
##   
## Reference  
## Prediction negative positive  
## negative 459 206  
## positive 471 864  
##   
## Accuracy : 0.6615   
## 95% CI : (0.6403, 0.6822)  
## No Information Rate : 0.535   
## P-Value [Acc > NIR] : < 2.2e-16   
##   
## Kappa : 0.3067   
##   
## Mcnemar's Test P-Value : < 2.2e-16   
##   
## Sensitivity : 0.8075   
## Specificity : 0.4935   
## Pos Pred Value : 0.6472   
## Neg Pred Value : 0.6902   
## Prevalence : 0.5350   
## Detection Rate : 0.4320   
## Detection Prevalence : 0.6675   
## Balanced Accuracy : 0.6505   
##   
## 'Positive' Class : positive   
##

stopCluster(cl)