# 第0章 数据结构导论

## 0.1 数据结构学习指导

### 0.1.1 课程地位

《数据结构》是计算机科学与技术专业本科生的专业基础课程之一。用计算机解决任何实际问题都离不开数据表示和数据处理，而数据表示和处理的核心问题之一是数据结构及其实现——这正是数据结构课程的基本内容。从这个意义上来说，数据结构课程在知识学习和技能培养两个方面都处于关键性地位，是理论和实践要求都相当高的课程。本课程不仅为操作系统、数据库系统、编译方法、计算机网络等后续课程提供了必要的知识基础，而且也为计算机及其专业人员提供了必要的技能训练。

在对清华大学计算机系历届毕业生和部分研究生追踪调查显示，几乎所有的同学都认为《数据结构》是他们在学校里学过的最有用的课程之一，也是国内外许多软件开发机构要求考核的基本课程之一。由此可见《数据结构》这门课程的重要性。

### 0.1.2 课程要求

根据课程的教学大纲要求，《数据结构》主要讨论在软件开发中如何进行数据结构和算法的设计。因此，用抽象数据类型以及面向对象的方法组织、存储各种类型的数据是本课程的重点，也是学生需要掌握的重点。面向对象方法以及结构化技术都是建立高质量软件的技术，通过《数据结构》课程的学习和实践，可以加深对这些先进软件开发方法的理解和体会。因此，《数据结构》课程的任务是按照软件工程思想，介绍用面向过程和面向对象方法进行数据设计和程序设计的基本思想，在必要的课程实践中逐步熟练掌握。

通过本课程的学习，应达到知识和技能两方面的目标：

**1**、知识方面：从数据结构的类定义和对象的使用，以及存储表示和操作的实现两个层次，系统地学习和掌握常用的基本数据结构（包括数组、顺序表、多项式、字符串、链表、栈与队列、优先级队列、广义表、树与森林、二叉树、堆、集合、图、搜索结构、索引结构、散列结构等）及其不同的实现，了解并掌握分析、比较和选择不同数据结构、不同存储结构、不同算法的原则和方法，为后续课程的学习打好基础。

**2**、技能方面：系统地学习和掌握对象类的设计方法和面向对象的程序设计风格，在不同的存储结构上实现的算法的设计思想，从中体会和掌握选择结构的方法和算法设计的思考方式及技巧，提高分析问题和解决问题的能力。

### 0.1.3 课程学习指导

学生在初学时往往感到《数据结构》课程内容多、面授容易接受，但自学难度大，特别是在编写小程序时常常无从着手。为以有限的时间和精力学好这门课程。应当注意以下几点，有助于改善自学效果。

1、注意先修课程的知识准备

在学习本课程之初，必须注意复习在用C / C++ 程序设计语言编写小程序时的语法规则和方法。为本课程的学习打下基础

C语言与Pascal语言一样，是一种面向过程的语言。C程序结构的特点是遵循“输入-处理-输出”的模式来解决问题。C++ 保留了C的面向过程编程的成分，但由于引入了面向对象的成分，在数据组织方面很自然地实现了抽象数据类型的思想，并利用模板机制实现了软件复用。所以在复习C / C++ 语言时，要注意：

(1) 函数的概念和相关问题。包括函数类型，函数特征，函数名重载，函数参数的传递。特别注意传值参数和引用参数在使用上的区别。还有函数的返回值的4种类型之间的区别。

(2) 函数中局部变量的作用域，它的创建和回收的有效范围。特别注意在函数中对局部变量的任何改变，因在退出函数过程时局部变量被释放而不能当作函数返回值返回。

(3) 类和对象的定义方式。特别注意为保证信息隐蔽，对类中的所有数据成员和成员函数将规定其存取级别：public, private和protected。放在public域中表示对于其他程序都是可用的；放在private域中表示对于其他程序是不可用的，对于其派生类也是不可用的；放在protected域中表示对于其他程序是不可用的，对于其派生类是可用的。

(4) 在C++ 中的动态存储分配和动态存储回收方式。

(5) 类的实例对象的建立和回收方式，构造函数和析构函数的使用，对象数据成员初始化的方式等。特别注意成员函数的作用域。

(6) 在C/C++ 中的输入/输出流文件的定义和使用。特别注意文件的连接、ifstream和ofstream类，以及文件的打开与关闭、文件模式的作用。

(7) 友元类和友元函数的定义和使用。

(8) 模板类的定义和模板类的使用。

2、在学习《数据结构》时，要注意知识体系

数据结构课程中的知识本身具有良好的结构性。从总体上来说，课程的主要内容是围绕着数组、线性表、顺序表、链表、栈、队列、优先级队列、广义表、树与二叉树、图、集合与搜索结构、索引与散列结构等常用的数据结构和递归、排序等常用算法来组织的。其中有些结构是面向应用的，有些结构是面向实现的。在课文中要注意这两个层次以及它们之间的联系。

为了完全了解数据结构的机制以及为便于数据结构的复用，课文中对每一个结构都做了较为完整的介绍，学习者最好将课文中介绍的每一结构都能以“模板类”和“模板类的成员函数的实现”的形式存于“.h”文件中，并在后续的算法或类的实现中直接复用它们。

3、注意比较

在学习中应当注意从“横向”和“纵向”进行对比以加深理解。纵向对比将一种结构与它的各种不同的实现加以比较，从继承的角度或从聚合的角度建立类的实例之间的联系；横向对比包括具有相同逻辑结构的不同数据结构（如线性表、栈、队列、优先级队列和串）的比较，具有相同功能的不同算法的比较等，了解类的层次结构和利用包的概念将不同语义的类关联起来，从而加深对抽象类和虚函数的使用。

4、注意复习和反复阅读

有些内容在初读时难以透彻理解或熟练掌握，或者看起来似乎明白了，但用的时候容易犯晕。在继续学习的过程中如遇到或用到有关内容时，应当及时复习或重读，这往往能够化难为易，温故知新。

5、充分利用考核说明及有关学习的难点和重点的说明

在进入每一章学习之前或在每一章学习之后，仔细阅读考核说明和各章学习的难点和重点，有助于集中思路和自我检查。每一章自我检查的效果不理想时，千万不要将就，更不要急于向后读，应回过头来把握住要求，有计划地重读课本，重看学习导引，重做习题，直到本章内容掌握为止。

6、注意循序渐进

在进入具体内容（如类的定义和类的成员函数的实现）之前，首先领会基本概念、基本思想，这一点极为重要。特别是在阅读算法之前，一定要先弄清其基本思想、基本步骤，这将大大降低理解算法的难度。如果读“懂”了算法而不知其基本思想，仍不算是真懂。可以通过事例学习以加深理解。

7、注意练习

习题练习是课程的基本要求之一。只看书不做题，不可能真正学会有关知识，更不能达到技能培养的目的。另一方面，做题也是自我检查的重要手段。此外，在做算法设计型的习题时，应优先考虑数据结构的定义，可以直接使用以前定义的类和相应的操作（成员函数），综合已学过的知识，以提高编程的能力。为此，可以逐渐积累学过的数据结构的实现，以模板类的方式标准化，以方便在后续学习中复用它们。面向对象软件工程告诉我们，这样做所获得的回报是相当丰厚的，但不要指望立即获得回报。

8、算法思路的理解

算法及其思想、评价是本课程的重点之一，在课文中占了相当大的比例。在学习每一个算法时，建议首先理解问题的要求，在此基础上利用一个事例来模拟问题的求解，自己试着构思一下解题的思路，能够写出来更好。然后再阅读算法，在读懂之后，不要急于往下进行，而应停下来思考下列问题：该算法从逻辑上可以划分为哪几个部分（步骤）？每一部分的功能是什么？这一功能又是如何实现的？能否有别的方法实现？各部分之间的关系如何？如果问题的要求有所不同，应当如何修改算法？

将思考的结果记载下来，在复习时会有很大帮助。另外，这样的分析也是灵活运用所学知识的关键。

9、努力培养算法设计的能力

在课程学习中最令学习者感到吃力的是设计和编写算法。算法设计水平是软件设计的基础。要提高算法的设计水平，首先需要掌握问题要求的基本内容，通过反复体会和练习来实现。通常需要根据具体问题的要求，选择合适的数据结构，设计有效的算法。有条件的学生应当在机器上多做练习。

10、及时总结

在学习完每一章、节后，要及时地进行总结，用简短的文字记录这部分的内容，尽可能用自己的话复述一遍。在本课程全部学完后应对本课程进行全面系统的复习和总结，认真做模拟试卷。在进行总复习时，可通过对比各种数据结构的异同和他们之间的相互关系，加深对各种数据结构的理解。

在复习时，可以按所记录的要点反向地进行，即依据要点找出其具体内容。按这样的方法进行，也许还能够节省时间，提高学习效果。

最后应当强调的是，学习方法主要靠自己摸索，多总结，多思考，勤上机，勤交流，是把数据结构这门课程真正学好的关键。

## 0.2 考试指导

数据结构考试可能的题型有以下5种：

⮚ 单选题：给出一些有关数据结构性质、特点及一些简单算法性能的不完全叙述，要求学生从题后给出的供选择的答案中选择合适的答案，补足这些叙述。

⮚ 填空题：给出程序说明及一段部分语句缺失的程序，让学生补充成为完整的程序。

⮚ 简答题：应用作图方法或简单计算，使用给定数据建立或操作一些数据结构。

⮚ 判断题：给出一些有关数据结构或算法的叙述，要求学生回答这些叙述正确与否。

⮚ 综合算法题：给出算法设计要求，编制出部分算法程序，用来考察几个知识点的综合应用。

下面根据各种题型举例分析，说明解题方法及考试时的注意事项。

### 0.2.1单选题

从供选择的答案中选出正确的答案，将其编号填入下列叙述中的( )内。

(1) 向一个有127个元素的顺序表中插入一个新元素并保持原来顺序不变，平均要移动（ A ）个元素。

(2) 设有一个二维数组A[m][ n]，假设A[0][0] 存放位置在644(10)，A[2][2]存放位置在676(10)，每个元素占一个空间，则A[4][5] 在（ B ）位置，(10)表明用10进数表示。

(3) 一个有序顺序表有255个对象，采用顺序搜索法查表, 平均搜索长度为（ C ）。

(4) 含5个结点（元素值均不相同）的二叉搜索树有（ D ）种。

(5) 在分析折半搜索的性能时常加入失败结点，即外结点，从而形成扩充的二叉树。若设失败结点i所在层次为li，那么搜索失败到达失败结点时所做的数据比较次数是（ E ）。

(6) 设有一个含200个表项的散列表，用线性探查法解决冲突，按关键码查询时找到一个表项的平均探查次数不超过1.5，则散列表项应能够至少容纳（ F ）个表项。（设搜索成功的平均搜索长度为 Snl＝{ 1 + 1 / (1 -α) } / 2, 其中α为装填因子）

(7) n个顶点的连通图至少有（ G ）条边。

(8) 一个二叉树按顺序方式存储在一个一维数组中, 如图

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 0 | 1 | 2 | 3 | 4 | 5 | 6 | 7 | 8 | 9 | 10 | 11 | 12 | 13 | 14 |
| A | B | C | D |  | E | F |  | G |  |  | H |  | I | J |

则结点E在二叉树的第（ H ）层。

供选择的答案

A **:** ① 8 ② 63.5 ③ 63 ④ 7

B **:** ① 692(10) ② 626(10) ③ 709(10) ④ 724(10)

C **:** ① 128 ② 127 ③ 126 ④ 255

D **:** ① 54 ② 42 ③ 36 ④ 65

F **:** ① li +1 ② li +2 ③ li - 1 ④ li

G **:** ① 400 ② 526 ③ 624 ④ 676

I **:** ① n-1 ② n ③ n+1 ④ 0

J **:** ① 1 ② 2 ③ 3 ④ 4

【解答】A **:** ② B **:** ③ C **:** ① D **:** ② E **:** ④ F **:** ① G **:** ① H **:** ②

【分析】此类题主要是考核学生对基本知识的掌握程度，涉及范围较广。所有各章内容都可能牵涉到。主要考察对各种数据结构的定义、特点、性质（包括公式计算）、主要操作的性能分析（包括算法中多趟执行时每一趟的通项公式），因此要求复习时必须仔细看书。不提倡死记硬背，但要学会推导。

### 0.2.2 判断题

[判断下列各个叙述的正误。对，在题号前的括号内填入"√"；错，在题号前的括号内填入"×" ]

( ) (1) 有n个结点的不同的二叉树有n！棵。

( ) (2) 直接选择排序是一种不稳定的排序方法。

( ) (3) 在2048个互不相同的关键码中选择最小的5个关键码，用堆排序比用锦标赛排序更快。

( ) (4) 当3阶B\_树中有255个关键码时，其最大高度（包括失败结点层）不超过8。

( ) (5) 一棵3阶B\_树是平衡的3路搜索树，反之，一棵平衡的3路搜索树是3阶B\_树。

( ) (6) 在用散列表存储关键码集合时，可以用双散列法寻找下一个空桶。在设计再散列函数时，要求计算出的值与表的大小m互质。

( ) (7) 在只有度为0和度为k的结点的k叉树中，设度为0的结点有n0个，度为k的结点有nk个，则有 n0 = nk + 1。

( ) (8) 折半搜索只适用于有序表，包括有序的顺序表和有序的链表。

【解答】(1) × (2) √ (3) × (4) √ (5) × (6) √ (7) × (8) ×

【分析】此类题要求对课文各章中许多细节比较清楚。事实上，数据结构课程中讲到的许多数据结构的细节是最基础的知识，将这些内容理解透彻了，以后学生在自主开发软件时将会得到回报的。在解答此类题时，不要立即提笔就答，应当把题看完，分析前后叙述是否矛盾，是否叙述中有漏洞，必要时，还需要做一下简单的推导。

### 0.2.3 阅读理解题

说明下列递归过程的功能。

**int** unknown ( BinTreeNode \* t ) **{**

//指针t是二叉树的根指针。

**if** ( t *==* NULL ) **return** 0**;**

**else**

**if** ( t->leftChild *==* NULL **&&** t->rightChild *==* NULL ) **return** 1**;**

**else return** unknown ( t->leftChild ) + unknown ( t->rightChild )**;**

**}**

【解答】计算二叉树的叶结点的个数。

【分析】此类题是递归算法问题，一般要求读懂它即可。但要理解它首先需要掌握递归算法的结构，以及相应问题的背景。有时需要以一个简单的例子来帮助理解。

### 0.2.4 简答题

1、如下所示的连通图，请画出

(1) 以顶点①为根的深度优先生成树；

(2) 如果有关节点，请找出所有的关节点。
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【解答】

(1) 该连通图从①出发做深度优先搜索，得到的深度优先生成树为：

![](data:image/png;base64,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) 结果不唯一

(2) 关节点为 ①、②、③、⑦、⑧

【分析】这是有关重连通图的问题。深度优先搜索是一个需要重点掌握的方法，包括实例分析和算法。它是一个带回溯的探索问题，需要用递归算法求解。另外，关节点的判断准则有两个：其一为根至少有两个或两个以上的子女；其二为除根和叶结点外，其他结点的子女或子孙有指向该结点祖先的“回边”。掌握了这些概念，此问题就迎刃而解了。还需要了解：重连通图中任意两个顶点之间至少有两条路径相通，这有助于将非重连通图改为重连通图。

2、设有13个初始归并段，其长度分别为28，16，37，42，5，9，13，14，20，17，30，12，18。试画出4路归并时的最佳归并树，并计算它的带权路径长度WPL。

【解答】因为 (13 - 1) % (4 - 1) = 12 % 3 = 0，所以不需要添加空段。最佳归并树为

![](data:image/png;base64,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)

WPL = ( 5 + 9 + 13 + 12 + 16 + 14 + 17 + 18 + 28 + 37 + 20 + 30 ) \* 2 + 42 = 4

【分析】这是外排序中求最佳归并树问题，它是只有度为0和度为k的正则k叉树，满足条件n0 = (k-1)nk + 1，其中，n0是度为0的结点个数，nk是度为k的结点个数，k是归并路数。最佳归并树的构造仿照霍夫曼树，长度小的初始归并段离根远，长度大的初始归并段离根近。需要注意的是：当(n0-1) % (k-1) = m ≠ 0时，需要补充k-m-1个空的初始归并段，才能构成正则k叉树。

3、设散列表为HT[0..12]，即表的大小为m = 13。采用双散列法解决冲突。散列函数和再散列函数分别为：

H0( key ) = key % 13**;** 注：%是求余数运算

Hi = ( Hi-1 + REV ( key + 1) % 11 + 1) %13**;** i = 1, 2, 3, …, m-1

其中，函数REV(x)表示颠倒10进制数x的各位，如REV(37) = 73，REV(7) = 7等。若插入的关键码序列为2, 8, 31, 20, 19, 18, 53, 27。试画出插入这8个关键码后的散列表。

【解答】散列表 HT[0..12]，散列函数与再散列函数为

H0( key ) = key %13**；**

Hi = ( Hi-1 + REV ( key + 1 ) % 11 + 1 ) % 13**;**

插入关键码序列为 **{** 2, 8, 31, 20, 19, 18, 53, 27 **}**

H0( 2 ) = 2, 比较次数为1 H0( 8 ) = 8, 比较次数为1

H0( 31 ) = 5, 比较次数为1 H0( 20 ) = 7, 比较次数为1

H0( 19 ) = 6, 比较次数为1

H0( 18 ) = 5, 冲突，H1 = 9，比较次数为2

H0( 53 ) = 1，比较次数为1

H0( 27 ) = 1，冲突，H1 = 7，冲突，H2 = 0，比较次数为3

插入8个关键码后的散列表

|  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 0 | 1 | 2 | 3 | 4 | 5 | 6 | 7 | 8 | 9 | 10 | 11 | 12 |
| 27 | 53 | 2 |  |  | 31 | 19 | 20 | 8 | 18 |  |  |  |

【分析】散列表长度和再散列函数的选取是关键。由于要求再散列函数计算出来的结果，即发生冲突时向后跨多大距离找下一个“空位”，必须与表的长度互质。因此为简化问题求解的难度，一般设表的长度为质数，本题设为13。其次，再散列函数是待散列对象的关键码的函数，计算结果的取值范围在1 ~ n-1之间，其中n是表的长度。因此选取REV ( key + 1 ) % 11 + 1，其取值范围在1 ~ 11之间，除1退化为线性探查外，其他都与13互质。需要注意的是，双散列法对表长度的要求不如二次探查法严格，那里要求表的长度一定是满足4j+3的质数且表的装载因子不超过0.5。此题容易出错的地方是应用再散列函数处理冲突时发生简单计算错误，一处出错，会影响后面一连串出错，一定要仔细。

### 0.2.5 综合算法题

有一种简单的排序算法，叫做计数排序（count Sorting）。这种排序算法对一个待排序的表（用数组表示）进行排序，并将排序结果存放到另一个新的表中。必须注意的是，表中所有待排序的关键码互不相同。计数排序算法针对表中的每个记录，扫描待排序的表一趟，统计表中有多少个记录的关键码比该记录的关键码小。假设针对某一个记录，统计出的计数值为*c*，那么，这个记录在新的有序表中的合适的存放位置即为*c*。

(1) 给出适用于计数排序的数据表定义；

(2) 使用C++ 语言编写实现计数排序的算法；

(3) 对于有*n*个记录的表，关键码比较次数是多少？

【解答】

(1) 数据表定义

**const int** DefaultSize = 100**;**

**template <class Type> class** datalist //数据表的前视声明

**template <class Type> class** Element **{** //数据表元素类的定义

**private:**

**Type** key**;** //关键码

**field** otherdata**;** //其它数据成员

**public:**

**Type** getKey ( ) **{ return** key**; }** //取当前结点的关键码

**void** setKey ( **const Type** x ) **{** key = x**; }** //将结点的关键码修改为x

**}**

**template <class Type> class** datalist **{**

//用顺序表来存储待排序的元素，这些元素的类型是**Type**

**public:**

datalist ( **int** MaxSz = DefaultSize ) **:** MaxSize ( Maxsz ), CurrentSize (0)

**{** Vector = **new** Element <**Type**> [MaxSz]**; }**

**private:**

Element <**Type**> \* Vector**;** //存储待排序元素的向量

**int** MaxSize, CurrentSize**;** //最大元素个数与当前元素个数

**}**

(2) 计数排序的算法

【方案1】

**template <class Type>**

**void** countsort ( datalist**<Type>&** initList, datalist**<Type>&** resultList ) **{**

**int** i, j, c**;**  **Type** refer**;**

**for** ( i = 0**;** i < initList.CurrentSize**;** i++ ) **{**

c = 0**;**

refer = initList.Vector[i].getKey ( )**;**

**for** (j = 0**;** j < initList.CurrentSize**;** j++ )

**if** (initList.Vector[j].getKey ( ) < refer ) c++**;**

resultList.Vector[c] = initList.Vector[i]

**}**

resultList.CurrentSize = initList.CurrentSize**;**

**}**

【解答2】

**template <class Type>**

**void** countsort ( datalist**<Type> &** initList, datalist**<Type> &** resultList ) **{**

**int** \*c **= new int**[initList.CurrentSize]**;**

**for** ( **int** i = 0**;** i < initList.CurrentSize**;** i++ ) c[i] = 0**;**

**for** ( i = 0**;** i < initList.CurrentSize-1**;** i++ )

**for** ( **int** j = i+1**;** j < initList.CurrentSize**;** j++ )

**if** (initList.Vector[j].getKey ( ) < initList.Vector[i].getKey ( )) c[i]++**;**

**else** c[j]++**;**

**for** ( i = 0**;** i < initList.CurrentSize**;** i++ )

resultList.Vector[ c[i] ] = initList.Vector[i]**;**

resultList.CurrentSize = initList.CurrentSize**;**

**}**

(3) 对于n个记录的表，解答1中关键码比较次数为n2，解答2中关键码比较次数为n(n-1)/2。

【分析】编写算法的题可能是学生比较棘手的问题，特别是在考试这样一个氛围，时间又短促，想编出一个好算法不太容易。一个建议是首先仔细阅读试题，了解它到底要你干什么。然后用一个简单的例子走一下，总结每一步向下走用什么语句，再做归纳。也可以按照结构化程序设计的方法，先搭框架，再根据例子填入细节。总之，要想又快又好地编写出算法，还要靠平时的基本训练，多做题，自主做题，各种题型都见过了，考试时自然文思泉涌，笔下就流畅了。

### 0.2.6 填空题

下面给出的是一个在二叉树中查找值为x的结点，并打印该结点所有祖先结点的算法。在此算法中，假设值为x的结点不多于一个。此算法采用后序的非递归遍历形式。因退栈时需要区分其左、右子树是否已经遍历，故在结点进栈时附带有一个标志，＝0，进入左子树，＝1，进入右子树。用栈*ST*保存结点指针*ptr*及其标志*tag*。*top*是栈顶指针。

**void** print ( BinTreeNode \* t**;** **Type &**x ) **{**

stack ST**;**  **int** i, top**;**

top = 0**;** //置空栈

**while** ( t != NULL **&&** t->data != x **||** top != 0 ) **{**

**while** ( t != NULL **&&** t->data != x ) **{** //寻找值为x的结点

|  |  |
| --- | --- |
| ① | **;** |

ST [top].ptr = t**;** //进栈

ST [top].tag = 0**;**

|  |  |
| --- | --- |
| ② | **;** |

**}**

**if** ( t != NULL **&&** t->data *==* x ) //找到值为x的结点

|  |  |  |
| --- | --- | --- |
| **for** ( i = 1**;** | ③ | **;** i++ ) |

**cout <<** ST[i].ptr->data << **endl;**

**else {**

**while** ( top > 0 **&&** ST [top].tag *==* 1 ) //未找到值为x的结点

top*--***;**

**if** ( top > 0 ) **{**

ST [top].tag = 1**;** //转向右子树

|  |  |
| --- | --- |
| ④ | **;** |

**}**

**}**

**}**

**}** /\*print\*/
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(1) 请将缺失的语句补上 （8分）

①

②

③

④

(2) 请给出对于右图所示的二叉树，使用上述算法搜索值为9的结点和值为10的结点的结果，以及在栈ST中的变化。（top是栈顶指针）

【解答】

(1) 请将缺失的语句补上

① top++

② t = t->leftChild

③ i <= top

④ t = ST[top].ptr->rightChild
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(2) 搜索值为9的结点

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
|  |  |  |  |  |  |
|  |  |  | → | ⑦ | 0 |
| → | ④ | 0 |  | ④ | 1 |
|  | ② | 0 |  | ② | 0 |
|  | ① | 0 |  | ① | 0 |

ptr tag ptr tag

搜索值为10的结点

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
|  |  |  | → |  | 0 | → |  | 1 |  |  |  |  |  |  |  |  |  |
|  |  |  |  | ⑦ | 0 |  | ⑦ | 0 | → | ⑦ | 1 |  |  |  |  |  |  |
| → | ④ | 0 |  | ④ | 1 |  | ④ | 1 |  | ④ | 1 |  |  |  | → | ⑤ | 0 |
|  | ② | 0 |  | ② | 0 |  | ② | 0 |  | ② | 0 | → | ② | 1 |  | ③ | 0 |
|  | ① | 0 |  | ① | 0 |  | ① | 0 |  | ① | 0 |  | ① | 0 |  | ① | 1 |

ptr tag ptr tag ptr tag ptr tag ptr tag ptr tag

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| → | ⑧ | 0 | → | ⑧ | 1 |  |  |  |  |  |  |  |  |  |
|  | ⑤ | 1 |  | ⑤ | 1 | → | ⑥ | 0 | → | ⑥ | 1 |  |  |  |
|  | ③ | 0 |  | ③ | 0 |  | ③ | 1 |  | ③ | 1 |  |  |  |
|  | ① | 1 |  | ① | 1 |  | ① | 1 |  | ① | 1 |  |  |  |

ptr tag ptr tag ptr tag ptr tag ptr tag

【分析】人们常说，读别人的程序不如自己重编。此话有一定道理。各人的思路不同，编程语言的运用和编程技巧的水平不同，编程风格不同，即使是几个人编写同一个功能的程序，可能面貌相差极大，读别人的程序自然困难很大。但现实是将来做技术支持必须读别人的程序。所以，必须有这方面的基本训练和要求。一个建议是：通过试题叙述阅读以了解思路，通过实例分析以了解程序结构，再通过实例跟踪以检验填空后的程序，从而得到最终的解答。

### 0.3 小结

数据结构课程是计算机专业的基础课程，是一门知识性、实践性都很强的课程。数据结构及算法编写与分析都是不容易的。学好它需要付出极大的劳动，在平时勤学多练。如果有碰运气或取巧的想法，十有八九通不过考试。有一次在中央电大直播课堂进行期末答疑，一位学员不问问题，在网上传来一句话：“救救我吧，我已经考了两次没通过了。”对此，只能为他遗憾。希望他能重新来过，把基础打扎实，考试才能顺利过关。就怕平时不看书，不做作业或抄别人的作业，到考试时照样不会，自然一次次通不过了。最后，祝愿同学们通过自己的勤奋努力，取得优良的成绩。