# 第10章 索引与散列

**一、复习要点**

索引结构和散列结构是用于外部搜索的搜索结构。数据在外存的组织即文件结构，主要分顺序、直接存取（散列）和索引文件。在这些文件组织中使用的主要是索引和散列方法。

**1、**基本知识点

要求掌握静态索引结构，包括线性索引、倒排索引、静态索引树的搜索和构造方法。掌握动态索引结构，包括**B**树的搜索、插入、删除，通过关键码个数估算**B**树的高度的方法；**B+**树的搜索、插入与删除。掌握散列法，包括散列函数的构造、处理溢出的闭散列方法；处理溢出的开散列方法；散列表分析。

**二、难点与重点**

1、线性索引

⮚ 密集索引、稀疏索引、索引表计算

⮚ 基于属性查找建立倒排索引、单元式倒排表

2、动态搜索树

⮚ 平衡的m路搜索树的定义、搜索算法

⮚ B树的定义、B树与平衡的m路搜索树的关系

* B树的插入(包括结点分裂)、删除(包括结点调整与合并)方法

⮚ B树中结点个数与高度的关系

⮚ B+树的定义、搜索、插入与删除的方法

3、散列表

* 散列函数的比较
* 装载因子 α 与平均搜索长度的关系，平均搜索长度的关系
* 表长m、表中已有数据对象个数n和装载因子的关系
* 解决冲突的(闭散列)线性探查法的运用，平均探查次数的计算
* 线性探查法的删除问题、散列表类的设计中必须为各地址设置三个状态
* 线性探查法中的堆积聚集问题
* 解决冲突的(闭散列)双散列法的运用，平均探查次数计算
* 双散列法中再散列函数的设计要求与表长m互质，为此m设计为质数较宜
* 解决冲突的(闭散列)二次散列法的运用，平均探查次数计算
* 注意：二次散列法中装载因子α与表长m的设置
* 解决冲突的(开散列)开散列法的运用，平均探查次数计算
* 由平均探查次数计算装载因子α，再计算表大小的方法

**三、教材中习题的解析**

10-1 什么是静态索引结构？什么是动态索引结构？它们各有哪些优缺点？

【解答】

静态索引结构指这种索引结构在初始创建，数据装入时就已经定型，而且在整个系统运行期间，树的结构不发生变化，只是数据在更新。动态索引结构是指在整个系统运行期间，树的结构随数据的增删及时调整，以保持最佳的搜索效率。静态索引结构的优点是结构定型，建立方法简单，存取方便；缺点是不利于更新，插入或删除时效率低。动态索引结构的优点是在插入或删除时能够自动调整索引树结构，以保持最佳的搜索效率；缺点是实现算法复杂。

10-2 设有10000个记录对象, 通过分块划分为若干子表并建立索引, 那么为了提高搜索效率, 每一个子表的大小应设计为多大?

【解答】

每个子表的大小 s = ⎡n⎤ = ⎡10000⎤ = 100 个记录对象。

10-3如果一个磁盘页块大小为1024 (=1K) 字节，存储的每个记录对象需要占用16字节，其中关键码占4字节，其它数据占12字节。所有记录均已按关键码有序地存储在磁盘文件中，每个页块的第1个记录用于存放线性索引。另外在内存中开辟了256K字节的空间可用于存放线性索引。试问：

(1) 若将线性索引常驻内存，文件中最多可以存放多少个记录？(每个索引项8字节，其中关键码4字节，地址4字节)

(2) 如果使用二级索引，第二级索引占用1024字节（有128个索引项），这时文件中最多可以存放多少个记录？

【解答】

(1) 因为一个磁盘页块大小为1024字节，每个记录对象需要占用16字节，则每个页块可存放1024 / 16 = 64个记录，除第一个记录存储线性索引外，每个页块可存储63个记录对象。又因为在磁盘文件中所有记录对象按关键码有序存储，所以线性索引可以是稀疏索引，每一个索引项存放一个页块的最大关键码及该页块的地址。若线性索引常驻内存，那么它最多可存放256 \* (1024 / 8 ) = 256 \* 128 = 32768个索引项，文件中可存放 32768 \* 63 = 2064384个记录对象。

(2) 由于第二级索引占用1024个字节，内存中还剩255K 字节用于第一级索引。第一级索引有255 \* 128 = 32640个索引项，作为稀疏索引，每个索引项索引一个页块，则索引文件中可存放32640 \* 63 = 2056320。

|  |  |
| --- | --- |
| 397 | Hello World! |
| 82 | XYZ |
| 1038 | This string is rather long |
| 1037 | This is Shorter |
| 42 | ABC |
| 2222 | Hello new World! |

10-4 假设在数据库文件中的每一个记录是由占2个字节的整型数关键码和一个变长的数据字段组成。数据字段都是字符串。为了存放右面的那些记录，应如何组织线性索引？

【解答】

将所有字符串依加入的先后次序存放于一个连续的存储空间store中，这个空间也叫做“堆”，它是存放所有字符串的顺序文件。它有一个指针free，指示在堆store中当前可存放数据的开始地址。初始时free置为0，表示可从文件的0号位置开始存放。线性索引中每个索引项给出记录关键码，字符串在store中的起始地址和字符串的长度：

索引表ID 堆store

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| 关键码 | 串长度 | 串起始地址 | 0 | Hello World! XYZ This string is rather long This |
| 42 | 3 | 56 |  |  |
| 82 | 3 | 12 |  | is Shorter ABC Hello new World! |
| 397  free | 12 | 0 |  |  |
| 1037 | 15 | 41 |  |  |
| 1038 | 26 | 15 |  |  |
| 2222 | 16 | 59 |  |  |

10-5 设有一个职工文件：

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| 记录地址 | 职工号 | 姓 名 | 性别 | 职 业 | 年龄 | 籍贯 | 月工资(元) |
| 10032 | 034 | 刘激扬 | 男 | 教 师 | 29 | 山东 | 720.00 |
| 10068 | 064 | 蔡晓莉 | 女 | 教 师 | 32 | 辽宁 | 1200.00 |
| 10104 | 073 | 朱 力 | 男 | 实验员 | 26 | 广东 | 480.00 |
| 10140 | 081 | 洪 伟 | 男 | 教 师 | 36 | 北京 | 1400.00 |
| 10176 | 092 | 卢声凯 | 男 | 教 师 | 28 | 湖北 | 720.00 |
| 10212 | 123 | 林德康 | 男 | 行政秘书 | 33 | 江西 | 480.00 |
| 10248 | 140 | 熊南燕 | 女 | 教 师 | 27 | 上海 | 780.00 |
| 10284 | 175 | 吕 颖 | 女 | 实验员 | 28 | 江苏 | 480.00 |
| 10320 | 209 | 袁秋慧 | 女 | 教 师 | 24 | 广东 | 720.00 |

其中，关键码为职工号。试根据此文件，对下列查询组织主索引和倒排索引，再写出搜索结果关键码。(1) 男性职工；(2) 月工资超过800元的职工；(3) 月工资超过平均工资的职工；(4) 职业为实验员和行政秘书的男性职工；(5) 男性教师或者年龄超过25岁且职业为实验员和教师的女性职工。

【解答】

主索引 月工资 倒排索引 职务 倒排索引

|  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
|  | 职工号 | 记录地址 |  | 月工资 | 长度 | 指针 |  | 职务 | 长度 | 指针 |  |
| 0 | 034 | 10032 |  | 480. | 3 | 073 |  | 教师 | 6 | 034 |  |
| 1 | 064 | 10068 |  |  |  | 123 |  |  |  | 064 |  |
| 2 | 073 | 10104 |  |  |  | 175 |  |  |  | 081 |  |
| 3 | 081 | 10140 |  | 720. | 3 | 034 |  |  |  | 092 |  |
| 4 | 092 | 10176 |  |  |  | 092 |  |  |  | 140 |  |
| 5 | 123 | 10212 |  |  |  | 209 |  |  |  | 209 |  |
| 6 | 140 | 10248 |  | 780. | 1 | 140 |  | 实验员 | 2 | 073 |  |
| 7 | 175 | 10284 |  | 1200. | 1 | 064 |  |  |  | 175 |  |
| 8 | 209 | 10320 |  | 1400. | 1 | 081 |  | 行政秘书 | 1 | 123 |  |

性别 倒排索引 年龄 倒排索引

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| 性别 | 长度 | 指针 |  | 年龄 | 长度 | 指针 |
| 男 | 5 | 034 |  | 24 | 1 | 209 |
|  |  | 073 |  | 26 | 1 | 073 |
|  |  | 081 |  | 27 | 1 | 140 |
|  |  | 092 |  | 28 | 2 | 092 |
|  |  | 123 |  |  |  | 175 |
| 女 | 4 | 064 |  | 29 | 1 | 034 |
|  |  | 140 |  | 32 | 1 | 064 |
|  |  | 175 |  | 33 | 1 | 123 |
|  |  | 209 |  | 36 | 1 | 081 |

搜索结果：

(1) 男性职工 (搜索性别倒排索引)：**{**034, 073, 081, 092, 123**}**

(2) 月工资超过800元的职工 (搜索月工资倒排索引)：**{**064, 081**}**

(3) 月工资超过平均工资的职工(搜索月工资倒排索引) **{**月平均工资776元**}**：

**{**064, 081, 140**}**

(4) 职业为实验员和行政秘书的男性职工(搜索职务和性别倒排索引)：

**{**073, 123, 175**}** **&&** **{**034, 073, 081, 092, 123**}** = **{**073, 123**}**

(5) 男性教师 (搜索性别与职务倒排索引)：

**{**034, 073, 081, 092, 123**} && {** 034, 064, 081, 092, 140, 209**} = {**034, 081, 092**}**

年龄超过25岁且职业为实验员和教师的女性职工 (搜索性别、职务和年龄倒排索引)：

**{**064, 140, 175, 209**} && {**034, 064, 073, 081, 092, 140, 175, 209**} && {**034, 064, 073, 081,092, 123, 140, 175**}** = **{**064, 140, 175**}**

10-6 倒排索引中的记录地址可以是记录的实际存放地址，也可以是记录的关键码。试比较这两种方式的优缺点。

【解答】

在倒排索引中的记录地址用记录的实际存放地址，搜索的速度快；但以后在文件中插入或删除记录对象时需要移动文件中的记录对象，从而改变记录的实际存放地址，这将对所有的索引产生影响：修改所有倒排索引的指针，不但工作量大而且容易引入新的错误或遗漏，使得系统不易维护。

记录地址采用记录的关键码，缺点是寻找实际记录对象需要再经过主索引，降低了搜索速度；但以后在文件中插入或删除记录对象时，如果移动文件中的记录对象，导致许多记录对象的实际存放地址发生变化，只需改变主索引中的相应记录地址，其他倒排索引中的指针一律不变，使得系统容易维护，且不易产生新的错误和遗漏。

10-7 m = 2的平衡m路搜索树是AVL树，m = 3的平衡m路搜索树是2-3树。它们的叶结点必须在同一层吗？m阶B树是平衡m路搜索树，反过来，平衡m路搜索树一定是B树吗？为什么？

【解答】

m = 3的平衡m路搜索树的叶结点不一定在同一层，而m阶B\_树的叶结点必须在同一层，所以m阶B\_树是平衡m路搜索树，反过来，平衡m路搜索树不一定是B\_树。

10-8 下图是一个3阶B树。试分别画出在插入65、15、40、30之后B树的变化。
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【解答】

插入65后：
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插入15后：
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插入40后：
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插入30后：
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10-9 下图是一个3阶B树。试分别画出在删除50、40之后B树的变化。
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【解答】

删除50后：

55

80

30

95

60 70

40

20

删除40后：

55 80

20 30

60 70

95

10-10 对于一棵有1999999个关键码的199阶B树，试估计其最大层数(不包括失败结点)及最小层数(不包括失败结点)。

【解答】

设B树的阶数m = 199，则⎡m/2⎤ = 100。若不包括失败结点层，则其最大层数为

⎣log⎡m/2⎤ ((N+1)/2)⎦ = ⎣log100 1000000⎦ = 3

若使得每一层关键码数达到最大，可使其层数达到最小。第0层最多有 (m-1) 个关键码，第1层最多有m(m-1) 个关键码，第2层最多有 m2 (m-1) 个关键码，…，第h-1层最多有mh-1 (m-1) 个关键码。层数为h的B树最多有 (m-1) + m(m-1) + m2 (m-1) + … + mh-1 (m-1) = (m-1) (mh–1) / (m-1) = mh–1个关键码。反之，若有n个关键码，n≤mh–1，则 h ≥ log m (n+1)，所以，有1999999个关键码的199阶B树的最小层数为

⎡log m (n+1)⎤ = ⎡log199 (1999999 +1)⎤ = ⎡log 199 2000000⎤ = 3

10-11 给定一组记录，其关键码为字符。记录的插入顺序为 **{** C, S, D, T, A, M, P, I, B, W, N, G, U, R, K, E, H, O, L, J **}**，给出插入这些记录后的4阶B+树。假定叶结点最多可存放3个记录。

【解答】

插入C, S, D 插入T 插入A 插入M

D S

S

S

C D S

D M

S T

A C

A C D

S T

S T

C D

插入P 插入I

D M S

D S

M P

D I

S T

A C

D M P

A C

S T

插入B, W, N, G 插入U

D M S U

D M S

U W

S T

M N P

D G I

A B C

D G I

M N P

S T W

A B C

插入R

P

S U

D M

M N

D G I

A B C

P R

S T

U W

插入K

P

S U

D I M

I K

D G

M N

P R

S T

U W

A B C

插入E

P

S U

D I M

D E G

I K

S T

P R

U W

M N

A B C

插入H

P

D G I M

S U

G H

I K

M N

S T

P R

U W

D E

A B C

插入O, L

P

D G I M

S U

M N O

A B C

I K L

S T

P R

G H

D E

U W

插入J

I P

D G

K M

S U

I J

K L

P R

S T

M N O

U W

G H

D E

A B C

10-12 设有一棵B+树，其内部结点最多可存放100个子女，叶结点最多可存储15个记录。对于1, 2, 3, 4, 5层的B+树，最多能存储多少记录，最少能存储多少记录。

【解答】

一层B+树：根据B+树定义，一层B+树的结点只有一个，它既是根结点又是叶结点，最多可存储m1 = 15个记录，最少可存储 ⎡m1/2⎤ = 8个记录。

二层B+树：第0层是根结点，它最多有m = 100棵子树，最少有2个结点；第1层是叶结点，它最多有m个结点，最多可存储m\*m1 = 100\*15 = 1500个记录，最少有2个结点，最少可存储2\* ⎡m1/2⎤ = 16个记录。

三层B+树：第2层是叶结点。它最多有m2个结点，最多可存储m2 \* m1 = 150000个记录。最少有2\* ⎡m/2⎤ = 100个结点，最少可存储2\* ⎡m/2⎤ \* ⎡m1/2⎤ = 800个记录。

四层B+树：第3层是叶结点。它最多有m3个结点，可存储m3 \* m1 = 15000000个记录。最少有2\* ⎡m/2⎤ 2 = 2 \* 502 = 5000个结点，存储2\* ⎡m/2⎤ 2 \* ⎡m1/2⎤ = 40000个记录。

五层B+树：第4层是叶结点。它最多有m4个结点，可存储m4 \* m1 = 1500000000个记录。最少有2\* ⎡m/2⎤ 3 = 2 \* 503 = 250000个结点，存储2\* ⎡m/2⎤ 3 \* ⎡m1/2⎤ = 2000000个记录。

10-13设散列表为HT[13], 散列函数为 H (*key*) = *key* %13。用闭散列法解决冲突, 对下列关键码序列 12, 23, 45, 57, 20, 03, 78, 31, 15, 36 造表。

(1) 采用线性探查法寻找下一个空位, 画出相应的散列表, 并计算等概率下搜索成功的平均搜索长度和搜索不成功的平均搜索长度。

(2) 采用双散列法寻找下一个空位, 再散列函数为 RH (*key*) = (7\**key*) % 10 + 1, 寻找下一个空位的公式为 Hi = (Hi-1 + RH (*key*)) % 13, H1 = H (*key*)。画出相应的散列表, 并计算等概率下搜索成功的平均搜索长度。

【解答】

使用散列函数 H(*key*) = *key* **mod** 13，有

H(12) = 12, H(23) = 10, H(45) = 6, H(57) = 5,

H(20) = 7, H(03) = 3, H(78) = 0, H(31) = 5,

H(15) = 2, H(36) = 10.

(1) 利用线性探查法造表：

|  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 0 | 1 | 2 | 3 | 4 | 5 | 6 | 7 | 8 | 9 | 10 | 11 | 12 |
| 78 |  | 15 | 03 |  | 57 | 45 | 20 | 31 |  | 23 | 36 | 12 |
| (1) |  | (1) | (1) |  | (1) | (1) | (1) | (4) |  | (1) | (2) | (1) |

搜索成功的平均搜索长度为

ASLsucc = ![](data:image/x-wmf;base64,183GmgAAAAAAACAC4AMCCQAAAADTXwEACQAAA6sAAAADABUAAAAAAAUAAAAJAgAAAAAEAAAAAgEBAAUAAAABAv///wAEAAAALgEYAAUAAAAxAgEAAAAFAAAACwIAAAAABQAAAAwC4AMgAg4AAAAmBg8AEgD/////AAAIAAAAwP+1/+ABlQMLAAAAJgYPAAwATWF0aFR5cGUAAMAACQAAAPoCAAAQAAAAAAAAACIABAAAAC0BAAAFAAAAFAL9AUAABQAAABMC/QHEARUAAAD7AoD+AAAAAAAAkAEAAAAAAAIAEFRpbWVzIE5ldyBSb21hbgAZAAQAAAAtAQEACQAAADIKawGoAAEAAAAxAMAACgAAADIKiQM8AAIAAAAxMMAAwAAKAAAAJgYPAAoA/////wEAAAAAABAAAAD7AhAABwAAAAAAvAIAAACGAQICIlN5c3RlbQBzBAAAAC0BAgAEAAAA8AEBAAMAAAAAAA==)(1 + 1 + 1 + 1 + 1 + 1 + 4 + 1 + 2 + 1) = ![](data:image/x-wmf;base64,183GmgAAAAAAACAC4AMCCQAAAADTXwEACQAAA6wAAAADABUAAAAAAAUAAAAJAgAAAAAEAAAAAgEBAAUAAAABAv///wAEAAAALgEYAAUAAAAxAgEAAAAFAAAACwIAAAAABQAAAAwC4AMgAg4AAAAmBg8AEgD/////AAAIAAAAwP+1/+ABlQMLAAAAJgYPAAwATWF0aFR5cGUAAMAACQAAAPoCAAAQAAAAAAAAACIABAAAAC0BAAAFAAAAFAL9AUAABQAAABMC/QHQARUAAAD7AoD+AAAAAAAAkAEAAAAAAAIAEFRpbWVzIE5ldyBSb21hbgAZAAQAAAAtAQEACgAAADIKawE8AAIAAAAxNMAAwAAKAAAAMgqJA0IAAgAAADEwwADAAAoAAAAmBg8ACgD/////AQAAAAAAEAAAAPsCEAAHAAAAAAC8AgAAAIYBAgIiU3lzdGVtAHMEAAAALQECAAQAAADwAQEAAwAAAAAA)

搜索不成功的平均搜索长度为

ASLunsuc*c*= ![](data:image/x-wmf;base64,183GmgAAAAAAAAAC4AMBCQAAAADwXwEACQAAA6sAAAADABUAAAAAAAUAAAAJAgAAAAAEAAAAAgEBAAUAAAABAv///wAEAAAALgEYAAUAAAAxAgEAAAAFAAAACwIAAAAABQAAAAwC4AMAAg4AAAAmBg8AEgD/////AAAIAAAAwP+1/8ABlQMLAAAAJgYPAAwATWF0aFR5cGUAAMAACQAAAPoCAAAQAAAAAAAAACIABAAAAC0BAAAFAAAAFAL9AUAABQAAABMC/QG4ARUAAAD7AoD+AAAAAAAAkAEAAAAAAAIAEFRpbWVzIE5ldyBSb21hbgAGAQQAAAAtAQEACQAAADIKawGiAAEAAAAxAMAACgAAADIKiQM8AAIAAAAxM8AAwAAKAAAAJgYPAAoA/////wEAAAAAABAAAAD7AhAABwAAAAAAvAIAAACGAQICIlN5c3RlbQBzBAAAAC0BAgAEAAAA8AEBAAMAAAAAAA==)(2 + 1 + 3 + 2 + 1 + 5 + 4 + 3 + 2 + 1 + 5 + 4 + 3) = ![](data:image/x-wmf;base64,183GmgAAAAAAACAC4AMCCQAAAADTXwEACQAAA6wAAAADABUAAAAAAAUAAAAJAgAAAAAEAAAAAgEBAAUAAAABAv///wAEAAAALgEYAAUAAAAxAgEAAAAFAAAACwIAAAAABQAAAAwC4AMgAg4AAAAmBg8AEgD/////AAAIAAAAwP+1/+ABlQMLAAAAJgYPAAwATWF0aFR5cGUAAMAACQAAAPoCAAAQAAAAAAAAACIABAAAAC0BAAAFAAAAFAL9AUAABQAAABMC/QHcARUAAAD7AoD+AAAAAAAAkAEAAAAAAAIAEFRpbWVzIE5ldyBSb21hbgAZAAQAAAAtAQEACgAAADIKawFUAAIAAAAzNsAAwAAKAAAAMgqJA04AAgAAADEzwADAAAoAAAAmBg8ACgD/////AQAAAAAAEAAAAPsCEAAHAAAAAAC8AgAAAIYBAgIiU3lzdGVtAHMEAAAALQECAAQAAADwAQEAAwAAAAAA)

(2) 利用双散列法造表：

Hi = (Hi-1 + RH (key)) %13, H1 = H (key)

|  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 0 | 1 | 2 | 3 | 4 | 5 | 6 | 7 | 8 | 9 | 10 | 11 | 12 |
| 78 |  | 15 | 03 |  | 57 | 45 | 20 | 31 | 36 | 23 |  | 12 |
| (1) |  | (1) | (1) |  | (1) | (1) | (1) | (3) | (5) | (1) |  | (1) |

搜索成功的平均搜索长度为

ASLsucc = ![](data:image/x-wmf;base64,183GmgAAAAAAACAC4AMCCQAAAADTXwEACQAAA6sAAAADABUAAAAAAAUAAAAJAgAAAAAEAAAAAgEBAAUAAAABAv///wAEAAAALgEYAAUAAAAxAgEAAAAFAAAACwIAAAAABQAAAAwC4AMgAg4AAAAmBg8AEgD/////AAAIAAAAwP+1/+ABlQMLAAAAJgYPAAwATWF0aFR5cGUAAMAACQAAAPoCAAAQAAAAAAAAACIABAAAAC0BAAAFAAAAFAL9AUAABQAAABMC/QHEARUAAAD7AoD+AAAAAAAAkAEAAAAAAAIAEFRpbWVzIE5ldyBSb21hbgA1AQQAAAAtAQEACQAAADIKawGoAAEAAAAxAMAACgAAADIKiQM8AAIAAAAxMMAAwAAKAAAAJgYPAAoA/////wEAAAAAABAAAAD7AhAABwAAAAAAvAIAAACGAQICIlN5c3RlbQBzBAAAAC0BAgAEAAAA8AEBAAMAAAAAAA==)(1 + 1 + 1 + 1 + 1 + 1 + 3 + 5 + 1 + 1) = ![](data:image/x-wmf;base64,183GmgAAAAAAACAC4AMCCQAAAADTXwEACQAAA6wAAAADABUAAAAAAAUAAAAJAgAAAAAEAAAAAgEBAAUAAAABAv///wAEAAAALgEYAAUAAAAxAgEAAAAFAAAACwIAAAAABQAAAAwC4AMgAg4AAAAmBg8AEgD/////AAAIAAAAwP+1/+ABlQMLAAAAJgYPAAwATWF0aFR5cGUAAMAACQAAAPoCAAAQAAAAAAAAACIABAAAAC0BAAAFAAAAFAL9AUAABQAAABMC/QHEARUAAAD7AoD+AAAAAAAAkAEAAAAAAAIAEFRpbWVzIE5ldyBSb21hbgAgAgQAAAAtAQEACgAAADIKawE8AAIAAAAxNsAAwAAKAAAAMgqJAzwAAgAAADEwwADAAAoAAAAmBg8ACgD/////AQAAAAAAEAAAAPsCEAAHAAAAAAC8AgAAAIYBAgIiU3lzdGVtAHMEAAAALQECAAQAAADwAQEAAwAAAAAA)

10-14 设有150个记录要存储到散列表中, 要求利用线性探查法解决冲突, 同时要求找到所需记录的平均比较次数不超过2次。试问散列表需要设计多大？ 设α是散列表的装载因子，则有

![](data:image/x-wmf;base64,183GmgAAAAAAAOAN4AMBCQAAAAAQUAEACQAAA10BAAADABUAAAAAAAUAAAAJAgAAAAAEAAAAAgEBAAUAAAABAv///wAEAAAALgEYAAUAAAAxAgEAAAAFAAAACwIAAAAABQAAAAwC4APgDRIAAAAmBg8AGgD/////AAAQAAAAwP///7r///+gDQAAmgMAAAsAAAAmBg8ADABNYXRoVHlwZQAAwAAJAAAA+gIAABAAAAAAAAAAIgAEAAAALQEAAAUAAAAUAgACkAYFAAAAEwIAAngHBQAAABQCAAInCgUAAAATAgACEw0VAAAA+wKA/gAAAAAAAJABAAAAAAQCABBUaW1lcyBOZXcgUm9tYW4AAIMEAAAALQEBAAgAAAAyCmACJQ0BAAAAKQAIAAAAMgqPAxcKAQAAADEACAAAADIKbAE9CwEAAAAxAAgAAAAyCmACIwgBAAAAMQAIAAAAMgpgAsMHAQAAACgACAAAADIKjwOqBgEAAAAyAAgAAAAyCmwBpAYBAAAAMQAJAAAAMgpgAjoAAwAAAEFTTAAVAAAA+wIg/wAAAAAAAJABAAAAAAQCABBUaW1lcyBOZXcgUm9tYW4AAIMEAAAALQECAAQAAADwAQEACQAAADIKwAItAwQAAABzdWNjEAAAAPsCgP4AAAAAAACQAQEAAAIAAgAQU3ltYm9sAAIEAAAALQEBAAQAAADwAQIACAAAADIKjwPrCwEAAABhABAAAAD7AoD+AAAAAAAAkAEAAAACAAIAEFN5bWJvbAACBAAAAC0BAgAEAAAA8AEBAAgAAAAyCo8D+AoBAAAALQAIAAAAMgpgAgQJAQAAACsACAAAADIKYAJXBQEAAAA9AAoAAAAmBg8ACgD/////AQAAAAAAEAAAAPsCEAAHAAAAAAC8AgAAAIYBAgIiU3lzdGVtAIYEAAAALQEBAAQAAADwAQIAAwAAAAAA)

【解答】

已知要存储的记录数为n = 150，查找成功的平均查找长度为ASLsucc ≤ 2，则有ASLsucc =![](data:image/x-wmf;base64,183GmgAAAAAAAEAIQAQBCQAAAAAQUgEACQAAA1ABAAADABUAAAAAAAUAAAAJAgAAAAAEAAAAAgEBAAUAAAABAv///wAEAAAALgEYAAUAAAAxAgEAAAAFAAAACwIAAAAABQAAAAwCQARACA4AAAAmBg8AEgD/////AAAIAAAAwP+1/wAI9QMLAAAAJgYPAAwATWF0aFR5cGUAAOAACQAAAPoCAAAQAAAAAAAAACIABAAAAC0BAAAFAAAAFAIdAkAABQAAABMCHQIoAQUAAAAUAh0CHQQFAAAAEwIdAjwHFQAAAPsCgP4AAAAAAACQAQAAAAAAAgAQVGltZXMgTmV3IFJvbWFuABUABAAAAC0BAQAJAAAAMgqLAVoAAQAAADEAwAAJAAAAMgqpA1QAAQAAADIAwAAJAAAAMgqAAgICAQAAADEAwAAJAAAAMgqLAVIFAQAAADEAwAAJAAAAMgqpAxkEAQAAADEAwAAQAAAA+wKA/gAAAAAAAJABAAAAAgACABBTeW1ib2wADgQAAAAtAQIABAAAAPABAQAJAAAAMgqAAu8CAQAAACsA2AAJAAAAMgqpAwUFAQAAAC0A2AAJAAAAMgquAWEBAQAAAOYAkAAJAAAAMgp/A2EBAQAAAOgAkAAJAAAAMgqkAmEBAQAAAOcAkAAJAAAAMgquAUYHAQAAAPYAkAAJAAAAMgp/A0YHAQAAAPgAkAAJAAAAMgqkAkYHAQAAAPcAkAAQAAAA+wKA/gAAAAAAAJABAQAAAgACABBTeW1ib2wADgQAAAAtAQEABAAAAPABAgAJAAAAMgqpAxMGAQAAAGEA5AAKAAAAJgYPAAoA/////wEAAAAAABAAAAD7AhAABwAAAAAAvAIAAACGAQICIlN5c3RlbQBzBAAAAC0BAgAEAAAA8AEBAAMAAAAAAA==)≤ 2，解得 α ≤![](data:image/x-wmf;base64,183GmgAAAAAAAIAB4AMBCQAAAABwXAEACQAAA6oAAAADABUAAAAAAAUAAAAJAgAAAAAEAAAAAgEBAAUAAAABAv///wAEAAAALgEYAAUAAAAxAgEAAAAFAAAACwIAAAAABQAAAAwC4AOAAQ4AAAAmBg8AEgD/////AAAIAAAAwP+1/0ABlQMLAAAAJgYPAAwATWF0aFR5cGUAAMAACQAAAPoCAAAQAAAAAAAAACIABAAAAC0BAAAFAAAAFAL9AUAABQAAABMC/QEoARUAAAD7AoD+AAAAAAAAkAEAAAAAAAIAEFRpbWVzIE5ldyBSb21hbgCaAQQAAAAtAQEACQAAADIKawFUAAEAAAAyAMAACQAAADIKiQNgAAEAAAAzAMAACgAAACYGDwAKAP////8BAAAAAAAQAAAA+wIQAAcAAAAAALwCAAAAhgECAiJTeXN0ZW0AcwQAAAAtAQIABAAAAPABAQADAAAAAAA=)。又有α = ![](data:image/x-wmf;base64,183GmgAAAAAAAMAF4AMBCQAAAAAwWAEACQAAAwcBAAADABUAAAAAAAUAAAAJAgAAAAAEAAAAAgEBAAUAAAABAv///wAEAAAALgEYAAUAAAAxAgEAAAAFAAAACwIAAAAABQAAAAwC4APABQ4AAAAmBg8AEgD/////AAAIAAAAwP+1/4AFlQMLAAAAJgYPAAwATWF0aFR5cGUAAMAACQAAAPoCAAAQAAAAAAAAACIABAAAAC0BAAAFAAAAFAL9AUAABQAAABMC/QFwAQUAAAAUAv0BKgMFAAAAEwL9AW4FFQAAAPsCgP4AAAAAAACQAQEAAAAAAgAQVGltZXMgTmV3IFJvbWFuADQABAAAAC0BAQAJAAAAMgprAXgAAQAAAG4AwAAJAAAAMgqJA1QAAQAAAG0AFAEJAAAAMgqJA8gDAQAAAG0AFAEQAAAA+wKA/gAAAAAAAJABAAAAAgACABBTeW1ib2wAGgQAAAAtAQIABAAAAPABAQAJAAAAMgpgAuQBAQAAAD0A2AAVAAAA+wKA/gAAAAAAAJABAAAAAAACABBUaW1lcyBOZXcgUm9tYW4ANAAEAAAALQEBAAQAAADwAQIADAAAADIKawEmAwMAAAAxNTAAwADAAMAACgAAACYGDwAKAP////8BAAAAAAAQAAAA+wIQAAcAAAAAALwCAAAAhgECAiJTeXN0ZW0AcwQAAAAtAQIABAAAAPABAQADAAAAAAA=)≤ ![](data:image/x-wmf;base64,183GmgAAAAAAAIAB4AMBCQAAAABwXAEACQAAA6oAAAADABUAAAAAAAUAAAAJAgAAAAAEAAAAAgEBAAUAAAABAv///wAEAAAALgEYAAUAAAAxAgEAAAAFAAAACwIAAAAABQAAAAwC4AOAAQ4AAAAmBg8AEgD/////AAAIAAAAwP+1/0ABlQMLAAAAJgYPAAwATWF0aFR5cGUAAMAACQAAAPoCAAAQAAAAAAAAACIABAAAAC0BAAAFAAAAFAL9AUAABQAAABMC/QEoARUAAAD7AoD+AAAAAAAAkAEAAAAAAAIAEFRpbWVzIE5ldyBSb21hbgA0AAQAAAAtAQEACQAAADIKawFUAAEAAAAyAMAACQAAADIKiQNgAAEAAAAzAMAACgAAACYGDwAKAP////8BAAAAAAAQAAAA+wIQAAcAAAAAALwCAAAAhgECAiJTeXN0ZW0AcwQAAAAtAQIABAAAAPABAQADAAAAAAA=)，则 m ≥ 225。

10-15 若设散列表的大小为m，利用散列函数计算出的散列地址为h = hash(x)。

(1) 试证明：如果二次探查的顺序为(h + q2), (h + (q-1)2), …, (h+1), h, (h-1), …, (h-q2)，其中， q = (m-1)/2。因此在相继被探查的两个桶之间地址相减所得的差取模(%m)的结果为

m-2, m-4, m-6, …, 5, 3, 1, 1, 3, 5, …, m-6, m-4, m-2

(2) 编写一个算法，使用课文中讨论的散列函数h(x)和二次探查解决冲突的方法，按给定值x来搜索一个大小为m的散列表。如果x不在表中，则将它插入到表中。

【解答】

1. 将探查序列分两部分讨论：

(h + q2), (h + (q-1)2), …, (h+1), h 和 (h-1), (h-22), …, (h-q2)。

对于前一部分，设其通项为h + ( q – d )2, d = 0, 1, …, q，则相邻两个桶之间地址相减所得的差取模：

( h + (q – (d -1) )2 – ( h + (q – d )2 ) ) % m = ( (q – (d -1 ) )2 – (q – d )2 ) % m

= (2\*q -2\*d +1) % m = ( m – 2\*d ) % m. ( 代换 q = (m-1)/2 )

代入 d = 1, 2, …, q，则可得到探查序列如下：

m-2, m-4, m-6, …, 5, 3, 1。 ( m – 2\*q = m – 2\* (m-1)/2 = 1 )

对于后一部分，其通项为h – ( q – d )2, d = q, q+1, …, 2q，则相邻两个桶之间地址相减所得的差取模：

( h – ( q – d )2 – ( h – ( q – (d+1) )2 ) ) % m = ( ( q – (d+1)2 – (q – d )2 ) % m

= ( 2\*d – 2\*q +1) % m = ( 2\*d – m + 2) % m ( 代换 q = (m-1)/2 )

代入 d = q, q+1, …, 2q-1，则可得到

2\*d–m+2 = 2\*q – m +2 = m – 1 – m +2 = 1,

2\*d–m+2 = 2\*q + 2 – m +2 = m – 1 + 2 – m +2 = 3, ……,

2\*d–m+2 = 2\*(2\*q-1) – m +2 = 2\*(m–1–1) – m + 2 = 2\*m – 4 – m +2 = m – 2。〖证毕〗

(2) 编写算法

下面是使用二次探查法处理溢出时的散列表类的声明。

**template <class Type> class** HashTable **{** //散列表类的定义

**public:**

**enum** KindOfEntry **{** Active, Empty, Deleted **};** //表项分类 (活动 / 空 / 删)

HashTable ( ) **:** TableSize ( DefaultSize ) **{** AllocateHt ( )**;** CurrentSize = 0**; }** //构造函数

~HashTable ( ) **{ delete** [ ] ht**;** **}** //析构函数

**const** HashTable **& operator** = ( **const** HashTable **&** ht2 )**;** //重载函数：表赋值

7 **int** Find ( **const Type &** x )**;** //在散列表中搜索*x*

**int** IsEmpty ( ) **{ return** !CurrentSize **?** 1 **:** 0**;** **}** //判散列表空否，空则返回1

**private:**

**struct** HashEntry **{**  //散列表的表项定义

**Type** Element**;** //表项的数据, 即表项的关键码

KindOfEntry info**;** //三种状态: Active, Empty, Deleted

HashEntry ( ) **:** info (Empty ) **{ }** //表项构造函数

HashEntry ( **const Type &**E, KindOfEntry i = Empty ) **:** Element (E), info (i) **{ }**

**};**

**enum {** DefualtSize = 31**;** **}**

HashEntry \*ht**;** //散列表存储数组

**int** TableSize**;** //数组长度，是满足4k+3的质数，k是整数

**int** CurrentSize**;** //已占据散列地址数目

**void** AllocateHt ( ) **{** ht = **new** HashEntry[TableSize ]**;** **}** //为散列表分配存储空间**;**

**int** FindPos ( **const Type &** x )**;** //散列函数

**};**

**template <class Type> const** HashTable**<Type> &** HashTable**<Type> ::**

**operator** = ( **const** HashTable**<Type>** **&**ht2 ) **{**

//重载函数：复制一个散列表ht2

**if** ( **this** != **&**ht2 ) **{**

**delete** [ ] ht**;** TableSize = ht2.TableSize**;** AllocateHt ( )**;** //重新分配目标散列表存储空间

**for** ( **int** i = 0**;** i < TableSize**;** i++ ) ht[i] = ht2.ht[i]**;** //从源散列表向目标散列表传送

CurrentSize = ht2.CurrentSize**;** //传送当前表项个数

**}**

**return** \***this;** //返回目标散列表结构指针

**}**

**template <class Type> int** HashTable**<Type> ::** Find ( **const Type&** x ) **{**

//共有函数： 找下一散列位置的函数

**int** i = 0**,** q = ( TableSize -1 ) / 2, h0**;** // i为探查次数

**int** CurrentPos = h0 = HashPos ( x )**;** //利用散列函数计算x的散列地址

**while** ( ht[CurrentPos].info != Empty **&&** ht[CurrentPos].Element != x ) **{**

/搜索是否要求表项

**if** ( i <= q ) **{** //求“下一个”桶

CurrentPos = h0 + (q - i ) \* ( q - i )**;**

**while** ( CurrentPos >= TableSize ) CurrentPos -= TableSize**;** //实现取模

**}**

**else {**

CurrentPos = h0 - ( i -q ) \* ( i - q )**;**

**while** ( CurrentPos < 0 ) CurrentPos += TableSize**;** //实现取模

**}**

i++**;**

**}**

**if** ( ht[CurrentPos].info == Active **&&** ht[CurrentPos].Element == x )

**return** CurrentPos**;** //返回桶号

**else {**

ht[CurrentPos].info = Active**;**  ht[CurrentPos].Element = x**;** //插入x

**if** ( ++CurrentSize < TableSize / 2 ) **return** CurrentPos**;**

//当前已有项数加1, 不超过表长的一半返回

HashEntry \*Oldht = ht**;** //分裂空间处理**:** 保存原来的散列表

**int** OldTableSize = TableSize**;**

CurrentSize = 0**;**

TableSize = NextPrime ( 2 \* OldTableSize )**;** //原表大小的2倍，取质数

Allocateht ( )**;** //建立新的二倍大小的空表

**for** ( i = 0**;** i < OldTableSize**;** i++) //原来的元素重新散列到新表中

**if** ( Oldht[i].info == Active ) **{**

Find ( Oldht[i].Element )**;** //递归调用

**if** ( Oldht[i].Element == x ) CurrentPos = i**;**

**}**

**delete** [ ] Oldht**;**

**return** CurrentPos**;**

**}**

**}**

求下一个大于参数表中所给正整数*N*的质数的算法。

**int** NextPrime ( **int** N ) **{** //求下一个>N的质数，设N >= 5

**if** ( N % 2 == 0 ) N++**;** //偶数不是质数

**for** ( **;** !IsPrime (N)**;** N += 2 )**;** //寻找质数

**return** N**;**

**}**

**int** IsPrime ( **int** N ) **{** //测试N是否质数

**for** ( **int** i = 3**;** i\*i <= N**;** i += 2 ) //若N能分解为两个整数的乘积, 其中一个一定 ![](data:image/x-wmf;base64,183GmgAAAAAAACAEIAIBCQAAAAAQWAEACQAAA/EAAAAEABUAAAAAAAUAAAAJAgAAAAAEAAAAAgEBAAUAAAABAv///wAEAAAALgEYAAUAAAAxAgEAAAAFAAAACwIAAAAABQAAAAwCIAIgBA4AAAAmBg8AEgD/////AAAIAAAAwP+w/+AD0AELAAAAJgYPAAwATWF0aFR5cGUAADAACQAAAPoCAAAQAAAAAAAAACIABAAAAC0BAAAFAAAAFAJmAX4BBQAAABMCSgGvAQkAAAD6AgAAIAAAAAAAAAAiAAQAAAAtAQEABQAAABQCUgGvAQUAAAATAtAB9gEEAAAALQEAAAUAAAAUAtAB/gEFAAAAEwJYAFwCBQAAABQCWABcAgUAAAATAlgA0gMQAAAA+wKA/gAAAAAAAJABAAAAAgQCABBTeW1ib2wAQgQAAAAtAQIACQAAADIKwAE1AAEAAACjANgAFQAAAPsCgP4AAAAAAACQAQEAAAAEAgAQVGltZXMgTmV3IFJvbWFuABkABAAAAC0BAwAEAAAA8AECAAkAAAAyCsABkgIBAAAATgD8AAoAAAAmBg8ACgD/////AQAAAAAAEAAAAPsCEAAHAAAAAAC8AgAAAIYBAgIiU3lzdGVtAHMEAAAALQECAAQAAADwAQMAAwAAAAAA)

**if** ( N % i == 0 ) **return** 0**;** //N能整除i, N不是质数

**return** 1**;** //N是质数

**}**

10-16 编写一个算法，以字典顺序输出散列表中的所有标识符。设散列函数为hash(x) = x中的第一个字符，采用线性探查法来解决冲突。试估计该算法所需的时间。

【解答】

用线性探查法处理溢出时散列表的类的声明。

**#define** DefaultSize 1000

**#include** <iostream.h>

**#include** <string.h>

**#include** <stdlib.h>

**class** HashTable **{** //散列表类定义

**public:**

**enum** KindOfEntry **{** Active, Empty, Deleted **};** //表项分类 (活动 / 空 / 删)

HashTable ( ) **:** TableSize ( DefaultSize ) **{** ht = **new** HashEntry[TableSize]**;** **}** //构造函数

~HashTable ( ) **{ delete** [ ] ht**;** **}** //析构函数

**int** Find-Ins ( **const char** \* id )**;** //在散列表中搜索标识符id

**void** HashSort ( )**;**

**private:**

**struct** HashEntry **{** //表项定义

**Type** Element**;** //表项的数据, 即表项的关键码

KindOfEntry info**;** //三种状态: Active, Empty, Deleted

HashEntry ( ) **:** info (Empty ) **{ }** //表项构造函数, 置空

**};**

HashEntry \*ht**;** //散列表存储数组

**int** TableSize**;** //最大桶数

**int** FindPos ( **string** s) **const { return** atoi (\*s) - 32**; }** //散列函数

**}**

**int** HashTable **::** Find-Ins ( **const char** \* id ) **{**

**int** i = FindPos ( id )**,** j = i**;** //i是计算出来的散列地址

**while** ( ht[j].info != Empty **&&** strcmp ( ht[j].Element, id ) != 0 ) **{** //冲突

j = ( j + 1 ) % TableSize**;** //当做循环表处理, 找下一个空桶

**if** ( j == i ) **return** -TableSize**;** //转一圈回到开始点, 表已满, 失败

**}**

**if** ( **ht**[j].info != Active ) **{** //插入

**if** ( j > i ) **{**

**while** ( **int** k = j**;** k > i**;** k*--* )

**{** ht[k].Element = ht[k-1].Element**;**  ht[k].info = ht[k-1].info**; }**

ht[i].Element = id**;** ht[i].info = Active**;** //插入

**} else {**

HashEntry temp**;**

temp.Element = ht[TableSize-1].Element**;** temp.info = ht[TableSize-1].info**;**

**while** ( **int** k = TableSize-1**;** k > i**;** k*--* )

**{** ht[k].Element = ht[k-1].Element**;**  ht[k].info = ht[k-1].info**; }**

ht[i].Element = id**;** ht[i].info = Active**;** //插入

**while** ( **int** k = j**;** k > 0**;** k*--* )

**{** ht[k].Element = ht[k-1].Element**;**  ht[k].info = ht[k-1].info**; }**

ht[0].Element = temp.Element**;** ht[0].info = temp.info**;**

**}**

**return** j**;**

**}**

**void** HashTable **::** HashSort ( ) **{**

**int** n, i**; char** \* str**;**

**cin** >> n >> str**;**

**for** ( i = 0**;** i < n**;** i++ ) **{**

**if** ( Find-Ins ( str ) == - Tablesize ) **{ cout** << "表已满" << **endl; break; }**

**cin** >> str**;**

**}**

**for** ( i = 0**;** i < TableSize**;** i++ )

**if** ( ht[i].info == Active ) **cout** << ht[i].Element << **endl;**

**}**

10-17 设有1000个值在1到10000的整数，试设计一个利用散列方法的算法，以最少的数据比较次数和移动次数对它们进行排序。

【解答1】

建立TableSize = 10000的散列表，散列函数定义为

**int** HashTable **::** FindPos ( **const int** x ) **{ return** x-1**; }**

相应排序算法基于散列表类

**#define** DefaultSize 10000

**#define** n 1000

**class** HashTable **{** //散列表类的定义

**public:**

**enum** KindOfEntry **{** Active, Empty, Deleted **};** //表项分类 (活动 / 空 / 删)

HashTable ( ) **:** TableSize ( DefaultSize ) **{** ht = **new** HashEntry[TableSize ]**;** **}** //构造函数

~HashTable ( ) **{ delete** [ ] ht**;** **}** //析构函数

**void** HashSort ( **int** A[ ], **int** n )**;** //散列法排序

**private:**

**struct** HashEntry **{**  //散列表的表项定义

**int** Element**;** //表项的数据, 整数

KindOfEntry info**;** //三种状态: Active, Empty, Deleted

HashEntry ( ) **:** info (Empty ) **{ }** //表项构造函数

**};**

HashEntry \*ht**;** //散列表存储数组

**int** TableSize**;** //数组长度

**int** FindPos ( **int** x )**;** //散列函数

**};**

**void** HashTable**<Type> ::** HashSort ( **int** A[ ], **int** n ) **{** //散列法排序

**for ( int** i = 0**;** i < n**;** i++ **) {**

**int** position = FindPos( A[i] )**;**

ht[position].info = Active; ht[position].Element = A[i]**;**

**}**

**int** pos = 0**;**

**for ( int** i = 0**;** i < TableSize**;** i++ **)**

**if** ( ht[i].info *==* Active )

**{** **cout** << ht[i].Element << **endl;**  A[pos] = ht[i].Element**;** pos**++; }**

**}**

【解答2】

利用开散列的方法进行排序。其散列表类及散列表链结点类的定义如下：

**#define** DefaultSize 3334

**#define** n 1000

**class** HashTable**;** //散列表类的前视声明

**class**ListNode **{** //各桶中同义词子表的链结点(表项)定义

**friend** **class** HashTable**;**

**private:**

**int** key**;** //整数数据

ListNode \*link**;** //链指针

**public:**

ListNode ( **int** x ) **:** key(x), link(NULL) **{ }** //构造函数

**};**

**typedef** ListNode \*ListPtr**;** //链表指针

**class** HashTable **{** //散列表(表头指针向量)定义

**public:**

HashTable( **int** size = DefaultSize ) //散列表的构造函数

**{** TableSize = size**;** ht = **new** ListPtr[size]**; }** //确定容量及创建指针数组

**void** HashSort ( **int** A[ ]**; int** n )

**private:**

**int** TableSize**;** //容量(桶的个数)

ListPtr\*ht**;** //散列表定义

**int** FindPos ( **int** x ) **{ return** x / 3**; }**

**}**

**void** HashTable**<Type> ::** HashSort ( **int** A[ ]**; int** n ) **{**

ListPtr \* p , \*q**; int** i, bucket, k = 0**;**

**for** ( i = 0**;** i < n**;** i++ ) **{** //对所有数据散列, 同义词子表是有序链表

bucket = FindPos ( A[i] )**;** //通过一个散列函数计算桶号

p = ht[bucket]**;** q = **new** ListNode(A[i])**;**

**if** ( p == NULL || p->key > A[i] ) //空同义词子表或\*q的数据最小

**{** q->link = ht[bucked]**;** ht[bucked] = q**; }**

**else if** ( p->link == NULL || p->link->key > A[i] )

**{** q->link = p->link**;** p->link = q**; }**

**else** p->link->link = q**;** //同义词子表最多3个结点

**}**

**for** ( i = 0**;** i < TableSize**;** i++ ) **{** //按有序次序输出

p = ht[i]**;**

**while** ( p != NULL ) **{**

**cout** << p->key << **endl;**  A[k] = p->key**;**  k++**;**

p = p->link**;**

**}**

**}**

**}**

10-18 设有15000个记录需放在散列文件中，文件中每个桶内各页块采用链接方式连结，每个页块可存放30个记录。若采用按桶散列，且要求搜索到一个已有记录的平均读盘时间不超过1.5次，则该文件应设置多少个桶？

【解答】

已知用开散列法（开散列）解决冲突，搜索成功的平均搜索长度为1+α/2≤1.5，解出α≤1，又α= n / m = 15000 / 30 / m = 500 / m ≤1，m≥500。由此可知，该文件至少应设置500个桶。

10-19 用可扩充散列法组织文件时，若目录深度为d，指向某个页块的指针有n个，则该页块的局部深度有多大？

【解答】

设页块的局部深度为d'，根据题意有n = 2 d-d'，因此，d' = d - log2 n。

10-20 设一组对象的关键码为 **{** 69, 115, 110, 255, 185, 143, 208, 96, 63, 175, 160, 99, 171, 137, 149, 229, 167, 121, 204, 52, 127, 57, 1040 **}**。要求用散列函数将这些对象的关键码转换成二进制地址，存入用可扩充散列法组织的文件里。定义散列函数为hash(key) = key % 64, 二进制地址取6位。设每个页块可容纳4个对象。要求按10 .4节介绍的方法设置目录表的初始状态，使目录表的深度为3。然后按题中所给的顺序，将各个对象插入的可扩充散列文件中。试画出每次页块分裂或目录扩充时的状态和文件的最后状态。

【解答】

hash(69) = 5(10) = 000101(2) hash(115) = 51(10) = 110011(2)

hash(110) = 46(10) = 101110(2) hash(255) = 63(10) = 111111(2)

hash(185) = 57(10) = 111001(2) hash(143) = 15(10) = 001111(2)

hash(208) = 16(10) = 010000(2) hash(96) = 32(10) = 100000(2)

hash(63) = 63(10) = 111111(2) hash(175) = 47(10) = 101111(2)

hash(160) = 32(10) = 100000(2) hash(99) = 35(10) = 100011(2)

hash(171) = 43(10) = 101011(2) hash(137) = 9(10) = 001001(2)

hash(149) = 21(10) = 010101(2) hash(229) = 37(10) = 100101(2)

hash(167) = 39(10) = 101001(2) hash(121) = 57(10) = 111001(2)

hash(204) = 12(10) = 001100(2) hash(52) = 52(10) = 110100(2)

根据题意，每个页块可容纳4个对象，为画图清晰起见仅给出前20个关键码插入后的结果。目录表的深度d = 3。
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**四、其他练习题**

10-21 判断下列各叙述的正误。正确的打“√”，错误的打“×”。

(1) 在索引顺序结构上实施分块搜索，在等概率情况下，其平均搜索长度不仅与子表个数有关，而且与每一个子表中的对象个数有关。

(2) 在索引顺序结构的搜索中，对索引表既可以采取顺序搜索，也可以采用折半搜索。

(3) 在9阶B树中，除根以外其他非叶结点中的关键码个数不少于4。

(4) 在9阶B树中，除根以外的任何一个非叶结点中的关键码个数均在5~9之间。

(5) 对于B树中任何一个非叶结点中的某个关键码k来说，比k大的最小关键码和比k小的最大关键码一定都在叶结点中。

(6) B树是一种动态索引结构, 它既适用于随机搜索, 也适用于顺序搜索。

(7) 理想情况下，在散列表中搜索一个元素的时间复杂度为O(1)。

(8) 在散列法中，一个可用的散列函数必须保证绝对不产生冲突。

(9) 在散列法中采取开散列（链地址）法来解决冲突时, 其装载因子的取值一定在(0,1)之间。

(10) 在散列法中采取闭散列（开地址）法来解决冲突时, 一般不要立刻做物理删除, 否则在搜索时会发生错误。

【解答】

(1) √ (2) √ (3) √ (4) × (5) √ (6) × (7) √ (8) ×

(9) × (10) √

10-22 单项选择题

[在备选答案中只有一个是正确的, 将其选出并把它的标号写在题后的括号内]

(1) 在10阶B树中根结点所包含的关键码个数最多为\_\_\_\_\_\_\_，最少为\_\_\_\_\_\_\_\_。

A. 1 B. 2 C. 9 D. 10

(2) 在一棵高度为h的B树中，叶结点处于第\_\_\_\_\_\_\_层，当向该B树中插入一个新关键码时，为搜索插入位置需读取\_\_\_\_\_\_\_\_个结点。

A. h-1 B. h C. h+1 D. h+2

(3) 当对一个线性表R[60] 进行索引顺序搜索（分块搜索）时，若共分成了10个子表，每个子表有6个表项。假定对索引表和数据子表都采用顺序搜索，则搜索每一个表项的平均搜索长度为\_\_\_\_\_\_\_\_。

A. 7 B. 8 C. 9 D. 10

(4). 既希望较快的搜索又便于线性表动态变化的搜索方法是\_\_\_\_\_\_\_\_。

A. 顺序搜索 B. 折半搜索 C. 散列搜索 D. 索引顺序搜索

(5) 散列函数有共同的性质，则函数值应当以\_\_\_\_\_\_\_\_概率取其值域的每一个值。

A. 最大 B. 最小

C. 平均 D. 同等

(6) 设散列地址空间为0 ~ m-1，k为表项的关键码，散列函数采用除留余数法，即Hash(k) = k % p。为了减少发生冲突的频率，一般取p为\_\_\_\_\_\_\_\_\_。

A. m B. 小于m的最大质数

C. 大于m的最小质数 D. 小于m的最大合数

(7) 在采用开散列法解决冲突时，每一个散列地址所链接的同义词子表中各个表项的\_\_\_\_\_\_\_\_相同。

A. 关键码值 B. 元素值

C. 散列地址 D. 含义

(8) 解决散列法中出现的冲突问题常采用的方法是\_\_\_\_\_\_\_\_。

A. 数字分析法、除留余数法、平方取中法

B. 数字分析法、除留余数法、线性探查法

C. 数字分析法、线性探查法、双散列法

D. 线性探查法、双散列法、开散列法

(9) 在闭散列表中，散列到同一个地址而引起的“堆积”问题是由于\_\_\_\_\_\_\_\_引起的。

A. 同义词之间发生冲突

B. 非同义词之间发生冲突

C. 同义词之间或非同义词之间发生冲突

D. 散列表“溢出”

(10) 采用线性探查法解决冲突时所产生的一系列后继散列地址\_\_\_\_\_\_\_。

A. 必须大于等于原散列地址

B. 必须小于等于原散列地址

C. 可以大于或小于但不等于原散列地址

D. 对地址在何处没有限制。

(11) 对包含n个元素的散列表进行搜索，平均搜索长度\_\_\_\_\_\_\_\_。

A. 为O(log2n) B、为O(n)

C. 不直接依赖于n D. 上述三者都不是

【解答】

(1) C, A (2) B, C (3) C (4) D (5) D (6) B

(7) A (8) D (9) B (10) C (11) C

10-23 填空题

(1) 在索引表中，每个索引项至少包含有\_\_\_\_\_\_\_\_域和\_\_\_\_\_\_\_\_域这两项。

(2) 假定一个线性表为 **{**12, 23, 74, 55, 63, 40, 82, 36 **}**，若按key % 3条件进行划分，使得同一余数的元素成为一个子表，则得到的三个子表分别为\_\_\_\_\_\_\_\_、\_\_\_\_\_\_\_\_和\_\_\_\_\_\_\_\_。

(3) 假定一个线性表为(”abcd”,”baabd”,”bcef”,”cfg”,”ahij”,”bkwte”,”ccdt”,”aayb”)，若按照字符串的第一个字母进行划分，使得同一个字母被划分在一个子表中，则得到的a,b,c三个子表的长度分别为\_\_\_\_\_\_\_\_、\_\_\_\_\_\_\_\_和\_\_\_\_\_\_\_\_。

(4) 在索引表中，若一个索引项对应数据对象表中的一个表项，则称此索引为\_\_\_\_\_\_\_\_索引，若对应数据对象表中的若干表项，则称此索引为\_\_\_\_\_\_\_\_索引。

(5) 假定对长度n = 100的线性表进行索引顺序搜索，并假定每个子表的长度均为![](data:image/x-wmf;base64,183GmgAAAAAAAGACQAIACQAAAAAxXgEACQAAA9MAAAAEABUAAAAAAAUAAAAJAgAAAAAEAAAAAgEBAAUAAAABAv///wAEAAAALgEYAAUAAAAxAgEAAAAFAAAACwIAAAAABQAAAAwCQAJgAhIAAAAmBg8AGgD/////AAAQAAAAwP///7b///8gAgAA9gEAAAsAAAAmBg8ADABNYXRoVHlwZQAAQAAJAAAA+gIAABAAAAAAAAAAIgAEAAAALQEAAAUAAAAUAmgBSAAFAAAAEwJMAXkACQAAAPoCAAAgAAAAAAAAACIABAAAAC0BAQAFAAAAFAJUAXkABQAAABMC1gHAAAQAAAAtAQAABQAAABQC1gHIAAUAAAATAlIAJgEFAAAAFAJSACYBBQAAABMCUgASAhUAAAD7AoD+AAAAAAAAkAEBAAAABAIAEFRpbWVzIE5ldyBSb21hbgAtAAQAAAAtAQIACAAAADIKwAE+AQEAAABuAAoAAAAmBg8ACgD/////AQAAAAAAEAAAAPsCEAAHAAAAAAC8AgAAAIYBAgIiU3lzdGVtAHMEAAAALQEDAAQAAADwAQIAAwAAAAAA)，则进行索引顺序搜索的平均搜索长度为\_\_\_\_\_\_\_\_，时间复杂度为\_\_\_\_\_\_\_\_。

(6) 若对长度n = 10000的线性表进行二级索引存储，每级索引表中的索引项是下一级20个表项的索引，则一级索引表的长度为\_\_\_\_\_\_\_\_，二级索引表的长度为\_\_\_\_\_\_\_\_。

(7) 假定要对长度n = 100的线性表进行散列存储，并采用开散列法处理冲突，则对于长度m = 20的散列表，每个散列地址的同义词子表（单链表）的长度平均为\_\_\_\_\_\_\_\_。

(8) 在线性表的散列存储中，装载因子 α 又称为装载系数，若用m表示散列表的长度，n表示待散列存储的元素的个数，则 α 等于\_\_\_\_\_\_\_\_。

(9) 对于包含n个关键码的m阶B树，其最小高度为\_\_\_\_\_\_\_\_，最大高度为\_\_\_\_\_\_\_\_。

(10) 已知一棵3阶B树中含有50个关键码，则该树的最小高度为\_\_\_\_\_\_\_\_，最大高度为\_\_\_\_\_\_\_\_。

(11) 在一棵m阶B树上，每个非根结点的关键码数最少为\_\_\_\_\_\_\_\_个，最多为\_\_\_\_\_\_\_\_个，其子树棵数最少为\_\_\_\_\_\_\_\_，最多为\_\_\_\_\_\_\_\_。

(12) 在一棵B树中，所有叶结点都处在\_\_\_\_\_\_\_\_上，所有叶结点中空指针等于所有\_\_\_\_\_\_\_\_总数加1。

(13) 在对m阶B树插入元素的过程中，每向一个结点插入一个关键码后，若该结点的关键码个数等于\_\_\_\_\_\_\_个，则必须把它分裂为\_\_\_\_\_\_\_\_个结点。

(14) 在从m阶B树删除关键码的过程中，当从一个结点中删除掉一个关键码后，所含关键码个数等于\_\_\_\_\_\_\_\_个，并且它的左、右兄弟结点中的关键码个数均等于\_\_\_\_\_\_\_\_，则必须进行结点合并。

(15) 向一棵B\_树插入关键码的过程中，若最终引起树根结点的分裂，则新树比原树的高度\_\_\_\_\_\_\_\_。

(16) 从一棵B树删除关键码的过程中，若最终引起树根结点的合并，则新树比原树的高度\_\_\_\_\_\_\_\_。

【解答】

(1) 关键码值, 子表地址域 (2) (12, 63, 36), (55, 40, 82), (23, 74)

(3) 3, 3, 2 (4) 稠密, 稀疏

(5) 11, O(![](data:image/x-wmf;base64,183GmgAAAAAAAGACQAIACQAAAAAxXgEACQAAA9MAAAAEABUAAAAAAAUAAAAJAgAAAAAEAAAAAgEBAAUAAAABAv///wAEAAAALgEYAAUAAAAxAgEAAAAFAAAACwIAAAAABQAAAAwCQAJgAhIAAAAmBg8AGgD/////AAAQAAAAwP///7b///8gAgAA9gEAAAsAAAAmBg8ADABNYXRoVHlwZQAAQAAJAAAA+gIAABAAAAAAAAAAIgAEAAAALQEAAAUAAAAUAmgBSAAFAAAAEwJMAXkACQAAAPoCAAAgAAAAAAAAACIABAAAAC0BAQAFAAAAFAJUAXkABQAAABMC1gHAAAQAAAAtAQAABQAAABQC1gHIAAUAAAATAlIAJgEFAAAAFAJSACYBBQAAABMCUgASAhUAAAD7AoD+AAAAAAAAkAEBAAAABAIAEFRpbWVzIE5ldyBSb21hbgAtAAQAAAAtAQIACAAAADIKwAE+AQEAAABuAAoAAAAmBg8ACgD/////AQAAAAAAEAAAAPsCEAAHAAAAAAC8AgAAAIYBAgIiU3lzdGVtAHMEAAAALQEDAAQAAADwAQIAAwAAAAAA)) (6) 500, 25

(7) 5 (8) n/m

(9) ⎡logm(n+1)⎤ , ⎣log⎡m/2⎤ ( (n+1)/2)⎦ (10) 4, 5

(11) ⎡m/2⎤-1, m-1, ⎡m/2⎤ , m (12) 同一层, 关键码

(13) m, 2 (14) ⎡m/2⎤-2, ⎡m/2⎤-1

(15) 增1 (16) 减1

10-24请回答有关二次散列方的问题

若用二次散列解决冲突，求下一个“空位”的探查序列为

Hi = ( H0 + i2 ) % m, Hi = ( H0 - i2 ) % m, i = 1, 2, …, m/2.

其中，H0是第一次求得的散列地址，Hi是第i次求得的散列地址，m是散列表的大小。

(1) 相邻的地址Hi与Hi-1之间是什么关系？

(2) 为保证散列地址序列的地址不会循而往复地重迭，m应设为什么数？装载因子α的取法如何？

(3) 为保证在删除时不中断查找链，可对被删记录做逻辑删除。为此，每个散列表的表项有3个状态，除了Active（正在使用）和Deleted（删除）状态外，还应有一个什么状态？

【解答】

(1) ![](data:image/x-wmf;base64,183GmgAAAAAAAAAkQAIACQAAAABReAEACQAAA1ACAAACABUAAAAAAAUAAAAJAgAAAAAEAAAAAgEBAAUAAAABAv///wAEAAAALgEYAAUAAAAxAgEAAAAFAAAACwIAAAAABQAAAAwCQAIAJBIAAAAmBg8AGgD/////AAAQAAAAwP///7f////AIwAA9wEAAAsAAAAmBg8ADABNYXRoVHlwZQAAUAAVAAAA+wKA/gAAAAAAAJABAAAAAAQCABBUaW1lcyBOZXcgUm9tYW4AAIMEAAAALQEAAAgAAAAyCqABlCIBAAAAbQAIAAAAMgqgAToiAQAAACAACAAAADIKoAEIIQEAAAAlAAgAAAAyCqABtCABAAAAIAAIAAAAMgqgAUIgAQAAACkACAAAADIKoAHuHwEAAAAgAAgAAAAyCqABXh8BAAAAMQAIAAAAMgqgAagdAQAAAGkACAAAADIKoAG+HAEAAAAqAAgAAAAyCqABzhsBAAAAMgAIAAAAMgqgAeAXAQAAAEgACAAAADIKoAGGFwEAAAAgAAgAAAAyCqABFBcBAAAAKAAIAAAAMgqgAQ4TAQAAAEgACgAAADIKoAE0EQUAAAAgICAgIAAIAAAAMgqgAcAPAgAAAG0sCAAAADIKoAFmDwEAAAAgAAgAAAAyCqABNA4BAAAAJQAIAAAAMgqgAeANAQAAACAACAAAADIKoAFuDQEAAAApAAgAAAAyCqABGg0BAAAAIAAIAAAAMgqgAYoMAQAAADEACAAAADIKoAHaCgEAAABpAAgAAAAyCqAB8AkBAAAAKgAIAAAAMgqgAQAJAQAAADIACAAAADIKoAEMBQEAAABIAAgAAAAyCqABsgQBAAAAIAAIAAAAMgqgAUAEAQAAACgACAAAADIKoAE6AAEAAABIABUAAAD7AiD/AAAAAAAAkAEAAAAABAIAEFRpbWVzIE5ldyBSb21hbgAAgwQAAAAtAQEABAAAAPABAAAJAAAAMgr0ABcZAwAAACgxKQAIAAAAMgoAAtAZAQAAADEACAAAADIKAAIUGQEAAABpAAkAAAAyCvQARRQDAAAAKDEpAAgAAAAyCgACQhQBAAAAaQAJAAAAMgr0AEMGAwAAACgwKQAIAAAAMgoAAvwGAQAAADEACAAAADIKAAJABgEAAABpAAkAAAAyCvQAcQEDAAAAKDApAAgAAAAyCgACbgEBAAAAaQAQAAAA+wKA/gAAAAAAAJABAAAAAgACABBTeW1ib2wAAgQAAAAtAQAABAAAAPABAQAIAAAAMgqgAWIeAQAAACsACAAAADIKoAGuGgEAAAAtAAgAAAAyCqAB4hUBAAAAPQAIAAAAMgqgAZQLAQAAAC0ACAAAADIKoAHaBwEAAAArAAgAAAAyCqABDgMBAAAAPQAQAAAA+wIg/wAAAAAAAJABAAAAAgACABBTeW1ib2wAAgQAAAAtAQEABAAAAPABAAAIAAAAMgoAAmEZAQAAAC0ACAAAADIKAAKNBgEAAAAtAAoAAAAmBg8ACgD/////AQAAAAAAEAAAAPsCEAAHAAAAAAC8AgAAAIYBAgIiU3lzdGVtAIYEAAAALQEAAAQAAADwAQEAAwAAAAAA), i = 1, 2, …, m/2

(2) 表的大小m应为满足4k+3的整数，其中k是正整数。装载因子 α≤0.5。

(3) 散列表中每个表项有3个状态：Active（正在使用）、Deleted（删除）、Empty（空）。

10-25假定有一个100×100的稀疏矩阵，其中1%的元素为非零元素，现要求对其非零元素进行散列存储，使之能够按照元素的行、列值存取矩阵元素（即元素的行、列、值联合为元素的关键字），试采用除留余数法构造散列函数和线性探查法处理冲突，分别写出建立散列表和查找散列表的算法。

【解答】

由题意可知，整个稀疏矩阵中非零元素的个数为100。为了散列存储这100个非零元素，需要使用一个作为散列表的一维数组，该数组中元素的类型应为： **struct** ElemType **{**

**int** row**;** //存储非零元素的行下标

**int** col**;** //存储非零元素的列下标

**float** val**;** //存储非零元素值

**};**

假定用HT[m]表示这个散列表，其中m为散列表的长度，若取装载因子为0.8左右，则令m为127为宜（因127为质数）。

按照题目要求，需根据稀疏矩阵元素的行下标和列下标存取散列表中的元素，所以每个元素的行下标和列下标同时为元素的关键字。假定用x表示一个非零元素，按除留余数法构造散列函数，并考虑尽量让得到的散列地址分布均匀，所以采用的散列函数为：

Hash(x) = (13 \* x.row + 17 \* x.col ) % m

根据以上分析，建立散列表的算法如下：

**int** HashTable <ElemType> **: :** Create ( ) **{**

//根据稀疏矩阵中100个非零元素建立散列表

**int** i, d, temp**;** ElemType x**;**

**for** ( i = 0**;** i < TableSize**;** i++ ) //散列表初始化, 行、列号码置为 –1, 值置为0

**{** ht[i].row = -1**;** ht[i].col = -1**;** ht[i].val = 0**; }**

**for** ( i = 1**;** i <= 100**;** i++ ) **{** //循环, 输入一个非零元素并插入到散列表中

**cout** << i << "**:** "**;**

**cin** >> x.row >> x.col >> x.val**;** //输入非零元素

d = (13 \* x.row + 17 \* x.col ) % TableSize**;** //计算初始散列地址

temp = d**;**

**while** ( ht[d].val != 0 ) **{** //线性探查存储位置

//此循环条件也可用ht[d].row! = -1或ht[d].col != -1来代替

d = (d+1) % TableSize**;**

**if** ( d == temp ) **return** 0**;** //无插入位置返回0

**}**

ht[d] = x**;**  //非零元素存入 下标d位置

**}**

**return** 1**;** //全部元素插入成功后返回1

**}**

在散列表上进行查找的算法如下：

**int** HashTable <ElemType> **: :** Search ( **int** row**, int** col ) {

//采用与插入时使用的同一散列函数计算散列地址

**int** d = ( 13\*row + 17\*col ) % TableSize**;**

//采用线性探查法查找行、列下标分别为row和col的元素

**while** ( ht[d].val != 0 ) **{**

//此循环条件也可用ht[d].row != -1或ht[d].col != -1来代替

**if** ( ht[d].row == row **&&** ht[d].col == col )

**return** d**;** //查找成功返回元素的下标

**else** d = (d +1) % TableSize**;**

**if** ( d == temp ) **return** -1**;**

**}**

**return** -1**;** //查找失败返回-1

**}**