第1章 绪论

**一、复习要点**

本章主要讨论贯穿和应用于整个《数据结构》课程始终的基本概念和性能分析方法。学习本章的内容，将为后续章节的学习打下良好的基础。

本章复习的要点：

**1、**基本知识点

要求理解的概念包括：数据，数据对象，数据元素或数据成员，数据结构，数据类型，数据抽象，抽象数据类型，数据结构的抽象层次，面向对象，对象与类的关系，类的继承关系，对象间的消息通信等。需要对各个概念进行区分与比较。例如，按照面向对象建模技术的要求，把建立对象类作为一个层次，把建立对象间的关系（即建立结构）作为另外的层次。因此，在软件开发中做数据结构设计时，不但要设计对象–类，类的属性，类的操作，还要建立类的实例之间的关系。从这个角度考虑，把数据结构定义为数据对象及对象中各数据成员之间关系的集合是合理的。又例如，类**class**或**struct**与C中的结构类型**struct**的区别在于前者不但有对象的状态描述（数据成员），还加入了操作（成员函数），描述对象的行为，这样可以体现一个完整的实体概念，而后者不行。再例如，传统的数据结构概念从数据结构的逻辑结构、物理结构和相关操作等3个方面进行讨论。它反映了数据结构设计的不同层次：逻辑结构属于问题解决范畴，物理结构是逻辑结构在计算机中的存储方式。但在面向对象开发模式中，本课程中涉及的数据结构都属于基本数据结构，但有的属于应用级的数据结构，如稀疏矩阵，字符串，栈与队列，优先级队列，图等；有的属于实现级的数据结构，如数组，链表，堆，索引，散列表等。

**2、**有关算法的概念和简单的算法性能分析方法

算法的5个特性表明算法的实现属于面向过程的开发模式，即传统的“输入-计算-输出”模式。算法的应用要求明确算法的时间和空间代价。因此，必须理解算法的定义和算法的5个特性，掌握简单的时间复杂度估计和空间复杂度估计方法（不讨论程序复杂性）。

**3、**描述语言

要求数据结构的描述既要体现算法的逻辑，又要体现面向对象的概念，需要一种能够兼有面向对象和面向过程双重特性的描述语言。传统的Pascal语言和C语言只是面向过程的语言，不能适应面向对象的开发模式。因此，采用C++ 语言描述。要求学员基本掌握C++ 语言的基本概念和用C++ 语言编写应用程序的基本技术。例如，用类定义抽象数据类型的方式，定义模板类、抽象类的方法，函数与参数的定义，建立类（公有、私有）继承的方法，例外与异常的处理等等，都需要掌握。

**二、难点与重点**

1、基本概念：理解什么是数据、数据对象、数据元素、数据结构、数据的逻辑结构与物理结构、数据结构的抽象层次。

2、面向对象概念：理解什么是数据类型、抽象数据类型、数据抽象和信息隐蔽原则。了解什么是面向对象。

⮚ 抽象数据类型的封装性

⮚ Coad与Yourdon定义：面向对象 = 对象 + 类 + 继承 + 通信。

⮚ 面向对象系统结构的稳定性

⮚ 面向对象方法着眼点在于应用问题所涉及的对象

3、算法与算法分析：理解算法的定义、算法的特性、算法的时间代价、算法的空间代价。

⮚ 算法与程序的不同之处需要从算法的特性来解释

⮚ 算法的正确性是最主要的要求

⮚ 算法的可读性是必须考虑的

⮚ 程序的程序步数的计算与算法的事前估计

* 程序的时间代价是指算法的渐进时间复杂性度量

**三、教材中习题的解析**

1-1什么是数据? 它与信息是什么关系?

【解答】

什么是信息？广义地讲，信息就是消息。宇宙三要素（物质、能量、信息）之一。它是现实世界各种事物在人们头脑中的反映。此外，人们通过科学仪器能够认识到的也是信息。信息的特征为：可识别、可存储、可变换、可处理、可传递、可再生、可压缩、可利用、可共享。

什么是数据？因为信息的表现形式十分广泛，许多信息在计算机中不方便存储和处理，例如，一个大楼中4部电梯在软件控制下调度和运行的状态、一个商店中商品的在库明细表等，必须将它们转换成数据才能很方便地在计算机中存储、处理、变换。因此，数据(data)是信息的载体，是描述客观事物的数、字符、以及所有能输入到计算机中并被计算机程序识别和处理的符号的集合。在计算机中，信息必须以数据的形式出现。

1-2什么是数据结构? 有关数据结构的讨论涉及哪三个方面?

【解答】

数据结构是指数据以及相互之间的关系。记为：数据结构 = **{** D, R **}**。其中，D是某一数据对象，R是该对象中所有数据成员之间的关系的有限集合。

有关数据结构的讨论一般涉及以下三方面的内容：

1. 数据成员以及它们相互之间的逻辑关系，也称为数据的逻辑结构，简称为数据结构；

② 数据成员极其关系在计算机存储器内的存储表示，也称为数据的物理结构，简称为存储结构；

1. 施加于该数据结构上的操作。

数据的逻辑结构是从逻辑关系上描述数据，它与数据的存储不是一码事，是与计算机存储无关的。因此，数据的逻辑结构可以看作是从具体问题中抽象出来的数据模型，是数据的应用视图。数据的存储结构是逻辑数据结构在计算机存储器中的实现（亦称为映像），它是依赖于计算机的，是数据的物理视图。数据的操作是定义于数据逻辑结构上的一组运算，每种数据结构都有一个运算的集合。例如搜索、插入、删除、更新、排序等。

1-3数据的逻辑结构分为线性结构和非线性结构两大类。线性结构包括数组、链表、 栈、队列、优先级队列等; 非线性结构包括树、图等、这两类结构各自的特点是什么？

【解答】

线性结构的特点是：在结构中所有数据成员都处于一个序列中，有且仅有一个开始成员和一个终端成员，并且所有数据成员都最多有一个直接前驱和一个直接后继。例如，一维数组、线性表等就是典型的线性结构

非线性结构的特点是：一个数据成员可能有零个、一个或多个直接前驱和直接后继。例如，树、图或网络等都是典型的非线性结构。

1-4．什么是抽象数据类型？试用C++的类声明定义“复数”的抽象数据类型。要求

(1) 在复数内部用浮点数定义它的实部和虚部。

(2) 实现3个构造函数：缺省的构造函数没有参数；第二个构造函数将双精度浮点数赋给复数的实部，虚部置为0；第三个构造函数将两个双精度浮点数分别赋给复数的实部和虚部。

(3) 定义获取和修改复数的实部和虚部，以及+、-、\*、/等运算的成员函数。

(4) 定义重载的流函数来输出一个复数。

【解答】

抽象数据类型通常是指由用户定义，用以表示应用问题的数据模型。抽象数据类型由基本的数据类型构成，并包括一组相关的服务。

//在头文件complex.h中定义的复数类

#**ifndef** \_complex\_h\_

#**define** \_complex\_h\_

#**include** <iostream.h>

**class** comlex **{**

**public:**

complex ( )**{** Re = Im = 0**; }** //不带参数的构造函数

complex ( **double** r ) **{** Re = r**;** Im = 0**; }** //只置实部的构造函数

complex ( **double** r, **double** i ) **{** Re = r**;** Im = i**; }** //分别置实部、虚部的构造函数

**double** getReal ( ) **{ return** Re**; }** //取复数实部

**double** getImag ( ) **{ return** Im**; }** //取复数虚部

**void** setReal ( **double** r ) **{** Re = r**; }** //修改复数实部

**void** setImag ( **double** i ) **{** Im = i**; }**  //修改复数虚部

complex**& operator** = ( complex**&** ob) **{** Re = ob.Re**;** Im = ob.Im**; }** //复数赋值

complex**& operator** + ( complex**&** ob )**;** //重载函数：复数四则运算

complex**& operator** – ( complex**&** ob )**;**

complex**& operator** \* ( complex**&** ob )**;**

complex**& operator** / ( complex**&** ob )**;**

**friend ostream& operator** << ( **ostream&** os, complex**&** c )**;** //友元函数：重载<<

**private:**

**double** Re, Im**;**  //复数的实部与虚部

**};**

#**endif**

//复数类complex的相关服务的实现放在C++源文件complex.cpp中

#**include** <iostream.h>

#**include** <math.h>

#**include** “complex.h”

complex**&** complex **:: operator** + ( complex **&** ob ) **{**

//重载函数：复数加法运算。

complex result**;**

result.Re = Re + ob.Re**;** result.Im = Im + ob.Im**;**

**return** result**;**

**}**

complex**&** complex **:: operator** – ( complex**&** ob ) **{**

//重载函数：复数减法运算

complex result**;**

result.Re = Re – ob.Re**;**  result.Im = Im – ob.Im**;**

**return** result**;**

**}**

complex**&** complex **:: operator** \* ( complex**&** ob ) **{**

//重载函数：复数乘法运算

complex result**;**

result.Re = Re \* ob.Re – Im \* ob.Im**;** result.Im = Im \* ob.Re + Re \* ob.Im**;**

**return** result**;**

**}**

complex**&** complex **:: operator** / ( complex**&** ) **{**

//重载函数：复数除法运算

**double** d = ob.Re \* ob.Re + ob.Im \* ob.Im**;**

complex result**;**

result.Re = ( Re \* ob.Re + Im \* ob.Im ) / d**;** result.Im = ( Im \* ob. Re – Re \* ob.Im ) / d**;**

**return** result**;**

**}**

**friend ostream& operator** << ( **ostream&** os, complex **&** ob ) **{**

//友元函数：重载<<，将复数ob输出到输出流对象os中。

**return** os << ob.Re << ( ob.Im >= 0.0 ) **?** “+” : “-” << **fabs** ( ob.Im ) << “i”**;**

**}**

1-5 用归纳法证明：
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【证明】略

1-6 什么是算法? 算法的5个特性是什么? 试根据这些特性解释算法与程序的区别。

【解答】

通常，定义算法为“为解决某一特定任务而规定的一个指令序列。”一个算法应当具有以下特性：

① 有输入。一个算法必须有0个或多个输入。它们是算法开始运算前给予算法的量。这些输入取自于特定的对象的集合。它们可以使用输入语句由外部提供，也可以使用赋值语句在算法内给定。

② 有输出。一个算法应有一个或多个输出，输出的量是算法计算的结果。

③ 确定性。算法的每一步都应确切地、无歧义地定义。对于每一种情况，需要执行的动作都应严格地、清晰地规定。

④ 有穷性。一个算法无论在什么情况下都应在执行有穷步后结束。

⑤ 有效性。算法中每一条运算都必须是足够基本的。就是说，它们原则上都能精确地执行，甚至人们仅用笔和纸做有限次运算就能完成。

算法和程序不同，程序可以不满足上述的特性(4)。例如，一个操作系统在用户未使用前一直处于“等待”的循环中，直到出现新的用户事件为止。这样的系统可以无休止地运行，直到系统停工。

此外，算法是面向功能的，通常用面向过程的方式描述；程序可以用面向对象方式搭建它的框架。

1-7 设*n*为正整数, 分析下列各程序段中加下划线的语句的程序步数。

(1) **for** (**int** i = 1**;** i <= n**;** i++) (2) x = 0**;** y = 0**;**

**for** (**int** j = 1**;** j <= n**;** j++) **{ for** (**int** i = 1**;** i <= n**;** i++)

c[i][j] = 0.0**; for** (**int** j = 1**;** j <= i**;** j++)

**for** (**int** k = 1**;** k <= n**;** k++) **for** (**int** k = 1**;** k <= j**;** k++)

c[i][j] = c[i][j] + a[i][k] \* b[k][j]**;** x = x + y**;**

**}**

(3) **int** i = 1**,** j = 1**;** (4) **int** i =1**;**

**while** (i<=n **&&** j<=n) **{ do {**

i = i + 1**;** j = j + i**; for** (**int** j = 1**;** j <= n**;** j++)

**}** i = i + j**;**

**} while** ( i < 100 + n )**;**
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(1)

![](data:image/x-wmf;base64,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)

(2)

1. i = 1时，i = 2，j = j + i = 1 + 2 = 2 + 1，

i = 2时，i = 3，j = j + i = ( 2 + 1 ) + 3 = 3 + 1 + 2，

i = 3时，i = 4，j = j + i = ( 3 + 1 + 2 ) + 4 = 4 + 1 + 2 + 3，

i = 4时，i = 5，j = j + i = ( 4 + 1 + 2 + 3 ) + 5 = 5 + 1 + 2 + 3 + 4，

……

![](data:image/x-wmf;base64,183GmgAAAAAAAEAWoAgACQAAAADxQAEACQAAA/wCAAADABUAAAAAAAUAAAAJAgAAAAAEAAAAAgEBAAUAAAABAv///wAEAAAALgEYAAUAAAAxAgEAAAAFAAAACwIAAAAABQAAAAwCoAhAFhIAAAAmBg8AGgD/////AAAQAAAAwP///7n///8AFgAAWQgAAAsAAAAmBg8ADABNYXRoVHlwZQAA8AEQAAAA+wIF/uMAAAAAAJABAAAAAgACABBTeW1ib2wAAgQAAAAtAQAACAAAADIKdgKNAwEAAAAoABAAAAD7AgX+4wAAAAAAkAEAAAACAAIAEFN5bWJvbAACBAAAAC0BAQAEAAAA8AEAAAgAAAAyCnYCyQYBAAAAKQAQAAAA+wIF/uMAAAAAAJABAAAAAgACABBTeW1ib2wAAgQAAAAtAQAABAAAAPABAQAIAAAAMgoUB3EBAQAAACgAEAAAAPsCBf7jAAAAAACQAQAAAAIAAgAQU3ltYm9sAAIEAAAALQEBAAQAAADwAQAACAAAADIKFAetBAEAAAApABAAAAD7AgX+4wAAAAAAkAEAAAACAAIAEFN5bWJvbAACBAAAAC0BAAAEAAAA8AEBAAgAAAAyCiIGcAcBAAAAKAAQAAAA+wIF/uMAAAAAAJABAAAAAgACABBTeW1ib2wAAgQAAAAtAQEABAAAAPABAAAIAAAAMgoiBqwKAQAAACkACQAAAPoCAAAQAAAAAAAAACIABAAAAC0BAAAFAAAAFAK2BoUGBQAAABMCtgYeCwUAAAAUArYGzgwFAAAAEwK2BpQTFQAAAPsCgP4AAAAAAACQAQAAAAAEAgAQVGltZXMgTmV3IFJvbWFuAACDBAAAAC0BAgAEAAAA8AEBAAgAAAAyChYHOBUBAAAAbgAIAAAAMgpCCNcPAQAAADIACAAAADIKJAbSEgEAAAAzAAgAAAAyCiQG3g8CAAAAM2sIAAAAMgokBugMAQAAAGsACAAAADIKQgh3CAEAAAAyAAgAAAAyCiQG/gkBAAAAMQAIAAAAMgokBugHAQAAAGsACAAAADIKJAafBgEAAABrAAgAAAAyChYH/wMBAAAAMQAIAAAAMgoWB+kBAQAAAGsACAAAADIKeAJeDAEAAABuAAgAAAAyCngCWgoBAAAAaQAIAAAAMgp4AhsGAQAAADEACAAAADIKeAIFBAEAAABrAAgAAAAyCngCogEBAAAAagAVAAAA+wIg/wAAAAAAAJABAAAAAAQCABBUaW1lcyBOZXcgUm9tYW4AAIMEAAAALQEBAAQAAADwAQIACAAAADIKeAXVDQEAAAAyAAgAAAAyCvIAKQkBAAAAawAIAAAAMgrnA5EJAQAAADEACAAAADIK5wPVCAEAAABpABAAAAD7AoD+AAAAAAAAkAEAAAACAAIAEFN5bWJvbAACBAAAAC0BAgAEAAAA8AEBAAgAAAAyChYHABQBAAAAowAIAAAAMgokBrgRAQAAACsACAAAADIKJAbEDgEAAAArAAgAAAAyChYHkAsBAAAAPQAIAAAAMgokBgIJAQAAACsACAAAADIKFgdZBQEAAAArAAgAAAAyChYHAwMBAAAAKwAIAAAAMgoWB/7/AQAAAFwACAAAADIKeAImCwEAAACjAAgAAAAyCngCdQcBAAAAKwAIAAAAMgp4Ah8FAQAAACsACAAAADIKeAJcAgEAAAA9ABAAAAD7AsD9AAAAAAAAkAEAAAACAAIAEFN5bWJvbAACBAAAAC0BAQAEAAAA8AECAAgAAAAyCtECmAgBAAAA5QAQAAAA+wIg/wAAAAAAAJABAAAAAgACABBTeW1ib2wAAgQAAAAtAQIABAAAAPABAQAIAAAAMgrnAyIJAQAAAD0AEQAAAPsCgP4AAAAAAACQAQAAAAIEAgAQTVQgRXh0cmEAAgQAAAAtAQEABAAAAPABAgAIAAAAMgp4Av7/AQAAAFEACgAAACYGDwAKAP////8BAAAAAAAQAAAA+wIQAAcAAAAAALwCAAAAhgECAiJTeXN0ZW0AhgQAAAAtAQIABAAAAPABAQADAAAAAAA=)i = k时，i = k + 1，j = j + i = ( k + 1 ) + ( 1 + 2 + 3 + 4 + … + k )，

解出满足上述不等式的k值，即为语句i = i + 1的程序步数。

![](data:image/x-wmf;base64,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)

(4)

![](data:image/x-wmf;base64,183GmgAAAAAAAKAggAQACQAAAAAxegEACQAAA9kCAAADABUAAAAAAAUAAAAJAgAAAAAEAAAAAgEBAAUAAAABAv///wAEAAAALgEYAAUAAAAxAgEAAAAFAAAACwIAAAAABQAAAAwCgASgIBIAAAAmBg8AGgD/////AAAQAAAAwP///7j///9gIAAAOAQAAAsAAAAmBg8ADABNYXRoVHlwZQAA8AAJAAAA+gIAABAAAAAAAAAAIgAEAAAALQEAAAUAAAAUAkACBAwFAAAAEwJAAsQQBQAAABQCQALbGgUAAAATAkACmx8QAAAA+wKA/gAAAAAAAJABAAAAAgACABBTeW1ib2wAAgQAAAAtAQEACAAAADIKwALLHwEAAAD3AAgAAAAyCvoDyx8BAAAA+AAIAAAAMgrKAcsfAQAAAPYACAAAADIKwAIVGgEAAADnAAgAAAAyCvoDFRoBAAAA6AAIAAAAMgrKARUaAQAAAOYACAAAADIKrgFNHQEAAAArAAgAAAAyCqACTRgBAAAAKwAIAAAAMgqgAlUWAQAAAD0ACAAAADIKoAKGEgEAAAArAAgAAAAyCiQDqBEBAAAA9wAIAAAAMgqgAqgRAQAAAPcACAAAADIKGgSoEQEAAAD4AAgAAAAyCqoBqBEBAAAA9gAIAAAAMgokA94HAQAAAOcACAAAADIKoALeBwEAAADnAAgAAAAyChoE3gcBAAAA6AAIAAAAMgqqAd4HAQAAAOYACAAAADIKwAL0EAEAAAD3AAgAAAAyCvoD9BABAAAA+AAIAAAAMgrKAfQQAQAAAPYACAAAADIKwAI+CwEAAADnAAgAAAAyCvoDPgsBAAAA6AAIAAAAMgrKAT4LAQAAAOYACAAAADIKrgF2DgEAAAArAAgAAAAyCqACXgkBAAAAKwAIAAAAMgqgArIGAQAAAD0ACAAAADIKoAIAAQEAAAA9ABAAAAD7AsD9AAAAAAAAkAEAAAACAAIAEFN5bWJvbAACBAAAAC0BAgAEAAAA8AEBAAgAAAAyCvkCqRMBAAAA5QAQAAAA+wIg/wAAAAAAAJABAAAAAgACABBTeW1ib2wAAgQAAAAtAQEABAAAAPABAgAIAAAAMgoPBDoUAQAAAD0AFQAAAPsCgP4AAAAAAACQAQAAAAAEAgAQVGltZXMgTmV3IFJvbWFuAACJBAAAAC0BAgAEAAAA8AEBAAgAAAAyCswD4RwBAAAAMgAIAAAAMgquAUkeAgAAADEpCQAAADIKrgH1GgMAAABuKG4ACAAAADIKoAJnGQEAAAAzAAgAAAAyCqACYxcBAAAAMQAIAAAAMgqgApsVAQAAAGoACAAAADIKzAMKDgEAAAAyAAgAAAAyCq4Bcg8CAAAAMSkJAAAAMgquAR4MAwAAAG4obgAIAAAAMgqgAoQKAQAAADIACAAAADIKoAJ0CAEAAAAxAAgAAAAyCqAC4AUBAAAAaQAJAAAAMgqgAtIEAwAAACAgIAAVAAAA+wKA/gAAAAAAAJABAAAAhgQCABBUaW1lcyBOZXcgUm9tYW4AhokEAAAALQEBAAQAAADwAQIACQAAADIKoAJYAwMAAADKsSwAFQAAAPsCgP4AAAAAAACQAQAAAAAEAgAQVGltZXMgTmV3IFJvbWFuAACJBAAAAC0BAgAEAAAA8AEBAAgAAAAyCqACzgICAAAAICAIAAAAMgqgAiwCAQAAADMACAAAADIKoAIuAAEAAABpABUAAAD7AiD/AAAAAAAAkAEAAAAABAIAEFRpbWVzIE5ldyBSb21hbgAAiQQAAAAtAQEABAAAAPABAgAIAAAAMgoaAToUAQAAAG4ACAAAADIKDwSpFAEAAAAxAAgAAAAyCg8E+xMBAAAAagAKAAAAJgYPAAoA/////wEAAAAAABAAAAD7AhAABwAAAAAAvAIAAACGAQICIlN5c3RlbQCGBAAAAC0BAgAEAAAA8AEBAAMAAAAAAA==)

![](data:image/x-wmf;base64,183GmgAAAAAAAKAWQAQACQAAAADxTAEACQAAA7kBAAADABUAAAAAAAUAAAAJAgAAAAAEAAAAAgEBAAUAAAABAv///wAEAAAALgEYAAUAAAAxAgEAAAAFAAAACwIAAAAABQAAAAwCQASgFhIAAAAmBg8AGgD/////AAAQAAAAwP///7j///9gFgAA+AMAAAsAAAAmBg8ADABNYXRoVHlwZQAA4AAJAAAA+gIAABAAAAAAAAAAIgAEAAAALQEAAAUAAAAUAiACAgsFAAAAEwIgAsIPFQAAAPsCgP4AAAAAAACQAQAAAAAEAgAQVGltZXMgTmV3IFJvbWFuAACmBAAAAC0BAQAIAAAAMgqAAp4VAQAAAG4ACQAAADIKgALwEQMAAAAxMDAACAAAADIKrAMIDQEAAAAyAAgAAAAyCo4BcA4CAAAAMSkJAAAAMgqOARwLAwAAAG4obgAIAAAAMgqAAnAJAQAAAGsACAAAADIKgAJgBwEAAAAxAAgAAAAyCoACgAUBAAAAaQAJAAAAMgqAAnIEAwAAACAgIAAIAAAAMgqAAiQEAQAAACwAFQAAAPsCgP4AAAAAAACQAQAAAIYEAgAQVGltZXMgTmV3IFJvbWFuAIamBAAAAC0BAgAEAAAA8AEBAAgAAAAyCoACIgMCAAAAyrEVAAAA+wKA/gAAAAAAAJABAAAAAAQCABBUaW1lcyBOZXcgUm9tYW4AAKYEAAAALQEBAAQAAADwAQIACAAAADIKgAI4AgIAAABrIAgAAAAyCoACLgABAAAAaQAQAAAA+wKA/gAAAAAAAJABAAAAAgACABBTeW1ib2wAAgQAAAAtAQIABAAAAPABAQAIAAAAMgqAAngUAQAAACsACAAAADIKgALiEAEAAAA8AAgAAAAyCqAC8g8BAAAA9wAIAAAAMgraA/IPAQAAAPgACAAAADIKqgHyDwEAAAD2AAgAAAAyCqACPAoBAAAA5wAIAAAAMgraAzwKAQAAAOgACAAAADIKqgE8CgEAAADmAAgAAAAyCo4BdA0BAAAAKwAIAAAAMgqAAkoIAQAAACsACAAAADIKgAJSBgEAAAA9AAgAAAAyCoACAAEBAAAAPQAKAAAAJgYPAAoA/////wEAAAAAABAAAAD7AhAABwAAAAAAvAIAAACGAQICIlN5c3RlbQCGBAAAAC0BAQAEAAAA8AECAAMAAAAAAA==) 一般地，

求出满足此不等式的k值，即为语句i = i + j的程序步数。

1-8 试编写一个函数计算n!\*2n的值，结果存放于数组A[arraySize]的第n个数组元素中，0 ≤ n ≤ arraySize。若设计算机中允许的整数的最大值为maxInt，则当n > arraySize或者对于某一个k (0 ≤ k ≤ n)，使得k!\*2k > maxInt时，应按出错处理。可有如下三种不同的出错处理方式：

(1) 用**cerr<<**及**exit** (1)语句来终止执行并报告错误；

(2) 用返回整数函数值0, 1来实现算法，以区别是正常返回还是错误返回；

(3) 在函数的参数表设置一个引用型的整型变量来区别是正常返回还是某种错误返回。

试讨论这三种方法各自的优缺点，并以你认为是最好的方式实现它。

【解答】

#**include** "iostream.h"#**define** arraySize 100#**define** MaxInt 0x7fffffff

**int** calc ( **int** T[ ], **int** n ) **{ int** i**,** edge = MaxInt / n / 2**;**

T[0] = 1**; if** ( n != 0 ) **{**

**for** ( i = 1**;** i < n**;** i++ ) **{**

T[i] = T[i-1] \*i\*2**;**

**if** ( T[i] > edge ) **return** 0**;**

**}**

T[n] = T[n-1] \* n \* 2**;**

**}**

**cout** << "T[" << n << "]=" << T[n] << **endl;**

**return** 1**;**

**}**

**void** main ( ) **{ int** A[arraySize]**; int** i**;**

**for** ( i = 0**;** i < arraySize**;** i++ )

**if** ( !calc ( A, i ) ) **{**

**cout** << "failed at " << i << " ." << **endl;**

**break;**

**}**

**}**

1-9 (1) 在下面所给函数的适当地方插入计算count的语句：

**void** d (ArrayElement x[ ]**, int** n ) **{**

**int** i = 1**;**

**do {**

x[i] += 2**;**  i +=2**;**

**} while** (i <= n )**;**

i = 1**;**

**while** ( i <= (n/2) ) **{**

x[i] += x[i+1]**;** i++**;**

**}**

**}**

(2) 将由(1)所得到的程序化简。使得化简后的程序与化简前的程序具有相同的count值。

(3) 程序执行结束时的count值是多少？

(4) 使用执行频度的方法计算这个程序的程序步数，画出程序步数统计表。

【解答】

(1) 在适当的地方插入计算count语句

**void** d ( ArrayElement x [ ], **int** n ) **{**

**int** i = 1**;**

count ++**;**

**do {**

x[i] += 2**;**  count ++**;**

i += 2**;** count ++**;**

count ++**;** //针对**while**语句

**} while** ( i <= n )**;**

i = 1**;**

count ++**;**

**while** ( i <= ( n / 2 ) ) **{**

count ++**;** //针对**while**语句

x[i] += x[i+1]**;**

count ++**;**

i ++**;**

count ++**;**

**}**

count ++**;**  //针对最后一次**while**语句

**}**

(2) 将由(1)所得到的程序化简。化简后的程序与原来的程序有相同的count值：

**void** d ( ArrayElement x [ ], **int** n ) **{**

**int** i = 1**;**

**do {**

count += 3**;** i += 2**;**

**} while** ( i <= n )**;**

i = 1**;**

**while** ( i <= ( n / 2 ) ) **{**

count += 3**;** i ++**;**

**}**

count += 3**;**

**}**

(3) 程序执行结束后的count值为 3n + 3。

当n为偶数时，count = 3 \* ( n / 2 ) + 3 \* ( n / 2 ) + 3 = 3 \* n + 3

当n为奇数时，count = 3 \* ( ( n + 1 ) / 2 ) + 3 \* ( ( n – 1 ) / 2 ) + 3 = 3 \* n + 3

(4) 使用执行频度的方法计算程序的执行步数，画出程序步数统计表：

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| 行 号 | 程 序 语 句 | 一次执行步数 | 执行频度 | 程序步数 |
| 1  2  3  4  5  6  7  8  9  10  11  12 | **void** d ( ArrayElement x [ ], **int** n ) **{**  **int** i = 1**;**  **do {**  x[i] += 2**;**  i += 2**;**  **} while** ( i <= n )**;**  i = 1**;**  **while** ( i <= ( n / 2 ) ) **{**  x[i] += x[i+1]**;**  i ++**;**  **}**  **}** | 0  1  0  1  1  1  1  1  1  1  0  0 | 1  1  ⎣(n+1)/2⎦  ⎣(n+1)/2⎦  ⎣(n+1)/2⎦  ⎣(n+1)/2⎦  1  ⎣n/2+1⎦  ⎣n/2⎦  ⎣n/2⎦  ⎣n/2⎦  1 | 0  1  0  ⎣(n+1)/2⎦  ⎣(n+1)/2⎦  ⎣(n+1)/2⎦  1  ⎣n/2+1⎦  ⎣n/2⎦  ⎣n/2⎦  0  0 |
|  |  |  | ( n ≠ 0 ) | 3n + 3 |

**四、其他练习题**

1-10 填空题

（ A ）由某一数据对象和该对象中各个数据成员间的关系组成。依据所有数据成员之间关系的不同，（ A ）分为两大类：（ B ）和（ C ）。在（ B ）中的各个数据成员依次排列在一个线性序列中；（ C ）的各个数据成员不再保持在一个线性序列中，每个数据成员可能与零个或多个其他数据成员发生联系。

根据视点的不同，数据结构分为数据的（ D ）和（ E ）。（ D ）是面向问题的，（ E ）是面向计算机的。

【解答】

A：数据结构 B：线性结构 C：非线性结构

D：逻辑结构 E：存储结构

1-11 判断下列叙述的对错。如果正确，在题前打“√”，否则打“×”。

(1) 数据元素是数据的最小单位。

(2) 数据结构是数据对象与对象中数据元素之间关系的集合。

(3) 数据结构是具有结构的数据对象。

(4) 数据的逻辑结构是指各数据元素之间的逻辑关系，是用户按使用需要建立的。

(5) 算法和程序原则上没有区别，在讨论数据结构时二者是通用的。

【解答】

(1) × (2) √ (3) × (4) √ (5) ×

1-12 判断下列叙述的对错。如果正确，在题前打“√”，否则打“×”。

(1) 所谓数据的逻辑结构是指数据元素之间的逻辑关系。

(2) 同一数据逻辑结构中的所有数据元素都具有相同的特性是指数据元素所包含的数据项的个数都相等。

(3) 数据的逻辑结构与数据元素本身的内容和形式无关。

(4) 数据结构是指相互之间存在一种或多种关系的数据元素的全体。

(5) 从逻辑关系上讲，数据结构主要分为两大类：线性结构和非线性结构。

【解答】

(1) √ (2) × (3) √ (4) × (5) √

1-13 填空题

算法是一个有穷的指令集，它为解决某一特定任务规定了一个运算序列。它应当具有输入、输出、（ A ）、有穷性和可执行性等特性。

算法效率的度量分为（ B ）和（ C ）。（ B ）主要通过在算法的某些部位插装时间函数来测定算法完成某一规定功能所需的时间。而（ C ）不实际运行算法，它是分析算法中语句的执行次数来度量算法的时间复杂性。

程序所需的存储空间包含两个部分 （ D ）和（ E ）。（ D ）空间的大小与输入输出数据的个数多少，数值大小无关；（ E ）空间主要包括其大小与问题规模有关的成分变量所占空间，引用变量所占空间，以及递归栈所用的空间，还有在算法运行过程中动态分配和回收的空间。

【解答】

A：确定性 B：事后测量 C：事前估计

D：固定部分 E：可变部分

1-14 有下列几种用二元组表示的数据结构，试画出它们分别对应的图形表示（当出现多个关系时，对每个关系画出相应的结构图），并指出它们分别属于何种结构。

(1) A = (K, R)，其中

K = **{** a1, a2, a3, a4 **}**，R = **{ }**

(2) B = (K, R)，其中

K = **{** a, b, c, d, e, f, g, h **}**，R = **{** r **}**，

r = **{**<a,b>, <b,c>, <c,d>, <d,e>, <e,f>, <f,g>, <g,h> **}**

(3) C = (K, R)，其中

K = **{** a, b, c, d, e, f, g, h **}**，R = **{** r **}**，

r = **{**<d,b>, <d,g>, <b,a>, <b,c>, <g,e>, <g,h>, <e,f> **}**

(4) D = (K, R)，其中

K = **{**1, 2, 3, 4, 5, 6 **}**，R = **{** r **}**，

r = **{** (1,2), (2,3), (2,4), (3,4), (3,5), (3,6), (4,5), (4,6) **}**

【解答】

a1

a3

a4

a2

(1)

(2)

a

b

c

d

e

f

g

h

d

bd

a

c

gd

e

h

f

(3)

1

2

3

5

4

6

(4)

1-15 单选题

(1) 一个数组元素a[i] 与\_\_\_\_\_\_\_\_的表示等价。

A：\*(a+i) B：a+i C：\*a+i D：**&**a+i

(2) 对于两个函数，若函数名相同，但只是\_\_\_\_\_\_\_\_不同则不是重载函数。

A：参数类型 B：参数个数 C：函数类型

(3) 若需要利用形参直接访问实参，则应把形参变量说明为\_\_\_\_\_\_\_\_参数

A：指针 B：引用 C：值

(4) 下面程序段的时间复杂度为\_\_\_\_**\_\_**\_\_。

**for** ( **int** i = 0**;** i < m**;** i++ )

**for** ( **int** j = 0**;** j < n**;** j++ )

a[i][j] = i\*j**;**

A：O(m2) B：O(n2) C：O(m\*n) D：O(m+n)

(5) 执行下面程序段时，执行S语句的次数为\_\_\_\_\_\_\_\_。

**for** ( **int** i = 1**;** i <= n**;** i++ )

**for** ( **int** j = 1**;** j <= i**;** j++ )

S**;**

A：n2 B：n2/2 C：n(n+1) D：n(n+1)/2

(6) 下面算法的时间复杂度为\_\_\_\_\_\_\_\_。

**int** f ( **unsigned int** n ) **{**

**if** ( n==0 || n==1 ) **return** 1**;**

**else return** n\*f (n-1)**;**

**}**

A：O(1) B：O(n) C：O(n2) D：O(n!)

【解答】

(1) A (2) C (3) B (4) C (5) D (6) B

1-16 填空题

(1) 数据的逻辑结构被分为\_\_\_\_\_\_\_、\_\_\_\_\_\_\_、\_\_\_\_\_\_\_和\_\_\_\_\_\_\_四种。

(2) 数据的存储结构被分为\_\_\_\_\_\_\_、\_\_\_\_\_\_\_、\_\_\_\_\_\_\_和\_\_\_\_\_\_\_四种。

(3) 在线性结构、树形结构和图形结构中，直接前驱和直接后继结点之间分别存在着\_\_\_\_\_\_\_、\_\_\_\_\_\_\_和\_\_\_\_\_\_\_的联系。

(4) 一种抽象数据类型包括\_\_\_\_\_\_\_和\_\_\_\_\_\_\_两个部分。

(5) 当一个传值型形式参数所占的体积较大时，应最好说明为\_\_\_\_\_\_\_，以节省参数值的传输时间和存储参数的空间。

(6) 当需要用一个形式参数直接改变对应实际参数的值时，则该形式参数应说明为\_\_\_\_\_\_。

(7) 在函数中对引用型形式参数的修改就是对相应\_\_\_\_\_\_\_\_的修改，而对\_\_\_\_\_\_\_\_型形式参数的修改只局限在该函数的内部，不会反映到对应的实际参数上。

(8) 当需要进行标准I/O操作时，则应在程序文件中包含\_\_\_\_\_\_\_\_头文件，当需要进行文件I/O操作时，则应在程序文件中包含\_\_\_\_\_\_\_头文件。

(9) 一个记录r理论上占有的存储空间的大小等于所有域\_\_\_\_\_\_\_\_，实际上占有的存储空间的大小即记录长度为\_\_\_\_\_\_\_\_。

(10) 一个数组a所占有的存储空间的大小即数组长度为\_\_\_\_\_\_\_\_，下标为i的元素a[i]的存储地址为\_\_\_\_\_\_\_，或者为\_\_\_\_\_\_\_。

(11) 函数重载要求\_\_\_\_\_\_\_、\_\_\_\_\_\_\_\_或\_\_\_\_\_\_\_有所不同。

(12) 对于双目操作符，其重载函数（非成员函数）带有\_\_\_\_\_\_个参数，其中至少有一个为\_\_\_\_\_\_的类型。

(13) 若对象ra和rb中至少有一个是属于用户定义的类型，则执行ra *==* rb时，需要调用\_\_\_\_\_\_\_重载函数，该函数的第一个参数应与\_\_\_\_\_\_\_的类型相同，第二个参数应与\_\_\_\_\_\_\_的类型相同。

(14) 从一维数组a[n] 中顺序查找出一个最大值元素的时间复杂度为\_\_\_\_\_\_\_\_，输出一个二维数组b[m][n]中所有元素值的时间复杂度为\_\_\_\_\_\_\_\_。

(15) 在下面程序段中，s = s+p语句的执行次数为\_\_\_\_\_\_\_\_，p \*= j语句的执行次数为\_\_\_\_\_\_\_，该程序段的时间复杂度为\_\_\_\_\_\_\_\_。

**int** i = 0**,** s = 0**;**

**while** ( ++i <= n ) **{**

**int** p = 1**;**

**for** ( **int** j = 1**;** j <= i**;** j++ ) p \*= j**;**

s = s + p**;**

**}**

(16) 一个算法的时间复杂度为(3*n*2+2*n*log2*n*+4*n*-7)/(5*n*)，其数量级表示为\_\_\_\_\_\_\_\_。

【解答】

(1) 集合结构、线性结构、树形结构、图形结构（次序无先后）

(2) 顺序结构、链接结构、索引结构、散列结构（次序无先后）

(3) 1 **:** 1、1 **:** N、M **:** N（或者1对1，1对N，M对N）

(4) 数据、操作（次序无先后）

(5) 引用型

(6) 引用型

(7) 实际参数的值、传值型

(8) iostream.h, fstream.h

(9) 长度之和，sizeof (r)

(10) sizeof(a)、a+i、(char\*) a+i\*sizeof(a[i])

(11) 参数类型、参数个数、排列次序（次序无先后）

(12) 二、用户定义

(13) **int operator** *==*、ra、rb

(14) O(n)、O(m\*n)

(15) n、n(n+1)/2、O(n2)

(16) O(n)

1-17 试计算以下程序所有语句的总执行次数。

(1) 非递归的求和程序

**float** sum ( **float** a[ ]**, int** n ) **{**

**float** s = 0.0**;**

**for** ( **int** i = 0**;** i < n**;** i++ )

s += a[i]**;**

**return** s**;**

**}**

(2) 递归的求和程序

**float** rsum ( **float** a[ ]**, int** n ) **{**

**if** ( n <= 0 ) **return** a[0]**;**

**else return** rsum ( a, n-1 ) + a[n-1]**;**

**}**

【解答】

(1) 2n+3 (2) 2n+1

1-18设有3个值大小不同的整数a、b和c，试编写一个C++函数，求

1. 其中值最大的整数；
2. 其中值最小的整数；
3. 其中位于中间值的整数。

【解答】

(1) 求3个整数中的最大整数的函数

【方案1】

**int** max ( **int** a**, int** b**, int** c ) **{**

**int** m = a**;**

**if** ( b > m ) m = b**;**

**if (** c > m ) m = c**;**

**return** m**;**

**}**

【方案2】(此程序可修改循环终止变量扩大到n个整数)

**int** max ( **int** a**, int** b**, int** c ) **{**

**int** data[3] = **{** a, b, c **};**

**int** m = 0**;** //开始时假定data[0]最大

**for** ( **int** i = 1**;** i < 3**;** i++ ) //与其他整数逐个比较

**if** ( data[i] > data[m] ) m = i**;** //m记录新的最大者

**return** data[m]**;**

**}**

1. 求3个整数中的最小整数的函数

可将上面求最大整数的函数稍做修改，“>”改为“<”，可得求最小整数函数。

【方案1】

**int** min ( **int** a**, int** b**, int** c ) **{**

**int** m = a**;**

**if** ( b < m ) m = b**;**

**if** ( c < m ) m = c**;**

**return** m**;**

**}**

【方案2】(此程序可修改循环终止变量扩大到n个整数)

**int** max ( **int** a**, int** b**, int** c ) **{**

**int** data[3] = **{** a, b, c **};**

**int** m = 0**;** //开始时假定data[0]最小

**for** ( **int** i = 1**;** i < 3**;** i++ ) //与其他整数逐个比较

**if** ( data[i] < data[m] ) m = i**;** //m记录新的最小者

**return** data[m]**;**

**}**

1. 求3个整数中具有中间值的整数

可将上面求最大整数的函数稍做修改，“>”改为“<”，可得求最小整数函数。

【方案1】

**int** min ( **int** a**, int** b**, int** c ) **{**

**int** m1 = a**,** m2**;**

**if** ( b < m1 ) **{** m2 = m1**;** m1 = b**; }**

**else** m2 = b**;**

**if** ( c < m1 ) **{** m2 = m1**;** m1 = c**; }**

**else if** ( c < m2 ) **{** m2 = c**; }**

**return** m2**;**

**}**

【方案2】(此程序可修改循环终止变量扩大到n个整数寻求次小元素)

**int** mid ( **int** a**, int** b**, int** c ) **{**

**int** data[3] = **{** a, b, c **};**

**int** m1 = 0, m2 = -1**;**  //m1指示最小整数, m2指示次小整数

**for** ( **int** i = 1**;** i < 3**;** i++ ) //与其他整数逐个比较

**if** ( data[i] < data[m1] ) **{** m2 = m1**;** m1 = i**; }** //原来最小变为次小, m1指示新的最小

**else if** ( m2 == -1 || data[i] < data[m2] ) m2 = i**;** //m2记录新的次小者

**return** data[m2]**;**

**}**

1-19 用C++函数编写一个算法，比较两个整数a和b的大小，对于a > b，a *==* b，a < b这三种不同情况应分别返回“>”，“=”和“<”字符。并求其时间复杂度。

【解答】

**char** Compare ( **int** a**, int** b ) **{**

**if** ( a > b ) **return** '>'**;**

**else if** ( a == b ) **return** '='**;**

**else return** '<'**;**

**}**

时间复杂度为O(1)

1-20 假定一维整型数组a[n]中的每个元素值均在［0, 200］区间内，用C++函数编写一个算法，分别统计出落在［0, 20)，［20, 50)，［50, 80)，［80, 130)，［130, 200］等各区间内的元素个数。

【解答】

**int** Count ( **int** a[ ], **int** n, **int** c[ ] ) **{**

//用数组c[5]保存统计结果

**int** d[5] = {20, 50, 80, 130, 201}**;** //用来保存各统计区间的上限

**int** i, j**;**

**for** ( i = 0**;** i < 5**;** i++ ) c[i] = 0**;** //给数组c[5]中的每个元素赋初值0

**for** ( i = 0**;** i < n**;** i++ ) **{**

**if** ( a[i] < 0 **||** a[i] > 200 )

**return** 0**;** //返回数值0表示数组中数据有错，统计失败。

**for** ( j = 0**;** j < 5**;** j++ ) //查找a[i]所在的区间

**if** ( a[i] < d[j] ) **break;**

c[j]++**;**  //使统计相应区间的元素增1

**}**

**return** 1**;**  //返回数值1表示统计成功

**}**

1-21 指出下列各算法的功能并求出其时间复杂度。

(1) **int** Prime ( **int** n ) **{**

**int** i = 2**,** x = (**int**) sqrt ( n )**;**

**while** ( i <= x ) **{**

**if** ( n % i == 0 ) **break;**

i++**;**

**}**

**if** ( i > x ) **return** 1**;**

**else return** 0**;**

**}**

(2) **int** sum1 ( **int** n ) **{**

**int** p = 1**,** s = 0**;**

**for** ( **int** i = 1**;** i <= n**;** i++ )

**{** p \*= i**;**  s += p**; }**

**return** s**;**

**}**

(3) **int** sum2 ( **int** n ) **{**

**int** s = 0**;**

**for** ( **int** i = 1**;** i <= n**;** i++ ) **{**

**int** p = 1;

**for** ( **int** j = 1**;** j <= i**;** j++ ) p \*= j**;**

s += p**;**

**}**

**return** s**;**

**}**

(4) **int** fun ( **int** n ) **{**

**int** i = 1, s = 1**;**

**while** ( s < n ) s += ++i**;**

**return** i**;**

**}**

(5) **void** UseFile ( **ifstream&** inp**, int** c[ ] ) **{**

//假定inp所对应的文件中保存有n个整数。

**for** ( **int** i = 0**;** i < 10; i++ ) c[i] = 0**;**

**int** x**;**

**while** ( inp >> x )

**{** i = x%10**;**  c[i]++**; }**

**}**

(6) **void** mtable ( **int** n ) **{**

**for** ( **int** i = 1**;** i <= n**;** i++ ) **{**

**for** ( **int** j = i**;** j <= n**;** j++ )

**cout** << i << "\*" << j << "=" << setw(2) << i \* j << " "**;**

**cout** << **endl;**

**}**

**}**

(7) **void** cmatrix ( **int** a[ ][ ]**, int** M**, int** N**, int** d ) **{**

//M和N为全局整型常量

**for** ( **int** i = 0**;** i < M**;** i++ )

**for** ( **int** j = 0**;** j < N**;** j++ )

a[i][j] \*= d**;**

**}**

(8) **void** matrimult ( **int** a[ ][ ]**, int** b[ ][ ]**, int** c[ ][ ]**, int** M**, int** N**, int** L ) **{**

//数组a[M][N]、b[N][L]、c[M][L]均为整型数组

**int** i, j, k**;**

**for** ( i = 0**;** i < M**;** i++ )

**for** ( j = 0**;** j < L**;** j++ )

c[i][j] = 0**;**

**for** ( i = 0**;** i < M**;** i++ )

**for** ( j = 0**;** j < L**;** j++ )

**for** ( k = 0**;** k < N**;** k++ )

c[i][j] += a[i][k] \* b[k][j]**;**

**}**

【解答】

(1) 判断n是否是一个素数，若是则返回数值1，否则返回0。该算法的时间复杂性为O(![](data:image/x-wmf;base64,183GmgAAAAAAAGACIAICCQAAAABTXgEACQAAA9MAAAAEABUAAAAAAAUAAAAJAgAAAAAEAAAAAgEBAAUAAAABAv///wAEAAAALgEYAAUAAAAxAgEAAAAFAAAACwIAAAAABQAAAAwCIAJgAhIAAAAmBg8AGgD/////AAAQAAAAwP///7b///8gAgAA1gEAAAsAAAAmBg8ADABNYXRoVHlwZQAAMAAJAAAA+gIAABAAAAAAAAAAIgAEAAAALQEAAAUAAAAUAmQBSAAFAAAAEwJIAXkACQAAAPoCAAAgAAAAAAAAACIABAAAAC0BAQAFAAAAFAJQAXkABQAAABMC0AHAAAQAAAAtAQAABQAAABQC0AHIAAUAAAATAlIAJgEFAAAAFAJSACYBBQAAABMCUgAeAhUAAAD7AoD+AAAAAAAAkAEAAAAABAIAEFRpbWVzIE5ldyBSb21hbgAAgwQAAAAtAQIACAAAADIKwAE+AQEAAABuAAoAAAAmBg8ACgD/////AQAAAAAAEAAAAPsCEAAHAAAAAAC8AgAAAIYBAgIiU3lzdGVtAIYEAAAALQEDAAQAAADwAQIAAwAAAAAA))。

(2) 计算![](data:image/x-wmf;base64,183GmgAAAAAAAOACQAQBCQAAAACwWAEACQAAAwoBAAACABUAAAAAAAUAAAAJAgAAAAAEAAAAAgEBAAUAAAABAv///wAEAAAALgEYAAUAAAAxAgEAAAAFAAAACwIAAAAABQAAAAwCQATgAhIAAAAmBg8AGgD/////AAAQAAAAwP///7H///+gAgAA8QMAAAsAAAAmBg8ADABNYXRoVHlwZQAA4AAQAAAA+wLA/QAAAAAAAJABAAAAAgACABBTeW1ib2wAAgQAAAAtAQAACAAAADIK2QI3AAEAAADlABAAAAD7AiD/AAAAAAAAkAEAAAACAAIAEFN5bWJvbAACBAAAAC0BAQAEAAAA8AEAAAgAAAAyCu8DwQABAAAAPQAVAAAA+wIg/wAAAAAAAJABAAAAAAQCABBUaW1lcyBOZXcgUm9tYW4AAKcEAAAALQEAAAQAAADwAQEACAAAADIK+gDIAAEAAABuAAgAAAAyCu8DMAEBAAAAMQAIAAAAMgrvA3QAAQAAAGkAFQAAAPsCgP4AAAAAAACQAQAAAAAEAgAQVGltZXMgTmV3IFJvbWFuAACnBAAAAC0BAQAEAAAA8AEAAAgAAAAyCoACTQIBAAAAIQAIAAAAMgqAAvkBAQAAAGkACgAAACYGDwAKAP////8BAAAAAAAQAAAA+wIQAAcAAAAAALwCAAAAhgECAiJTeXN0ZW0AhgQAAAAtAQAABAAAAPABAQADAAAAAAA=)的值。时间复杂性为O(n)。

(3) 计算![](data:image/x-wmf;base64,183GmgAAAAAAAOACQAQBCQAAAACwWAEACQAAAwoBAAACABUAAAAAAAUAAAAJAgAAAAAEAAAAAgEBAAUAAAABAv///wAEAAAALgEYAAUAAAAxAgEAAAAFAAAACwIAAAAABQAAAAwCQATgAhIAAAAmBg8AGgD/////AAAQAAAAwP///7H///+gAgAA8QMAAAsAAAAmBg8ADABNYXRoVHlwZQAA4AAQAAAA+wLA/QAAAAAAAJABAAAAAgACABBTeW1ib2wAAgQAAAAtAQAACAAAADIK2QI3AAEAAADlABAAAAD7AiD/AAAAAAAAkAEAAAACAAIAEFN5bWJvbAACBAAAAC0BAQAEAAAA8AEAAAgAAAAyCu8DwQABAAAAPQAVAAAA+wIg/wAAAAAAAJABAAAAAAQCABBUaW1lcyBOZXcgUm9tYW4AAIIEAAAALQEAAAQAAADwAQEACAAAADIK+gDIAAEAAABuAAgAAAAyCu8DMAEBAAAAMQAIAAAAMgrvA3QAAQAAAGkAFQAAAPsCgP4AAAAAAACQAQAAAAAEAgAQVGltZXMgTmV3IFJvbWFuAACCBAAAAC0BAQAEAAAA8AEAAAgAAAAyCoACTQIBAAAAIQAIAAAAMgqAAvkBAQAAAGkACgAAACYGDwAKAP////8BAAAAAAAQAAAA+wIQAAcAAAAAALwCAAAAhgECAiJTeXN0ZW0AhgQAAAAtAQAABAAAAPABAQADAAAAAAA=)的值。时间复杂性为O(*n2*)。

(4) 求出满足不等式1+2+3++i ≥ n的最小i值。时间复杂性为O(![](data:image/x-wmf;base64,183GmgAAAAAAAGACIAICCQAAAABTXgEACQAAA9MAAAAEABUAAAAAAAUAAAAJAgAAAAAEAAAAAgEBAAUAAAABAv///wAEAAAALgEYAAUAAAAxAgEAAAAFAAAACwIAAAAABQAAAAwCIAJgAhIAAAAmBg8AGgD/////AAAQAAAAwP///7b///8gAgAA1gEAAAsAAAAmBg8ADABNYXRoVHlwZQAAMAAJAAAA+gIAABAAAAAAAAAAIgAEAAAALQEAAAUAAAAUAmQBSAAFAAAAEwJIAXkACQAAAPoCAAAgAAAAAAAAACIABAAAAC0BAQAFAAAAFAJQAXkABQAAABMC0AHAAAQAAAAtAQAABQAAABQC0AHIAAUAAAATAlIAJgEFAAAAFAJSACYBBQAAABMCUgAeAhUAAAD7AoD+AAAAAAAAkAEAAAAABAIAEFRpbWVzIE5ldyBSb21hbgAAgwQAAAAtAQIACAAAADIKwAE+AQEAAABuAAoAAAAmBg8ACgD/////AQAAAAAAEAAAAPsCEAAHAAAAAAC8AgAAAIYBAgIiU3lzdGVtAIYEAAAALQEDAAQAAADwAQIAAwAAAAAA))。

(5) 利用数组c[10] 中的每个元素c[i] 对应统计出inp所联系的整数文件中个位值同为i的整数个数。时间复杂性为O(n)。

(6) 打印出一个具有n行的乘法表，第i行（1≤i≤n）中有n-i+1个乘法项，每个乘法项为i与j（i≤j≤n）的乘积。时间复杂性为O(n2)。

(7) 使数组a[M][N]中的每一个元素均乘以d的值。时间复杂性为O(M×N)。

(8) 矩阵相乘，即a[M][N]×b[N][L]→c[M][L]。时间复杂性为O(M×N×L)。