第2章 数组

**一、复习要点**

### 本章主要讨论数组抽象数据类型及利用数组实现的顺序表、字符串等数据结构。它们都是线性结构。但数组是直接存取结构，可以根据数组元素的下标直接在数组中存取该元素，而利用它实现的顺序表是顺序存取结构，所有数据元素集中存储于表的前端。字符串是顺序表的特化。

本章复习的要点：

**1、**基本知识点

理解作为抽象数据类型定义的数组类，掌握在C++ 中数组的定义和初始化方法，明确静态数组和动态数组的不同特点和使用，特别需要注意的是数组的存储结构不一定是一个连续的存储空间，当数组存放于一个连续的存储空间时叫做数组的顺序存储方式。要求掌握一维数组、二维数组、三维数组的地址计算方法。需要明确：数组是一种实现级的结构。

其次，需要理解顺序表的定义和特点，顺序表的类定义及其主要操作，如搜索、插入和删除的实现，掌握对它们的性能估计，包括搜索算法的平均搜索长度，插入与删除算法中的对象平均移动次数。还要掌握顺序表实例的定义和使用事例。

接着，需要掌握稀疏矩阵的三元组表示，并理解稀疏矩阵的转置运算的实现及其性能。

此外，需要理解字符串的定义，字符串抽象数据类型的类定义，字符串中各种重载操作的实现和使用，简单的模式匹配算法和匹配事例。

**2、**算法设计

⮚ 静态数组对象的定义，动态数组对象的定义

⮚ 数组中数组元素的原地逆置

⮚ 递归计算数组长度、数组中所有元素的和及平均值

⮚ 在顺序表中搜索值为item的元素，在有序顺序表中搜索值为item的元素

⮚ 在有序顺序表中插入新元素item到第i个位置

⮚ 在有序顺序表中删除第i个元素

⮚ 两个有序顺序表的合并，m个有序顺序表的合并

**二、难点与重点**

1、作为抽象数据类型的数组：数组的定义、数组的按行顺序存储与按列顺序存储

⮚ 确定数组元素的三要素：行号、列号、元素值

⮚ 数组元素的存放地址计算

2、顺序表：顺序表的定义、搜索、插入与删除

⮚ 顺序表搜索算法、平均比较次数的计算

⮚ 插入与删除算法、平均移动次数的计算

3、字符串：字符串的定义及其操作的实现

⮚ 串重载操作的定义与实现

**三、教材中习题的解析**

2-1 设n个人围坐在一个圆桌周围，现在从第s个人开始报数，数到第m个人，让他出局；然后从出局的下一个人重新开始报数，数到第m个人，再让他出局，……，如此反复直到所有的人全部出局为止。下面要解决的Josephus问题是：对于任意给定的n, s和m，求出这n个人的出局序列。请以n = 9, s = 1, m = 5为例，人工模拟Josephus的求解过程以求得问题的解。

【解答】

出局人的顺序为5, 1, 7, 4, 3, 6, 9, 2, 8。

2-2 试编写一个求解Josephus问题的函数。用整数序列1, 2, 3, ……, n表示顺序围坐在圆桌周围的人，并采用数组表示作为求解过程中使用的数据结构。然后使用n = 9, s = 1, m = 5，以及n = 9, s = 1, m = 0，或者n = 9, s = 1, m = 10作为输入数据，检查你的程序的正确性和健壮性。最后分析所完成算法的时间复杂度。

【解答】函数源程序清单如下：

**void** Josephus( **int** A[ ], **int** n, s, m ) **{**

**int** i, j, k, tmp**;**

**if** ( m == 0 ) **{**

**cerr** << "m = 0是无效的参数！" << **endl;**

**return;**

**}**

**for** ( i = 0**;** i < n**;** i++ ) A[i] = i + 1**;** //初始化，执行n次

i = s - 1**;** //报名起始位置

**for** ( k = n**;** k > 1**;** i-- ) **{** //逐个出局，执行n-1次

**if** ( i == k ) i = 0**;**

i = ( i + m - 1 ) % k**;** //寻找出局位置

**if** ( i != k-1 ) **{**

tmp = A[i]; //出局者交换到第k-1位置

**for** ( j = i**;** j < k-1**;** j++ ) A[j] = A[j+1]**;**

A[k-1] = tmp**;**

**}**

**}**

**for** ( k = 0**;** k < n / 2**;** k++ ) **{** //全部逆置, 得到出局序列

tmp = A[k]**;**

A[k] = A[n-k+1]**;**

A[n-k+1] = tmp**;**

**}**

**}**

例：n = 9, s = 1, m = 5

|  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
|  | 0 | 1 | 2 | 3 | 4 | 5 | 6 | 7 | 8 |  |
| k = 9 | 1 | 2 | 3 | 4 | 5 | 6 | 7 | 8 | 9 | 第5人出局, i = 4 |
| k = 8 | 1 | 2 | 3 | 4 | 6 | 7 | 8 | 9 | 5 | 第1人出局, i = 0 |
| k = 7 | 2 | 3 | 4 | 6 | 7 | 8 | 9 | 1 | 5 | 第7人出局, i = 4 |
| k = 6 | 2 | 3 | 4 | 6 | 8 | 9 | 7 | 1 | 5 | 第4人出局, i = 2 |
| k = 5 | 2 | 3 | 6 | 8 | 9 | 4 | 7 | 1 | 5 | 第3人出局, i = 1 |
| k = 4 | 2 | 6 | 8 | 9 | 3 | 4 | 7 | 1 | 5 | 第6人出局, i = 1 |
| k = 3 | 2 | 8 | 9 | 6 | 3 | 4 | 7 | 1 | 5 | 第9人出局, i = 2 |
| k = 2 | 2 | 8 | 9 | 6 | 3 | 4 | 7 | 1 | 5 | 第2人出局, i = 0 |
|  | 8 | 2 | 9 | 6 | 3 | 4 | 7 | 1 | 5 | 第8人出局, i = 0 |
| 逆置 | 5 | 1 | 7 | 4 | 3 | 6 | 9 | 2 | 8 | 最终出局顺序 |

例：n = 9, s = 1, m = 0

报错信息 m = 0是无效的参数！

例：n = 9, s = 1, m = 10

|  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
|  | 0 | 1 | 2 | 3 | 4 | 5 | 6 | 7 | 8 |  |
| k = 9 | 1 | 2 | 3 | 4 | 5 | 6 | 7 | 8 | 9 | 第1人出局, i = 0 |
| k = 8 | 2 | 3 | 4 | 5 | 6 | 7 | 8 | 9 | 1 | 第3人出局, i = 1 |
| k = 7 | 2 | 4 | 5 | 6 | 7 | 8 | 9 | 3 | 1 | 第6人出局, i = 3 |
| k = 6 | 2 | 4 | 5 | 7 | 8 | 9 | 6 | 3 | 1 | 第2人出局, i = 0 |
| k = 5 | 4 | 5 | 7 | 8 | 9 | 2 | 6 | 3 | 1 | 第9人出局, i = 4 |
| k = 4 | 4 | 5 | 7 | 8 | 9 | 2 | 6 | 3 | 1 | 第5人出局, i = 1 |
| k = 3 | 4 | 7 | 8 | 5 | 9 | 2 | 6 | 3 | 1 | 第7人出局, i = 1 |
| k = 2 | 4 | 8 | 7 | 5 | 9 | 2 | 6 | 3 | 1 | 第4人出局, i = 0 |
|  | 8 | 4 | 7 | 5 | 9 | 2 | 6 | 3 | 1 | 第8人出局, i = 0 |
| 逆置 | 1 | 3 | 6 | 2 | 9 | 5 | 7 | 4 | 8 | 最终出局顺序 |

当m = 1时，时间代价最大。达到( n-1 ) + ( n-2 ) + ∙∙∙∙∙∙ + 1 = n(n-1)/2 ≈ O(n2)。

2-3 设有一个线性表 (e0, e1, …, en-2, en-1) 存放在一个一维数组A[arraySize]中的前n个数组元素位置。请编写一个函数将这个线性表原地逆置，即将数组的前n个原址内容置换为 (en-1, en-2, …, e1, e0)。

【解答】

**template<class Type> void** inverse ( **Type** A[ ], **int** n ) **{**

**Type** tmp**;**

**for** ( **int** i = 0**;** i <= ( n-1 ) / 2**;** i++ ) **{**

tmp = A[i]**;**  A[i] = A[n-i-1]**;** A[n-i-1] = tmp**;**

**}**

**}**

2-4 假定数组A[arraySize]中有多个零元素, 试写出一个函数, 将A 中所有的非零元素依次移到数组A的前端A[i]（0≤ i ≤ arraySize）。

【解答】

因为数组是一种直接存取的数据结构，在数组中元素不是像顺序表那样集中存放于表的前端，而是根据元素下标直接存放于数组某个位置，所以将非零元素前移时必须检测整个数组空间，并将后面变成零元素的空间清零。函数中设置一个辅助指针free，指示当前可存放的位置，初值为0。

先给出作为抽象数据类型数组的类声明。

**#include** <iostream.h> //在头文件“array.h”中

**#include** <stdlib.h>

**const int** DefaultSize = 30**;**

**template <class Type> class** Array **{**

//数组是数据类型相同的n（size）个元素的一个集合, 下标范围从0到n-1。对数组中元素

//可按下标所指示位置直接访问。

**private:**

**Type** \*elements**;** //数组

**int** ArraySize**;** //元素个数

**public:**

Array ( **int** Size = DefaultSize )**;** //构造函数

Array ( **const** Array**<Type> &** x )**;** //复制构造函数

~Array ( ) **{ delete** [ ] elements**; }** //析构函数

Array**<Type>** **&** **operator** = ( **const** Array**<Type>** **&** a )**;** //数组整体赋值 (复制)

**Type& operator** [ ] ( **int** i )**;** //按下标访问数组元素

**int** Length ( ) **const { return** ArraySize**; }** //取数组长度

**void** compact ( )**; //**数组压缩

**void** ReSize ( **int** sz )**;** //修改数组长度

**}**

**template<class Type> void** Array**<Type> ::** compact( ) **{**

**int** free = 0**;**  //非零元素存放地址

**for** ( **int** i = 0**;** i < ArraySize**;** i++ ) //检测整个数组

**if** ( elements[i] != 0 ) **{** //发现非零元素

elements[free] = elements[i]**;** //前移

free++**;** elements[i] = 0**;**

**}**

**}**

2-5 顺序表的插入和删除要求仍然保持各个元素原来的次序。设在等概率情形下, 对有127个元素的顺序表进行插入, 平均需要移动多少个元素? 删除一个元素, 又平均需要移动多少个元素?

【解答】

若设顺序表中已有n = last+1个元素，last是顺序表的数据成员，表明最后表项的位置。又设插入或删除表中各个元素的概率相等，则在插入时因有n+1个插入位置(可以在表中最后一个表项后面追加)，每个元素位置插入的概率为1/(n+1)，但在删除时只能在已有n个表项范围内删除，所以每个元素位置删除的概率为1/n。
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根据上述推导，插入时平均移动 127 /2 = 63.5个元素，删除时平均移动 (127-1)/2 = 63个元素。

2-6 若矩阵Am×n中的某一元素A[i][j]是第i行中的最小值，同时又是第j列中的最大值，则称此元素为该矩阵的一个鞍点。假设以二维数组存放矩阵，试编写一个函数，确定鞍点在数组中的位置（若鞍点存在时），并分析该函数的时间复杂度。

【解答】

**int** minmax ( **int** A[ ][ ], **const int** m, **const int** n ) {

//在二维数组A[m][n]中求所有鞍点, 它们满足在行中最小同时在列中最大

**int** \*row = **new int**[m]**; int** \* col = **new int**[n]**;**

**int** i, j**;**

**for** ( i = 0**;** i < m**;** i++ ) **{** //在各行中选最小数组元素, 存于row[i]

row[i] = A[i][0]**;**

**for** ( j = 1**;** j < n**;** j++ )

**if** ( A[i][j] < row[i] ) row[i] = A[i][j]**;**

**}**

**for** ( j = 0**;** j < n**;** j++ ) **{** //在各列中选最大数组元素, 存于col[j]

col[i] = A[0][j]**;**

**for** ( i = 1**;** i < m**;** i++ )

**if** ( A[i][j] > col[j] ) col[j] = A[i][j]**;**

**}**

**for** ( i = 0**;** i < m**;** i++ ) **{** //检测矩阵，寻找鞍点并输出其位置

**for** ( j = 0**;** j < n**;** j++ )

**if** ( row[i] == col[j] )

**cout** << “The saddle point is : (” << i << “, ” << j << “)” << **endl;**

**delete** [ ] row**; delete** [ ] col**;**

**}**

此算法有3个并列二重循环，其时间复杂度为O(m×n)。

2-7 设有一个二维数组A[m][n]，假设A[0][0]存放位置在644(10)，A[2][2]存放位置在676(10)，每个元素占一个空间，问A[3][3](10)存放在什么位置？脚注(10)表示用10进制表示。

【解答】

设数组元素A[i][j]存放在起始地址为Loc ( i, j ) 的存储单元中。

∵ Loc ( 2, 2 ) = Loc ( 0, 0 ) + 2 \* n + 2 = 644 + 2 \* n + 2 = 676.

∴ n = ( 676 - 2 - 644 ) / 2 = 15

∴ Loc ( 3, 3 ) = Loc ( 0, 0 ) + 3 \* 15 + 3 = 644 + 45 + 3 = 692.

2-8 利用顺序表的操作，实现以下的函数。

(1) 从顺序表中删除具有最小值的元素并由函数返回被删元素的值。空出的位置由最后一个元素填补，若顺序表为空则显示出错信息并退出运行。

(2) 从顺序表中删除第i个元素并由函数返回被删元素的值。如果i不合理或顺序表为空则显示出错信息并退出运行。

(3) 向顺序表中第i个位置插入一个新的元素x。如果i不合理则显示出错信息并退出运行。

(4) 从顺序表中删除具有给定值x的所有元素。

(5) 从顺序表中删除其值在给定值s与t之间（要求s小于t）的所有元素，如果s或t不合理或顺序表为空则显示出错信息并退出运行。

(6) 从有序顺序表中删除其值在给定值s与t之间（要求s小于t）的所有元素，如果s或t不合理或顺序表为空则显示出错信息并退出运行。

(7) 将两个有序顺序表合并成一个新的有序顺序表并由函数返回结果顺序表。

(8) 从顺序表中删除所有其值重复的元素，使表中所有元素的值均不相同。

【解答】

顺序表的类定义

**#ifndef** SEQLIST\_H //定义在头文件“seqlist.h”中

**#define** SEQLIST\_H

**#include** < iostream.h>

**#include** <stdlib.h>

**template <class Type> class** SeqList **{**

**private:**

**Type** \*data**;** //顺序表的存放数组

**int** MaxSize**;** //顺序表的最大可容纳项数

**int** last**;** //顺序表当前已存表项的最后位置

**int** current; //顺序表的当前指针（最近处理的表项）

**public:**

SeqList ( **int** MaxSize )**;** //构造函数

~SeqList ( ) **{ delete** [ ] data**; }** //析构函数

**int** MaxLength ( ) **const { return** MaxSize**; }** //求表的最大长度

**int** Length ( ) **const** **{ return** last+1**;** **}** //计算表长度

**int** Find ( **Type** x ) **const;** //定位函数**:** 找x位置，置为当前表项

**void** Locate ( **int** i ) **{** i >= 0 **&&** i <= last ? current = i **:** exit(1); **}**

**//**定位函数**:** 第i项置为当前表项

**int** IsIn ( **Type** x )**;** //判断x是否在表中，不置为当前表项

**Type** \* GetData ( ) **{ return** current == -1？NULL **:** data[current]**; }** //取当前表项的值

**int** Insert ( **Type** x )**;** //插入x在表当前表项之后，置为当前表项

**int** Append ( **Type** x )**;** //追加x到表尾，置为当前表项

**Type** \* Remove ( )**;** //删除当前表项，置下一表项为当前表项

**Type** \*First ( )**;** //取表中第一个表项的值，置为当前表项

**Type** \*Next ( ) **{** **return** current < last ? **&**data[++current] **:** NULL**; }**

//取当前表项后继表项的值，置为当前表项

**Type** \*Prior ( ) **{** **return** current > 0 ? **&**data[--current] **:** NULL**; }**

//取当前表项前驱表项的值，置为当前表项

**int** IsEmpty ( ) **{ return** last == -1**;** **}** //判断顺序表空否, 空则返回1; 否则返回0

**int** IsFull ( ) **{ return** last == MaxSize-1**;** **}** //判断顺序表满否, 满则返回1; 否则返回0

**}**

**#endif**

(1) 实现删除具有最小值元素的函数如下：

**template<Type>** **Type** \* DelMin ( SeqList<**Type**> \*L ) **{**

**if** ( L->Length( ) *==* 0 ) //表空, 中止操作返回

**{ cerr** << “ List is Empty! ” << **endl; exit**(1)**; }**

**Type** min = \*L->First( ), \* temp**;** //假定0号元素的值最小

**for** ( **int** i = 1**;** i < L->Length( )**;** i++ ) **{** //循环, 寻找具有最小值的元素

temp **=** L->Next( )**; //**下一个表项定位为当前表项

**if** ( \*temp < min ) min = \* temp**;** //让min记忆当前具最小值的元素

**}**

L->Find( min )**;** temp =L->Remove( )**; //**定位于min所在表项，删除之

**return** temp**;**

**}**

(2) 实现删除第i个元素的函数如下（设第i个元素在data[i], i=0,1,…,last）：

**template<Type>** **Type** \* DelNo#i ( SeqList<**Type**> \*L, **int** i ) **{**

**if** ( L->Length( ) == 0 || i < 0 || i >= L->Length( ) ) //表空或i不合理, 中止操作

**{ cerr** << “ List is Empty or Parameter is out range! ” << **endl; exit**(1)**; }**

L->Locate( i )**; //**定位于第i个元素

**Type** \* temp = L->Remove( )**;** //删除

**return** temp**;**

**}**

(3) 实现向第i个位置插入一个新的元素x的函数如下（设第i个元素在data[i], i=0,1,…,last）：

**template<Type>** **void** InsNo#i ( SeqList<**Type**> \*L, **int** i, **Type** x ) **{**

**if** ( L->IsFull( )|| i < 0 || i >= L->Length( ) ) //表满或参数i不合理, 中止操作返回

**{ cerr** << “ List is Full or Parameter is out range! ” << **endl; exit**(1)**; }**

L->Locate( i )**; //**定位于第i个元素

L->Insert( x )**;** //在第i个位置插入

**}**

(4) 从顺序表中删除具有给定值x的所有元素。

**template<Type>** **void** DelValue ( SeqList<**Type>** \*L**, Type** x ) **{**

**int** i = 0**; Type** \* temp = L->First( )**;**

**while** (i < L->Length( ) ) //循环, 寻找具有值x的元素并删除它

**if** ( \* temp == x ) L->Remove( )**;** //删除具有值x的元素

**else {** temp = L->Next( )**;** i++**; }**

**}**

(5) 实现删除其值在给定值s与t之间（要求s小于t）的所有元素的函数如下：

**template<Type>** **void** DelNo#sto#t ( SeqList<**Type>** \*L**, Type** s, **Type** t ) **{**

**if** ( L->Length( ) == 0 || s >= t )

**{ cerr** << “List is empty or parameters are illegal!” << **endl; exit**(1)**; }**

**int** i = 0**; Type** \*temp = L->First( )**;**

**while** (i < L->Length( ) ) //循环, 寻找界于s与t之间的元素并删除它

**if** ( \*temp >= s **&&** \*temp <= t ) //删除满足条件的元素

L->Remove( )**;**

**else {** temp = L->Next( )**;**  i++**; }**

**}**

(6) 实现从有序顺序表中删除其值在给定值s与t之间的所有元素的函数如下：

**template<Type>** **void** DelNo#sto#t1 ( SeqList<**Type>** \*L**, Type** s, **Type** t ) **{**

**if** ( L->Length( ) == 0 || s >= t )

**{ cerr** << “List is empty or parameters are illegal!” << **endl; exit**(1)**; }**

**int** i = 0**; Type** \*temp = L->First( )**;**

**while** (i < L->Length( ) ) //循环, 寻找值 ≥s 的第一个元素

**if** ( \* temp >= s ) **break;** //退出循环时, 该元素成为当前表项

**else {** temp = L**-**>Next( )**;**  i++**; } //**否则, 继续寻找

**while** ( i < L->Length( ) **&&** \* temp <= t )

**{** L->Remove( )**;** temp = L->GetData( )**; }**

**}**

(7) 实现将两个有序顺序表合并成一个新的有序顺序表的函数如下：

**template<Type>** SeqList**<Type>** Merge ( SeqList<**Type>** A, SeqList<**Type>** B ) **{**

//合并有序顺序表A与B成为一个新的有序顺序表并由函数返回

SeqList<**Type**> temp**;**

**if** ( A.Length( ) + B.Length( ) > temp.MaxLength( ) )

**{ cerr** << “The summary of The length of Lists is out MaxSize!” << **endl; exit**(1)**; }**

**Type** \*value1 = A.First ( )**,**  \*value2 = B.First ( )**;**

**int** i = 0**,** j = 0**;**

**while** (i < A.length ( ) **&&** j < B.length ( ) ) **{**  //循环, 两两比较, 小者存入结果表

**if** ( \*value1 <= \*value2 )

**{** temp.Append( \*value1 )**;** \*value1 = A.Next ( )**;** i++**; }**

**else {** temp.Append( \*value2 )**;** \*value2 = B.Next ( )**;** j++**; }**

**}**

**while** ( i < A.Length ( ) ) //当A表未检测完, 继续向结果表传送

**{** temp.Append(\* value1)**;** \*value1 = A.Next ( )**;** i++**;** **}**

**while** ( j < B.Length ( ) ) //当B表未检测完, 继续向结果表传送

**{** temp.Append(\* value2 )**;** \*value2 = B.Next ( )**;** j++**;** **}**

**return** temp**;**

**}**

(8) 实现从表中删除所有其值重复的元素的函数如下：

**template<Type>** **void** SeqList<**Type> ::** DelDouble ( ) **{**

**if** ( L->IsEmpty( ) ) **{ cerr** << “List is empty!” << **endl; exit**(1)**; }**

**int** i = 0**,** j**; Type** \*temp1 = L->First( ), \*temp2**;**

**while** (i < L->Length( )-1 ) **{** //循环检测

j = i + 1**;** temp2 = L->Next( )**;**

**while** ( j < L->Length( ) ) //对于每一个i, 重复检测一遍后续元素

**if** ( \*temp1 == \*temp2 ) //如果相等, 删除

**{** L->Remove( )**;** \*temp2 = L->GetData( )**; }**

**else {** \*temp2 = L->Next( )**;** j++**; }**

L->Locate( ++i )**;** \*temp1 = L->GetData( )**;**

**}**

**}**

2-9 设有一个n×n的对称矩阵A，如图(a)所示。为了节约存储，可以只存对角线及对角线以上的元素，或者只存对角线或对角线以下的元素。前者称为上三角矩阵，后者称为下三角矩阵。我们把它们按行存放于一个一维数组B中，如图(b)和图(c)所示。并称之为对称矩阵A的压缩存储方式。试问：

(1) 存放对称矩阵A上三角部分或下三角部分的一维数组B有多少元素？

(2) 若在一维数组B中从0号位置开始存放，则如图(a)所示的对称矩阵中的任一元素aij在只存上三角部分的情形下(图(b))应存于一维数组的什么下标位置？给出计算公式。

(3) 若在一维数组B中从0号位置开始存放，则如图(a)所示的对称矩阵中的任一元素aij在只存下三角部分的情形下(图(c))应存于一维数组的什么下标位置？给出计算公式。

【解答】

(1) 数组B共有n + ( n-1 ) +∙∙∙∙∙∙ + 1= n \* ( n+1 ) / 2个元素。

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAABDAAAADnAQMAAADSLjTRAAAABGdBTUEAALGIlZj0pgAAAAZQTFRFAAAA////pdmf3QAAAAlwSFlzAAAOxAAADsQBlSsOGwAAENxJREFUeJztnM9v3EaWgKkRNpoBBPVBh0iwRj3AAuvbOrYO7kY6qmAW2OP4sKc97Sy8Wd1iK31Q90jT1CCABQOGO6eZGJNtYjH/wAC+JFhDbEBZ9RgIxL0OoA1bZkbEAtl09zALkmaJta+qSDa7+VNSW84g/QCVRKpe1ceqx6r3ikUK5DshwusG4DLFCMsUIyxTjLBMMcIyxQjLFCMs3xcMESQXhkse0IwP/NzWBj0XFScqk2KlGGdEoASCj9Gfg0RMUjinmFRyYTjuEsYEkj6v+6SpECJHC8Rrsiw/owmTD5Es56ggnwCG6ZYsi0CiI3ZKazYXiRrJ2bNmIWUJk13InaNX5vNi9HCp3yeQEI5x0FyYIb1ITrXf0TWnf6B9yO1iviFCf2ZIz43eA9GiGYaK69ApkLgikSSJdCTlIYk2tzzodDoEkjI/XtmpSXGWPMr+9U3bNlX/cLcASVxPhjEwIYVCgWIsx+QVTzp7e/K/d/ZsZhr7K7X7hUxLlr/eHAyCo7bYL8b3JMMYVABjULE5hrKolKMYLtEUXaeJQTA16Yq7cyfGksfYrc2TEx8WI7B/EtuTDOPuDmDc3TEI65TD28qtBAzNYYlVq22/rLg1JQvDJZZh2/6RQc+IsWMSxXAFwIBE56e6c8r9OAz9IbQGJAoBDNGtteqZGGcMwx84ml4iJmHQRhawd8N2C8pmbGtc03X5d9d0SX727Jm8f3O//ptsDPtF3W8Nl1VvJGKQ5f5bCJKfcIyB9AMnDqM/C60BCfI017f3crTGIXQKn1XOvFOJGDEShzFHx405vczHDaGx3czGwEJgGwYvR7wkhqX86lc0meEnHllvqjkwZqhtsNK8YUu+JAaRI5KN4a51f+5Vq/q/LokRI5kYTLhteHl7aRhKNkacv5EPgwviv/Q0jPFqJ9Uaphl4HKJfcgqGPXZ+UrYxLM71ajfSMMYvdmK2IXIZFuCkmijKxLikbeTDUDMx4iQTwwyMIx+Gno1xCdsgeTHGnJFJ24aYEwNnY1zSNrzaU++U8Xlv8raRa9wYLzEW4xK2cZZvFB2XydtGrjklF8bl5hTV/3VZjKhkYvi2AbFKpr8RjegTMC4zbmR7XzER/cRsg8awtQ1adZYv6i71dyCi79/n/z9pziXbhrXm28XB23lsg8Ww7MIyPXO3pJcgotevI3ZKe1xdTGyN0Yg+hy96s2ubcGFzZmacgkvkLYjoCeIYB80/zyTaxu87H37I7WK+hvJgbB5twoV9UCVB1JaIUXd3IJR2G35Er8dE9F5rDDplP6KvfizliFM23X8mf9c0DBg5vBg2GSNHRM8wHOekY9vMNF6uiB8V8gSP2KYXxiZwHtEnYgzKNKIvBxG9FBvRM9EUw4/oSSUzovdiWLgwhU0rbH0jEeNulUb01SCiR7ERPRX5dwoEsp/SUDpPRE9j2KpNL0wKjSEJGK6wQUPpDT+if0OMjeiZ6A8VP6L/xM4T0R/qNvn72wiF6k7E0CuA4d+w3YVqbERPxdGuSb91LMtyXt78zM4R0WNBseHCGuGqEzDIcpdG9F0/om/FR/RM+rPebU2ENSdHRI9njupmd+GDqjlcAUvCiJEk2/j9XLnMxw2h+tscEb271v65CBc2Gzp7eQyI6Gf8iL6fJ6IP6hXF7clhXNDfGF2+z8IIBQkT9TcIXzvPixEKEpIwLuRvjK3eZ2GEgoTJ+qJk5LlKFkYoQxLGVdgGkTIxxiQTI2wbfpmZGMPF/USMK7ANz2tNxRiVbIywbYg5MYazYBLG2VXYhhvkeCW20cuJMSz2tdrGcF3ytdrGsPZEjKuwjeG65CuxDTMvRlBZMsZV2EawLvlqbEPMi+EfJGNchW0ELsfEbSM0q+TA8F2OZAzzKmzDdzkm+TyF9ch9JTCOJAwaqxGdx5kicRsQVSRgCEXins82FAiv8M6O2C0EZ5MwaORKDg4O6AmJ4EoFJWC0SZeWwUCZZGKYe3t7JkR5WwdFmL/5nJUHo5eGgZhnJD+DHPLTp0/z2AZgsGCzs3pd+xynYoQ7xUjpFAt+NB/05OQkj21Ap4g7GJO5ldmD3VoqxpgmlViMDvxg0XFe/uIX2w5gnGfcaKJF40UjN4bncsQvVhMybADDMM4zbjTXby0e/nQrL4ZXciwG01fJhcaN1t9UjaP8reG5HHEYfEwZef6TjeGPFvPvv2d8sc+nlzwYZiIGH2EdcqE5pb1wYhyvM4JcGHYihhH6vyeZGIFttFc147ixFXqwko7hJmLw7sAhl+MctqG9Y7b3rSLJi8FdjjiMXgjTk2yMwN/gZ0J/ZmCoSRheRtF99f4G8do+DSN0NhNj1BcdeeiWgeEkYchB1a/c3yDe8JCKMYy4szFGfVH2dz4Mli29Na7CNtgqRzpGIJkYEdswc2P0MjGuwjbYaDmp1ojaRu4NV2eZGFdiG24ChhotJRMjahsZz+hHJQPjKmwjCWM4pwTruNkYwzklZB2Xwghm2MA4JmsbOR+OX8Tf8HvENOe5laTYRs6H4773xerPaxv06mj9fIt1n7qYCRjuEq1miQTb3RMwRn3RA0TytAZcHXvOtnMTEoWGkEm24ZYgLHBLL7YQO6U1Fz9P9cwJs43dfM/ol4iLqG3gzRc1qQkhZNrDcSziUtt/OP54ZlfMjlPmRZKjNdzSoHIb/jKtzfZbhQKEkA+Tn0oPSiIk6/7D8Ycv4jF41MYOZXml1Lqe45FfqVtE3377LbGMQeWOsrcyKyRjdFcBQ6v4D8eXD+MxeAzrHa/cn5/NgVG3JFSDULpmaKU/3IEQ8vMEjB4elFoiHlwv+w/Hy0di5EWBUERPxXlZwXcW82AMJEQjevvFRllRmutrjxIwTHx3EzDu/us/+A/Hb30hq7EY3voGO65YR2s5MAZrEsIYm9bh6T/+RoEQ8pMEDMcVqi3RFd5/k5/qzt0/RtHymbJQ9A/3a0+OqnEljmHcrd64TccNLHxzbU959P57TxJu2DNXMP4WML65jThGYfM4JusYmHvzs1+/F78gFsZwha0CHzdmvnm7qUAI+WkChkuWzQWRLKv3Ocag5ezHlK+OUjjC2w9OzqLZRnMBhrlSoOOGu6ZuqbMQQn4ax87fYjGXihkFRt9uEbYfa05szpDA1fVkVgO/9SCE/GUcO8fgWdNl/BZ+ZP539stRvNxRfyOO/RW/16YSUR73RbcmicH9jSzxH2uFzTLh3aVXKnG+6EQxmL8xKfm+vHqZT6YYYZlihGWKEZYpRlimGGGZYoQljCGDJ009mSxH9xVjNElFhPiwVxFfK4aEV4jt2N2VuIyy91v1QgWXr/tMqOUYRo+FhpLUtYlhCXpl/JU/Wivy/ujwwJ6ewJB6AX66+HkcvkgT4wYyDIkGye2ChG3beEL0d+PsFrFiJPpgki4cKfTd64bhVnJQkKL322LrZ84gmkPwqpBoa2BL6P+InNZjSpIRXIolFIhkAEZbmMOu6J7OuI0shB7w0ksAdgStbDuKZURzUQz6IFohPekJfmp/ZZNTW4xkc0WEqTFIu8IMf1KLBdT+QRW70byj0hWQKx4JwpwgFA2bOB/P2TFxBcXApA99Zn40035z+2vbODWKkWyYQGEUg14Zw7AB68stnBbTy8wY3AYw8OeIfYEIP1KMGNPjGKeiThwk4d6bx9bMnwwUyWZDOYhi8JYDgcLMow17/JXNkEBWTDFEuoLIsunQHXXViLm7BFaHggyKYfUQpq0RLdog16ElAOOlqHAM3dSd1j07tNN1XDAjAQzbx1B0opYlHUfzDjHO3pYskWLoG2sxGMscw2rPEYVy/Jcwa+/fMyJvNw+F1w4Y/8OaEkRSpW/qsh5jTxwDA4a7LVn/gfBzQ393JpJNJxWoEDDo5bfpMvJTXXc++CfdvZuIYRANMkOlmlDkGO8KhVNbVmI6kmMYFKMu9Z/caM8Y+o1otgDDOhNZA0hVXd8V7v1BeCsF4xOOQS//r+GEq0jS/z4XJbuZgKFTjB3p26e3aaf4LztEMCyhOMDURLtCwdB14m6pre1I3lEd2hr/R0gJKH6pSC1hRv6JcJCAwWyjIn1lrGFrNhkDWuMEe3dKH+5Ctyq3xBQMxIjFDtwgFXFXQNAaxFYb9ejSAr9hFaSTs3ekr/UyrhtdVE7AcIj8HHtWCa3RO6qLmRjQGnuAwXZutMFI7CM3ZpTmGEeA4RSl417Z/sz8KmZO4RgwVv3RH0UBo/tGnexnYfRcct1Q+FMEaA25/KckDFf8zxtwqZL0rFexn5DTGEs2AEMi5MfkM79TAEM/qvOrTMOAsepf/FEUMHaXdTdhFCVIg04zYWpTK8Zzph6P4a6L9ZBt6EfVbAy85dLB08eQyjpOwpBotp4KGO8kYNgwfCE6wdkjrTHrjryUNI6OoGTLPgswwDakspKIwdwe1SpiGel/tOMwMNlgU4Q0irGRNsMaZJ2OvJiMtEapYCdhcHER7qNeX4jD4NMU3Nk+hmGCiS7cs1O8L5v8G5RkwPA10ilS0gzri4ixqDqxncInbYN0GIYBXodOW0M02okUwK3RqY0gH0NRwUTLsp7kfflyxpazY9+pJvw/ut0m1POBv0/n9C/FuCJ94S2okCLDcMHrkGhrEGU2mvdc4ZJKerZfr9pTwL+T0lZoWQvKRNJnvU6RPy5KdSJ1LolB6OJwUIeasLF3VEQi6x0PQ5SRbLvRJ1dXEzz2ejxGcOmv+Ob7Dsawr1GmGGGZYoRlihGWKUZYphhhmWKEZYoRlilGWP4SMLrC+aRwESWmlYrBXGiVJnKQqME/WOJ5uNxH11OVvMVyc6g21JoohnYhDG2KMcWYYnxPMeYvhOFrXQaD7ov3Mdg28mQMvpfexGs+BttTP9RKx6C709UTyS+Rbi1nhxyD7ov3MfDNAGOoFGiqfC+9Sb+dxjHYnvqhVjoG3Z2utos+Bv3uGjvkGPSjcQEG3UaujSkFml8u0cVXw+x3IGEYdE+92wi00jEOipKkPkCVIsegX1JXH1RWihyDfjTOx2DbyLWQUqWIZJqVY5QGaPW6Zg46ixrHoHvqcSPQSsfoFItF9fF6WeEY9Evq6uPyc4Vj0I/GOZiJy7aRayGl8hGSaVameVzqrq7MHpgnhzMHJkEIOXRPfa0RaKVj7K2uFtWFClJk27YJ+5K6uoAUpUe/f9ajH42jHxUHgQK1kqKFlNAXSKZZmeZx3ZKkRcPUlIeG6cL/HbqnvjHUSsdoImjfVRFJcr/fJ/v0S+pwKEk9unO8Rz8a52OwbeRaWElCMs3KNI/rg49atxYBYznAWD786VArHwbyMWoKO+QY9KNxQafQbeTamFKgeTxYk1pVw9Qflg3eKXRPPbSGr5WO0boOJVburIu8U+iX1NXKzxoi7xT60bjgTqHbyLWQ0s9EJNOsvFPuVm+03oNOuXbLu1Ponvr9RqCVjvHoHpS4pFb4bce+pK4uHWPvhqUfjQsw6DZyLaR0TJBMszLNL4WtQusEbtjZ+x4G3VO/3gi00jHaBShxt1j2xg36JXV1d9n2MRaqm8EoSreRayGlZcCgWT0Ms9jSAGNu08cobB43GoFWBgYdAnaRf8PSL6mru8ENSz8aFzO1caWyAhj+Dasu9/b/ymyb1pHT5hh0T721GmilY2jrb8yphzs/LHAM+iV19bD2w0LqDMuVavMFmWblGDzX92ein2JMMaYYU4zvEMZ5F25mL6LEtFIx+hfBOK9SNoZ1zgLnLqLEtP4SVgKvTqYYYZlihGWKEZYpRli+Ixj/D9kY9HLR2UpJAAAAAElFTkSuQmCC)

(2) 只存上三角部分时，若i ≤ j，则数组元素A[i][j]前面有i-1行（1~i-1，第0行第0列不算)，第1行有n个元素，第2行有n-1个元素，∙∙∙∙∙∙，第i-1行有n-i+2个元素。在第i行中，从对角线算起，第j号元素前面有j-i个元素，因此，数组元素A[i][j]在数组B中的存放位置为

n + (n-1) + (n-2) + ∙∙∙∙∙∙ + (n-i+2) + j-i

= (2n-i+2) \* (i-1) / 2 + j-i

= (2n-i) \* (i-1) / 2 + j -1

若i > j，数组元素A[i][j]在数组B中没有存放，可以找它的对称元素A[j][i]。在

数组B的第 (2n-j) \* (j-1) / 2 + i -1位置中找到。

如果第0行第0列也计入，数组B从0号位置开始存放，则数组元素A[i][j]在数组B中的存放位置可以改为

当i ≤ j时，= (2n-i+1) \* i / 2 + j - i = ( 2n - i - 1 ) \* i / 2 + j

当i > j时，= (2n - j - 1) \* j / 2 + i

(3) 只存下三角部分时，若i ≥ j，则数组元素A[i][j]前面有i-1行（1~i-1，第0行第0列不算)，第1行有1个元素，第2行有2个元素，∙∙∙∙∙∙，第i-1行有i-1个元素。在第i行中，第j号元素排在第j个元素位置，因此，数组元素A[i][j]在数组B中的存放位置为

1 + 2 + ∙∙∙∙∙∙ + (i-1) + j = ( i-1)\*i / 2 + j

若i < j，数组元素A[i][j]在数组B中没有存放，可以找它的对称元素A[j][i]。在

数组B的第 (j-1)\*j / 2 + i位置中找到。

如果第0行第0列也计入，数组B从0号位置开始存放，则数组元素A[i][j]在数组B中的存放位置可以改为

当i ≥ j时，= i\*(i+1) / 2 + j

当i < j时，= j\*(j+1) / 2 + i

2-10 设A和B均为下三角矩阵，每一个都有n行。因此在下三角区域中各有n(n+1)/2个元素。另设有一个二维数组C，它有n行n+1列。试设计一个方案，将两个矩阵A和B中的下三角区域元素存放于同一个C中。要求将A的下三角区域中的元素存放于C的下三角区域中，B的下三角区域中的元素转置后存放于C的上三角区域中。并给出计算A的矩阵元素aij和B的矩阵元素bij在C中的存放位置下标的公式。

【解答】
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【解答】

在B中的存放顺序为 [ a11, a12, a21, a22, a23, a32, a33, a34, …, an n-1, ann ]，总共有3n-2个非零元素。元素aij在第i行，它前面有3(i-1)-1个非零元素，而在本行中第j列前面有j-i+1个，所以元素aij在B中位置为2\*i+j-3。
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(1) 该带状矩阵中有多少个非零元素？

(2) 若用一个一维数组B按行顺序存放各行的非零元素，且设a11存放在B[0]中，请给出一个公式，计算任一非零元素aij在一维数组B中的存放位置。

【解答】

(1) 主对角线包含n个非零元素，其上下各有一条包含n-1个非零元素的次对角线，再向外，由各有一条包含n-2个非零元素的次对角线，……，最外层上下各有一条包含n-b个非零元素的次对角线。则总共的非零元素个数有
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(2) 在用一个一维数组B按行顺序存放各行的非零元素时，若设b≤n/2，则可按各行非零元素个数变化情况，分3种情况讨论。

① 当1≤i≤b+1时，矩阵第1行有b+1个元素，第2行有b+2个元素，第3行有b+3个元素，……，第i行存有b+i个元素，因此，数组元素A[i][j]在B[ ]中位置分析如下：

第i行(i≥1)前面有i-1行，元素个数为 (b+1)+(b+2)+…+(b+i-1) = (i-1)\*b+i\*(i-1)/2，在第i行第j列(j≥1)前面有j-1个元素，则数组元素A[i][j]在B[ ]中位置为
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③ 当n-b+1<i≤n时，各行元素个数逐步减少。当i=n-b+1时有2b个非零元素，当
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2-13 稀疏矩阵的三元组表可以用带行指针数组的二元组表代替。稀疏矩阵有多少行，在行指针数组中就有多少个元素：第i个元素的数组下标i代表矩阵的第i行，元素的内容即为稀疏矩阵第i行的第一个非零元素在二元组表中的存放位置。二元组表中每个二元组只记录非零元素的列号和元素值，且各二元组按行号递增的顺序排列。试对右图所示的稀疏矩阵，分别建立它的三元组表和带行指针数组的二元组表。
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【解答】

二元组表 data

|  |  |  |
| --- | --- | --- |
|  | col | value |
| 0 | 0 | 12 |
| 1 | 2 | 11 |
| 2 | 5 | 13 |
| 3 | 6 | 14 |
| 4 | 1 | -4 |
| 5 | 5 | 3 |
| 6 | 3 | 8 |
| 7 | 1 | -9 |
| 8 | 4 | 2 |

行指针数组

row

|  |  |
| --- | --- |
| 0 | 0 |
| 1 | 3 |
| 2 | 4 |
| 3 | 6 |
| 4 | 7 |
| 5 | 7 |

2-14 字符串的替换操作replace (String **&**s, String **&**t, String **&**v)是指：若t是s的子串，则用串v替换串t在串s中的所有出现；若t不是s的子串，则串s不变。例如，若串s为“aabbabcbaabaaacbab”，串t为“bab”，串v为“abdc”，则执行replace操作后，串s中的结果为“aababdccbaabaaacabdc”。试利用字符串的基本运算实现这个替换操作。

【解答】

下面先给出字符串的类定义。

**#ifndef** String1\_H //定义在string1.h中

**#define** String1\_H

**#define** maxLen 128 //字符串的最大长度

**class** String **{**

//对象**:** 零个或多个字符的一个有限序列。

**private:**

**int** curLen**;** //串的长度

**char** \*ch**;** //串存放数组

**public:**

String ( **const** String**&** ob )**;**

//复制构造函数, 由一个已有的字符串对象ob构造一个新字符串。

String ( **const char** \*init )**;**

//构造函数, 构造一个最大长度为*maxLen*, 由init初始化的新字符串。

String ( )**;**

//构造函数, 构造一个最大长度为maxLen, 实际长度为0的字符串。

~String ( ) **{ delete** [ ] ch**; }**

//析构函数，释放动态分配的串空间。

**int** Length ( ) **const {** **return** curLen**; }**

//函数返回串**\*this**的长度。

String**& operator** ( ) ( **int** pos, **int** len )**;**

//当 0 ≤ pos ≤ *maxLen*且0 ≤ len且pos+len < maxLen 时, 则在串**\*this**中从pos所指出

//位置开始连续取len个字符组成子串返回。

**int operator** == ( **const** String**&** ob ) **const { return** strcmp ( ch, ob.ch ) == 0**; }**

//判是否串相等。若串**\*this**与ob相等, 则函数返回1, 否则函数返回0。

**int operator** != ( **const** String**&** ob ) **const { return** strcmp ( ch, ob.ch ) != 0**; }**

//判是否串不相等。若串**\*this**与ob不相等, 则函数返回1, 否则函数返回0。

**int operator** ! ( ) **const** **{ return** curLen == 0**; }**

//判是否串空。若串**\*this**为空, 则函数返回1, 否则函数返回0。

String**& operator** = ( **const** String**&** ob )**;**

//串ob赋值给当前串\***this**

String**& operator** += ( **const** String**&** ob )**;**

//若length (**\*this**)+length (ob) ≤ maxLen, 则把串ob接在串**\*this**后面。

**char& operator** [ ] ( **int** i )**;**

//取**\*this**的第i个字符。

String**&** Replace ( String**&** t**,** String**&** v)

**int** Find ( String**&** pat ) **const;**

//若串pat与串**\*this**中的某个子串匹配, 则函数返回第1次匹配时子串在串\***this**中的

//位置。若串pat为空或在串**\*this**中没有匹配子串, 则函数返回-1。

**}**

**#endif**

String**&** String **::** Replace ( String**&** t**,** String**&** v) **{**

**if** ( ( **int** id = Find ( t ) ) == -1 )//没有找到，当前字符串不改，返回

**{ cout <<** "The (replace) operation failed." << **endl;** **return \*this; }**

String temp( ch )**;** //用当前串建立一个空的临时字符串

ch[0] = '\0'**;** curLen = 0**;**  //当前串作为结果串，初始为空

**int** j, k = 0, len**;**  //存放结果串的指针

**while** ( id != -1 ) **{**

**for** (j = 0**;** j < id**;** j++) ch[k++] = temp.ch[j]**;** //摘取temp.ch中匹配位置

**if** ( curLen+ id + v.curLen <= maxLen )

len = v.curLen**;**  //确定替换串v传送字符数l

**else** len = maxLen - curLen - id**;**

**for** ( j = 0**;** j < len**;** j++ ) ch[k++] = v.ch[j]**;** //连接替换串v到结果串ch后面

curLen += id + len**;** //修改结果串连接后的长度

**if** ( curLen == maxLen ) **break;** //字符串超出范围

**for** ( j = id + t.curLen**;** j < temp.curLen**;** j++ )

temp.ch[j- id - t.curLen] = temp.ch[j]**;** //删改原来的字符串

temp.curLen -= id + t.curLen**;**

id = temp.Find ( t )**;**

**}**

**return \*this;**

**}**

2-15 编写一个算法frequency，统计在一个输入字符串中各个不同字符出现的频度。用适当的测试数据来验证这个算法。

【解答】

**include** <iostream.h>

**include** "string1.h"

**void** frequency( String**&** s, **char** A[ ]**,** **int** C[ ]**, int &**k ) **{**// s是输入字符串，数组A[ ]中记录字符串中有多少种不同的字符，C[ ]中记录每

//一种字符的出现次数。这两个数组都应在调用程序中定义。k返回不同字符数。

**int** i, j, len = s.length( )**;**

**if** ( !len ) { **cout** << "The string is empty. " << **endl;**  k = 0**; return; }**

**else {**  A[0] = s[0]**;** C[0] = 1**;** k = 1**;** //语句s[i]是串的重载操作

**for** ( i = 1**;** i < len**;** i++ ) C[i] = 0**;** //初始化

**for** ( i = 1**;** i < len**;** i++ ) **{** //检测串中所有字符

j = 0**;while** ( j < k **&&** A[j] != s[i] ) j++**;** //检查s[i]是否已在A[ ]中

**if** ( j == k ) **{** A[k] = s[i]**;** C[k]++**;** k++ **}** //s[i]从未检测过

**else** C[j]++**;** //s[i]已经检测过

**}**

**}**

**}**

测试数据 s = "cast cast sat at a tasa\0"

测试结果

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| A | c | a | s | t | ~~b~~ |
| C | 2 | 7 | 4 | 5 | 5 |

【另一解答】

**include** <iostream.h>

**include** "string1.h"

**const int** charnumber = 128; //ASCII码字符集的大小\*/

**void** frequency( String**&** s**,** **int** C[ ] ) **{**// s是输入字符串，数组C[ ]中记录每一种字符的出现次数。

**for** ( **int** i = 0**;** i < charnumber**;** i++ ) C[i] = 0**;** //初始化

**for** ( i = 0**;** i < s.length ( )**;** i++ ) //检测串中所有字符

C[ **atoi** (s[i]) ]++； //出现次数累加

**for** ( i = 0**;** i < charnumber**;** i++ ) //输出出现字符的出现次数

**if** ( C[i] > 0 ) **cout** << "( " << i << " ) : \t" << C[i] << "\t"**;**

**}**

2-16 设串s为“aaab”，串t为“abcabaa”，串r为“abcaabbabcabaacbacba”，试分别计算它们的失效函数f (j)的值。

【解答】

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| j | 0 | 1 | 2 | 3 |  | j | 0 | 1 | 2 | 3 | 4 | 5 | 6 |
| s | a | a | a | b |  | t | a | b | c | a | b | a | a |
| f (j) | -1 | 0 | 1 | -1 |  | f (j) | -1 | -1 | -1 | 0 | 1 | 0 | 0 |

**四、其他练习题**

2-17 填空题

一维数组的逻辑结构是( ① )，存储结构是( ② )。对于二维数组，有( ③ )和( ④ )两种不同的存储方式。对于一个二维数组A[m][n]，若采取按行存放（行优先存储）的方式，则任一数组元素A[i][j]相对于A[0][0]的地址为( ⑤ )。

【解答】

① 线性结构 ② 顺序存储表示 ③ 行优先顺序 ④ 列优先顺序

⑤ n\*i+j

2-18 判断下列叙述的对错。如果正确，在题前打“√”，否则打“×”。

(1) 线性表的逻辑顺序与物理顺序总是一致的。

(2) 线性表的顺序存储表示优于链式存储表示。

(3) 线性表若采用链式存储表示时所有存储单元的地址可连续可不连续。

(4) 二维数组是其数组元素为线性表的线性表。

(5) 每种数据结构都应具备三种基本运算：插入、删除和搜索。

【解答】

(1) × (2) × (3) √ (4) × (5) √

2-19 设有一个10×10的对称矩阵A[10][10]，采取按行压缩存储的方式存放于一个一维数组B[ ]中，则数组B[ ]的容量应有多大？若设A[0][0]为第一个元素，存放于B[0]，且数组A[ ][ ]的每一个数组元素在数组B[ ]中占一个数组元素位置，则A[8][5]在数组B[ ]中的地址是多少？

【解答】

数组B共应有55个元素。对于上三角矩阵，A[8][5] = A[5][8] = (2n-i-1)\*i / 2 + j = 43，对于下三角矩阵， A[8][5] = ( i+1)\*i / 2 + j = 41。

2-20 设有上三角矩阵A[n][n]，将其上三角元素逐行存储到一维数组B[m]中，使得B[k] = A[i][j]，且k = f1 (i) + f2 (j) + C。试推导出函数f1 (i)、f2 (j)和常数C，要求f1 (i)和f2 (j)中不包含常数项。

【解答】

f (i) = (2n-i-1)\*i / 2，f (j) = j，C = 0

2-21 设有三对角矩阵A[n][n]，将其三条对角线中的元素逐行存储到一维数组B[3n-2 ]中，使得B[k] = A[i][j]。试求：

(1) 用i, j表示k的地址转换公式；

(2) 用k表示i, j的地址转换公式；

【解答】

(1) k = 2\*i+j (2) i = ⎣(k+1)/3⎦, j = k-2\*i

2-22 设定整数数组B[m+1][n+1]的数据在行、列方向上都按从小到大的顺序排序，且整型变量x中的数据在B中存在。试设计一个算法，找出一对满足B[i][j] *==* x的i, j值。要求比较次数不超过m+n。

【解答】

算法的思想是逐次二维数组右上角的元素进行比较。每次比较有三种可能的结果：若相等，则比较结束；若右上角的元素小于x，则可断定二维数组的最上面一行肯定没有与x相等的数据，下次比较时搜索范围可减少一行；若右上角的元素大于x，则可断定二维数组的最右面一列肯定不包含与x相等的数据，下次比较时可把最右一列剔除出搜索范围。这样，每次比较可使搜索范围减少一行或一列，最多经过m+n次比较就可找到要求的与x相等的数据。

**void** find ( **int** B[ ][ ], **int** m, **int** n, **int** x, **int&** i, **int&** j ) **{**

//在二维数组B[m][n]中寻找与x相等的元素, 找到后, 由i与j返回该数组元素的位置

i = 0**;** j = n**;**

**while** ( B[i][j] != x )

**if** ( B[i][j] < x ) i++**;**

**else** j--**;**

**}**

2-23 试编写一个函数，将一个有n个非零元素的整数一维数组A[n] 拆分为两个一维数组，使得A[ ] 中大于零的元素存放在B[ ] 中，小于零的元素存放在C[ ] 中。

【解答】

算法采用两个指针pb和pc，分别作为数组B[ ] 和C[ ] 的存放指针，以引用方式传递其结果。

**void** fenjie( **int** A[ ]**, int** B[ ]**, int** C[ ]**, int** n**, int&** pb**, int&** pc ) **{**

pb = pc = -1**;**

**while** ( **int** k = 0**;** k < n**;** k++ )

**if** ( A[k] > 0 ) B[++pb] = A[k]**;**

**else** C[++pc] = A[k]**;**

**}**

2-24 已知在一维数组A[m+n] 中依次存放着两个顺序表 (a0, a2, …, am-1) 和 (b0, b2, …, bn-1)。试编写一个函数，将数组中两个顺序表的位置互换，即将 (b0, b2, …, bn-1) 放在 (a0, a2, …, am-1) 的前面。

【解答】

#**define** mpn 20 //数组长度，要求大于或等于n+m

**typedef int** DataType**;** //数组元素的数据类型

**void** inverse ( DataType A[ ], **int** st, **int** ed )**;** //逆转序列所有元素位置

**void** exchange ( DataType A[ ]**, int** m**, int** n ) **{**

//数组A[m+n]中，从0到m-1存放顺序表(a0, a2, …, am-1)，从m到m+n-1存放顺序表

// (b0, b2, …, bn-1)。

inverse ( A, 0, m+n-1 )**;** //逆转 (bn-1, bn-2, …, b0, an-1, an-2, …, a0 )

inverse ( A, 0, m-1 )**;** //逆转 (b0, b1, …, bm-1, an-1, an-2, …, a0 )

inverse ( A, m, m+n-1 )**;** //逆转 (b0, b1, …, bm-1, a0, a1, …, an-1 )

**}**

**void** inverse ( DataType A[ ], **int** st, **int** ed ) **{** //逆转(ast, ast+1, …, aed )为( aed, aed-1, …, ast )

**int** md = ( st + ed ) / 2**;**

**for** ( **int** i = 0**;** i <= md-st**;** i++ )

**{** DataType temp = A[st+i]**;**  A[st+i] = A[ed-i]**;**  A[ed-i] = temp**; }**

**}**

2-25 试编写一个函数，以不多于3n/2的平均比较次数，在一个有 n个整数的顺序表A中找出具有最大值和最小值的整数。

【解答】

**void** FindMaxMin ( SeqList A**, int&** Max**, int&** Min ) **{**

//在顺序表中一趟扫描，分别找最大值Max与最小值Min。

Max = Min = A.Get[0]**;**

**for** ( **int** i = 1**;** i <= A.length( )**;** i++ ) **{**

**if** ( A.Get(i) > Max ) Max = A.Get(i)**;**

**else if** ( A.Get(i) < Min ) Min = A.Get(i)**;**

**}**

**}**

最坏情况：当表中n个整数按从大到小非递增排列时，数据比较次数为2(n-1) 次；最好情况：当表中n个整数按从小到大递增排列时，数据比较次数为n-1次；数据平均比较次数为

(2(n-1) + (n-1) ) / 2 = 3n/2 - 3/2 < 3n/2

2-26 设A = (a1, a2, …, am) 和B = (b1, b2, …, bn)均为顺序表，A’ 和B’ 分别是除去最大公共前缀后的子表。如A = ( b, e, i, j, i, n, g )，B = ( b, e, i, f, a, n, g )，则两者的最大公共前缀为b, e, i，在两个顺序表中除去最大公共前缀后的子表分别为A’ = ( j, i, n, g )，B’ = ( f, a, n, g )。若A’ = B’ = 空表，则A = B；若A’ = 空表且B’ ≠ 空表，或两者均不空且A’的第一个元素值小于B’的第一个元素的值，则A < B；否则A > B。 试编写一个函数，根据上述方法比较A和B的大小。

【解答】

**char** Compare ( SeqList**&** A, SeqList**&** B ) **{**

**int** i = 0, alen = A.length( ), blen = B.length( )**;**

**while** ( i <= alen **&&** i <= blen ) //寻找公共前缀

**if** ( A.Get(i) == B.Get(i) ) i++**;**

**else break;**

**if** ( i > alen **&&** i > blen ) **return** '='**;** //比较

**else if** ( a > alen || A.Get(i) < B.Get(i) ) **return** '<'**;**

**else return** '>'**;**

**}**

2-27 若采用数组来存储多项式的系数，即用数组的第i个元素存放多项式的i次幂项的系数，如对于多项式 f(x) = 6x6 + 7x4 -10x2 + 5x + 3，可用数组表示为：

|  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
|  | 0 | 1 | 2 | 3 | 4 | 5 | 6 | … | … |
| coef | 3 | 5 | -10 | 0 | 7 | 0 | 6 | … | … |

(1) 试编写一个算法，求两个多项式的和。

(2) 试编写一个算法，求两个多项式的乘积。

【解答】

#**define** defaultSize 100 //默认数组大小

#**include** <iostream.h>

**class** Polynomial **{**  //多项式类的定义

**private:**

**float** \* coef**;** //多项式数组指针

**int** MaxSize**,** degree**;** //多项式数组大小及多项式最高阶

**public:**

Polynomial ( **int** size = defaultSize ) //构造函数

**:** MaxSize ( size ), degree ( 0 ) **{** coef = **new float**[MaxSize]**; }**

~Polynomial ( ) **{ delete** [ ] coef**; }** //析构函数

**float** GetCoef ( e ) **{ return** ( e >= 0 **&&** e <= degree ) **?** coef[e] **:** 0**; }** //取系数

**void** setCoef ( **int** c**, int** e ) **{ if** ( e >= 0 **&&** e <= degree )coef[e] = c**; }** //改系数

**float** GetDegree ( ) **{ return** degree**; }** //取多项式的阶

**void** setDegree ( **int** d) **{ if** ( d >= 0 **&&** d <= MaxSize-1 )degree = d**; }** //改多项式的阶

**friend** Polynomial **operator** + ( Polynomial**,** Polynomial)**;**  //加法

**friend** Polynomial **operator** \* ( Polynomial**,** Polynomial)**;**  //乘法

**friend istream&** **operator** >> ( **istream&**, Polynomial**&** )**;** //建立多项式

**};**

**istream& operator** >> ( **istream&** in, Polynomial**&** pl ) **{**

**int** m = 0**; float** c**; int** e**;**

**cout** << "Enter the coef, exp and end with e *==* -1 :\n?"**;**

in>> c >> e **;**

**while** ( e != -1 ) **{**

**if** ( e <= MaxSize ) **{** coef [e] = c**; if** ( e > m ) m = e**; }**

**else cout <<** "Degree " << e << " out of range : " << MaxSize << **endl;**

in >> c >> e**;**

**}**

degree = m**;**

**return** in**;**

**}**

Polynomial **operator** + ( Polynomial ah**,** Polynomial bh ) **{**

//两个按升幂排列的多项式相加，返回结果多项式指针

Polynomial temp**;**

temp.setDegree ( ah.getDegree( ) + bh.getdegree ( ) )**;**

**for** ( **int** i = 0**;** i < getDegree ( )**;** i++ )

temp.setCoef ( ah.getCoef( i ) **+** bh.getCoef( i )**,** i )**;**

**return** temp**;**

**}**

Polynomial **operator** \* ( Polynomial ah**,** Polynomial bh ) **{**

Polynomial temp**; float** val**; int** i**,** j**,** k**,** m**,** n**,** low**,** high**;**

m = ah.getDegree ( )**;** n = bh.Degree ( )**;** k = m + n**;**

**for** ( i = 0**;** i <= k**;** i++ ) **{**

low = ( i <= m ) **?** 0 **:** i - m**;**

high = ( i <= n ) **?** i **:** n**;**

val = 0.0**;**

**for** ( j = low**;** j <= high**;** j++ )

val += ah.getCoef ( i - j ) \* bh.getCoef ( j )**;**

temp.setCoef ( val, i )**;**

**}**

temp.setDegree ( k )**;**

**return** temp**;**

**}**

若设有两个多项式ah和bh，它们分别为

*Am*(*x*) = *a*0 + *a*1*x* + *a*2*x*2 + *a*3*x*3 + … + *amxm*

*Bn*(*x*) = *b*0 + *b*1*x* + *b*2*x*2 + *b*3*x*3 + … + *bnxn*

则两个多项式相加，它们的和为

*Sk*(*x*) = *Am*(*x*) + *Bn*(*x*) = *s*0 + *s*1*x* + *s*2*x*2 + *s*3*x*3 + … + *skxk*

其中，*k* = max ( *m*, *n* )，*si* = *ai* + *bi* ( *i* = 0, 1, …, *k* )

两个多项式相乘，它们的乘积为

*Pk*(*x*) = *Am*(*x*) \* *Bn*(*x*) = *p*0 + *p*1*x* + *p*2*x*2 + *p*3*x*3 + … + *pkxk*
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例如，若m = 3, n = 8，则有*A*3(*x*) = *a*0 + *a*1*x* + *a*2*x*2 + *a*3*x*3，*B*8(*x*) = *b*0 + *b*1*x* + *b*2*x*2 + *b*3*x*3 + *b*4*x*4 +

*b*5*x*5 + *b*6*x*6 + *b*7*x*7 + *b*8*x*8。它们的乘积为

*Pk*(*x*) = (*a*0 + *a*1*x* + *a*2*x*2 + *a*3*x*3) \* (*b*0 + *b*1*x* + *b*2*x*2 + *b*3*x*3 + *b*4*x*4 + *b*5*x*5 + *b*6*x*6 + *b*7*x*7 + *b*8*x*8) =

= *a*0*b*0 + (*a*0*b*1 + *a*1*b*0) *x* + (*a*0*b*2 + *a*1*b*1 + *a*2*b*0) *x*2 + (*a*0b3 + *a*1*b*2 + *a*2*b*1 + *a*3*b*0) *x*3 +

+ (*a*0*b*4 + *a*1*b*3 + *a*2*b*2 + *a*3*b*1) *x*4 + (*a*0*b*5 + *a*1*b*4 + *a*2*b*3 + *a*3*b*2) *x*5 + (*a*0*b*6 +*a*1*b*5 + *a*2*b*4 + *a*3*b*3) *x*6 +

+ (*a*0*b*7 + *a*1*b*6 + *a*2*b*5 + *a*3*b*4) *x*7 + (*a*0*b*8 + *a*1*b*7 + *a*2*b*6 + *a*3*b*5) *x*8 + (*a*1*b*8 + *a*2*b*7 + *a*3*b*6) *x*9 +

+ (*a*2*b*8 + *a*3*b*7) *x*10 + *a*3*b*8*x*11 =
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因此，在实现算法中，当i = 0, 1, …, 3 (= m) 时，求累加和循环的下上界为：low = 0, high = i；当 i = 4, 5, …, 8 (= n) 时，求累加和循环的下上界为：low = i-m, high = i；当 i = 9, …, 11 (= m+n) 时，求累加和循环的下上界为：low = i-m, high = n。