第3章 链表

**一、复习要点**

本章重点讨论最简单的链表结构——单链表。详细地介绍了单链表的抽象数据类型，单链表的类定义，相应操作的实现，引入了带表头结点的单链表结构。进一步定义了用模板描述的单链表类。作为一种应用，讨论了一元多项式的类定义及其加法操作的实现。此外，讨论了循环链表和双向链表。在复习这一章时需要对C++ 语言中的指针和引用类型的使用有清楚的理解。对带表头结点的链表和不带表头结点的链表在插入、删除、搜索时的差别有清楚的认识。而且需要明确：链表是一种实现级的结构。

本章复习的要点：

**1、**基本知识点

单链表是一种线性结构，链表各结点的物理存储可以是不连续的，因此各结点的逻辑次序与物理存放次序可以不一致。必须理解单链表的定义和特点，单链表的抽象数据类型和类定义，单链表成员函数，如构造函数、搜索、插入、删除等操作的实现，对比带表头结点单链表的搜索、插入、删除操作，比较其优缺点。其次是循环链表的定义和特点，它与单链表的差别，它的搜索、插入、删除操作的实现。最后是双向链表的定义，它的插入与删除操作的实现。

**2、**算法设计

⮚ 单链表的迭代求解算法，包括统计链表结点个数，在链表中寻找与给定值value匹配的结点，在链表中寻找第i个结点，在链表中第i个位置插入新结点，删去第i个结点，单链表各结点顺序逆转算法，在单链表中按从左到右和从右到左的顺序遍历的逆转链算法。

⮚ 带表头结点的单链表的迭代算法，包括统计链表结点个数，在链表中寻找与给定值value匹配的结点，在链表中寻找第i个结点，在链表中第i个位置插入新结点，删去第i个结点，连续删除链表中含有value值的结点，两个有序链表的合并。

⮚ 单链表的递归算法，包括统计链表结点个数，在链表中寻找与给定值value匹配的结点，在链表中寻找第i个结点，求链表各结点值的和，求链表各结点的值的平均值。

⮚ 循环链表的迭代算法：包括统计链表结点个数，在链表中寻找与给定值value匹配的结点，在链表中寻找第i个结点，在链表中第i个位置插入新结点，删去第i个结点，将循环链表链入单链表的表头。

⮚ 多项式的建立，两个多项式的相加，两个多项式的相减。

⮚ 用单链表实现字符串操作，每个结点仅存一个字符。

**二、难点和重点**

1、单链表：单链表定义、相应操作的实现。

⮚ 单链表的两种定义方式(复合方式与嵌套方式)

⮚ 单链表的搜索算法与插入、删除算法

⮚ 单链表的递归与迭代算法

2、循环链表：单链表与循环链表的异同

3、双向链表：带表头结点的双向循环链表

⮚ 双向循环链表的定义，带表头结点的优点

⮚ 双向链表的搜索、插入与删除算法

4、多项式：多项式的定义、多项式的表示及加法

⮚ 多项式.的三种表示

⮚ 多项式链接表示的优点

⮚ 多项式加法的实现(有序链表的合并算法)

**三、教材中习题的解析**

3-1线性表可用顺序表或链表存储。试问：

(1) 两种存储表示各有哪些主要优缺点?

(2) 如果有n个表同时并存，并且在处理过程中各表的长度会动态发生变化，表的总数也可能自动改变、在此情况下，应选用哪种存储表示？为什么？

(3) 若表的总数基本稳定，且很少进行插入和删除，但要求以最快的速度存取表中的元素，这时，应采用哪种存储表示？为什么？

【解答】

(1) 顺序存储表示是将数据元素存放于一个连续的存储空间中，实现顺序存取或(按下标)直接存取。它的存储效率高，存取速度快。但它的空间大小一经定义，在程序整个运行期间不会发生改变，因此，不易扩充。同时，由于在插入或删除时，为保持原有次序，平均需要移动一半(或近一半)元素，修改效率不高。

链接存储表示的存储空间一般在程序的运行过程中动态分配和释放，且只要存储器中还有空间，就不会产生存储溢出的问题。同时在插入和删除时不需要保持数据元素原来的物理顺序，只需要保持原来的逻辑顺序，因此不必移动数据，只需修改它们的链接指针，修改效率较高。但存取表中的数据元素时，只能循链顺序访问，因此存取效率不高。

(2) 如果有n个表同时并存，并且在处理过程中各表的长度会动态发生变化，表的总数也可能自动改变、在此情况下，应选用链接存储表示。

如果采用顺序存储表示，必须在一个连续的可用空间中为这n个表分配空间。初始时因不知道哪个表增长得快，必须平均分配空间。在程序运行过程中，有的表占用的空间增长得快，有的表占用的空间增长得慢；有的表很快就用完了分配给它的空间，有的表才用了少量的空间，在进行元素的插入时就必须成片地移动其他的表的空间，以空出位置进行插入；在元素删除时，为填补空白，也可能移动许多元素。这个处理过程极其繁琐和低效。

如果采用链接存储表示，一个表的存储空间可以连续，可以不连续。表的增长通过动态存储分配解决，只要存储器未满，就不会有表溢出的问题；表的收缩可以通过动态存储释放实现，释放的空间还可以在以后动态分配给其他的存储申请要求，非常灵活方便。对于n个表(包括表的总数可能变化)共存的情形，处理十分简便和快捷。所以选用链接存储表示较好。

(3) 应采用顺序存储表示。因为顺序存储表示的存取速度快，但修改效率低。若表的总数基本稳定，且很少进行插入和删除，但要求以最快的速度存取表中的元素，这时采用顺序存储表示较好。

3-2 针对带表头结点的单链表，试编写下列函数。

(1) 定位函数Locate：在单链表中寻找第i个结点。若找到，则函数返回第i个结点的地址；若找不到，则函数返回NULL。

(2) 求最大值函数max：通过一趟遍历在单链表中确定值最大的结点。

(3) 统计函数number：统计单链表中具有给定值x的所有元素。

(4) 建立函数create：根据一维数组a[n]建立一个单链表，使单链表中各元素的次序与a[n]中各元素的次序相同，要求该程序的时间复杂性为O(n)。

(5) 整理函数tidyup：在非递减有序的单链表中删除值相同的多余结点。

【解答】

单链表的结点类(ListNode **class**)和链表类(List **class**)的类定义。

**#ifndef** LIST\_H //将单链表定义在List.h

**#define** LIST\_H

**template <class Type> class** List**;** //前视的类定义

**template <class Type> class** ListNode **{** //链表结点类的定义

**friend class** List**<Type>;** //List类作为友元类定义

**private:**

**Type** data**;** //数据域

ListNode**<Type>** \*link**;** //链指针域

**public:**

ListNode ( ) **:** link (NULL) **{ }** //仅初始化指针成员的构造函数

ListNode ( **Type** item, ListNode<**Type**> \* next = NULL ) **:** data (item)**,** link (next) **{ }**

//初始化数据与指针成员的构造函数

ListNode**<Type>** \* getLink ( ) **{ return** link**;** **}** //取得结点的下一结点地址

**Type** getData ( ) **{ return** data**; }** //取得结点中的数据

**void** setLink ( ListNode**<Type>** \* next ) **{** link = next**; }** //修改结点的link指针

**void** setData ( **Type** value ) **{** data = value**; }** //修改结点的data值

**};**

**template <class Type> class** List **{** //单链表类定义

**private:**

ListNode**<Type>** \*first**,** \*current**;** //链表的表头指针和当前元素指针

**public:**

List ( **Type** value ) **{** first = current = **new** ListNode**<Type>** ( value )**; }** //构造函数

~List ( ) **{** MakeEmpty ( )**; delete** first**; }** //析构函数

**void** MakeEmpty ( )**;** //将链表置为空表

**int** Length ( ) **const;** //计算链表的长度

ListNode**<Type>** \* Find ( **Type** value )**;** //搜索含value的元素并成为当前元素

ListNode<**Type**> \* Locate( **int** i ); //搜索第i个元素并置为当前元素

**Type** GetData ( ) **{ return** current->data**; }**  //取出表中当前元素的值

**int** Insert ( **Type** value )**;** //将value插在当前位置后并成为当前元素

**Type** \*Remove ( )**;** //将表中当前元素删去, 填补者为当前元素

ListNode**<Type>** \* Firster ( ) **{** current = first**; return** first**; }** //当前指针定位于表头

**Type** First ( ) { **;** //当前指针定位于表第一个元素并返回值

**Type** \*Next ( )**;** //将当前指针进到表中下一个元素并返回值

**int** NotNull ( ) **{** **return** current != NULL**; } //**表中当前元素空否？空返回1, 不空返回0

**int** NextNotNull ( ) **{** **return** current != NULL **&&** current->link != NULL**; }**

**}; //**当前元素的下一元素空否？空返回1, 不空返回0

(1) 实现定位函数的算法如下：

**template <class Type>** ListNode **<Type>** \* List **<Type> ::** Locate ( **int** i ) **{**

//取得单链表中第i个结点地址, i从1开始计数, i <= 0时返回指针NULL

**if** ( i <= 0 ) **return** NULL**;** //位置i在表中不存在

ListNode <**Type**> \* p = first**; int** k = 0**;** //从表头结点开始检测

**while** ( p != NULL **&&** k < i ) **{** p = p->link**;** k++**; }** //循环, p == NULL表示链短, 无第i个结点

**return** p**; //**否则k == i, 返回第i个结点地址

**}**

(2) 实现求最大值的函数如下：

**template <class Type>** ListNode **<Type>** \* List **<Type> ::** Max ( ) **{**

//在单链表中进行一趟检测，找出具有最大值的结点地址, 如果表空, 返回指针NULL

**if** ( first->link == NULL ) **return** NULL**;** //空表, 返回指针NULL

ListNode <**Type**> \* pmax = first->link, p = first->link->link**;**

//假定第一个结点中数据具有最大值

**while** ( p != NULL ) **{** //循环, 下一个结点存在

**if** ( p->data > pmax->data ) pmax = p**;** //指针pmax记忆当前找到的具最大值结点

p = p->link**;** //检测下一个结点

**}**

**return** pmax**;**

**}**

(3) 实现统计单链表中具有给定值x的所有元素的函数如下：

**template <class Type> int** List **<Type> ::** Count ( **Type&** x ) **{**

//在单链表中进行一趟检测，找出具有最大值的结点地址, 如果表空, 返回指针NULL

int n = 0**;**

ListNode <**Type**> \* p = first->link**;** //从第一个结点开始检测

**while** ( p != NULL ) **{** //循环, 下一个结点存在

**if** ( p->data == x ) n++**;** //找到一个, 计数器加1

p = p->link**;** //检测下一个结点

**}**

**return** n**;**

**}**

(4) 实现从一维数组A[n]建立单链表的函数如下：

**template <class Type> void** List **<Type> ::** Create ( **Type** A[ ], **int** n ) **{**

//根据一维数组A[n]建立一个单链表，使单链表中各元素的次序与A[n]中各元素的次序相同

ListNode**<Type**> \* p**;**

first = p = **new** ListNode<**Type**>**;** //创建表头结点

**for** ( **int** i = 0**;** i < n**;** i++ ) **{**

p->link = **new** ListNode<**Type**> ( A[i] )**;** //链入一个新结点, 值为A[i]

p = p->link**;** //指针p总指向链中最后一个结点

**}**

p->link = NULL**;**

**}**

采用递归方法实现时，需要通过引用参数将已建立的单链表各个结点链接起来。为此，在递归地扫描数组A[n]的过程中，先建立单链表的各个结点，在退出递归时将结点地址p（被调用层的形参）带回上一层（调用层）的实参p->link。

**template<Type> void** List<**Type> ::** create ( **Type** A[ ]**, int** n**, int** i, ListNode<**Type> \*&** p ) **{**

//私有函数：递归调用建立单链表

**if** ( i == n ) p = NULL**;**

**else {** p = **new** ListNode<**Type**>( A[i] )**;** //建立链表的新结点

create ( A, n, i+1, p->link )**;** //递归返回时p->link中放入下层p的内容

**}**

**}**

**template<Type> void** List<**Type> ::** create ( **Type** A[ ], **int** n ) **{**

//外部调用递归过程的共用函数

first = current = **new** ListNode<**Type>;** //建立表头结点

create ( A, n, 0, first->link )**;** //递归建立单链表

**}**

(5) 实现在非递减有序的单链表中删除值相同的多余结点的函数如下：

**template <class Type> void** List **<Type> ::** tidyup ( ) **{**

ListNode**<Type**> \* p = first->link, temp**;** //检测指针, 初始时指向链表第一个结点

**while** ( p != NULL **&&** p->link != NULL ) //循环检测链表

**if** ( p->data == p->link->data ) **{** //若相邻结点所包含数据的值相等

temp = p->first**;** p->link = temp->link**;** //为删除后一个值相同的结点重新拉链

**delete** temp**;** //删除后一个值相同的结点

**}**

**else** p = p->link**;** //指针p进到链表下一个结点

**}**

3-3 设ha和hb分别是两个带表头结点的非递减有序单链表的表头指针, 试设计一个算法, 将这两个有序链表合并成一个非递增有序的单链表。要求结果链表仍使用原来两个链表的存储空间, 不另外占用其它的存储空间。表中允许有重复的数据。

【解答】

**#include** <iostream.h>

**template <class Type> class** List**;**

**template <class Type> class** ListNode **{**

**friend class** List<**Type**>**;**

**public:**

ListNode ( ) **:** link ( NULL ) **{ }** //构造函数, 仅初始化指针成员

ListNode ( **Type** item, ListNde<**Type**> \* next = NULL ) **:** data ( item )**,** link ( next ) **{ }**

**private:** //构造函数, 初始化数据与指针成员

**Type** data**;**

ListNode<**Type**> \*link**;**

**};**

**template <class Type> class** List **{**

**private:**

ListNode<**Type**> \*first**,** \*last**;**

**public:**

List ( **Type** finishied ) **{** first = last = **new** ListNode<**Type**>( finished )**; }**

//建立链表, 在表头结点的data域中存放数据输入结束标志, 它是表中不可能出现的数据

**void** Merge ( List<**Type**> **&**hb )**;** //连接链表

**friend istream& operator** >> ( **istream&** in**,** List<**Type**> inList )**;** //输入链表

**friend ostream& operator <<** ( **ostream&** out**,** List**<Type>** outList )**;** //输出链表

**}**

**istream& operator** >> ( **istream&** in**,** List<**Type**> inList ) **{**

**Type** value**;** ListNode<**Type**> \*p, \*q, \*s**;**

in >> value**;**

**while** ( value != inList.first->data ) **{** //循环建立各个结点

s = **new** ListNode<**Type**>( value )**;**

q = first**;** p = inList.first->link**;** //寻找新结点插入位置

**while** ( p != NULL **&&** p->data <= value ) **{** q = p**;** p = p->link**; }**

q->link = s**;** s->link = p**;** //在q, p间插入新结点

**if** ( p == NULL ) inList.last = s**;**

in >> value**;**

**}**

**}**

**ostream& operator <<** ( **ostream&** out**,** List**<Type>** outList ) **{**

**cout**<<"\nThe List is : \n"**;**

ListNode<**Type>** \*p = outList.first->link**;**

**while** ( p != NULL ) **{**

out << p->data**;**

**if** ( p != last ) out << "->"**;**

**else** out **<< endl;**

p = p->link**;**

**}**

**}**

**template <class Type> void** List <**Type**> **::** Merge ( List<**Type**>**&** hb ) **{**

//将当前链表**this**与链表hb按逆序合并，结果放在当前链表**this**中。 ListNode<**Type**> \*pa, \*pb, \*q, \*p**;** pa = first->link**;** pb = hb.first->link**;** //检测指针跳过表头结点

first->link = NULL**; /**/结果链表初始化

**while** ( pa != NULL **&&** pb != NULL ) **{** //当两链表都未结束时 **if** ( pa->data <= pb->data )

**{** q = pa**;** pa = pa->link**; }** //从pa链中摘下

**else**

**{** q = pb**;** pb = pb->link**; }** //从pb链中摘下

q→link = first->link**;** first->link = q**;** //链入结果链的链头

**}**p **=** ( pa != NULL ) **?** pa **:** pb**;** //处理未完链的剩余部分

**while** ( p != NULL ) **{** q = p**;** p = p->link**;**

q->link = first->link**;** first->link = q**;**

**}**

**}**

3-4 设有一个表头指针为h的单链表。试设计一个算法，通过遍历一趟链表，将链表中所有结点的链接方向逆转，如下图所示。要求逆转结果链表的表头指针h指向原链表的最后一个结点。

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAA9gAAAByAQMAAACSi+snAAAABGdBTUEAALGIlZj0pgAAAAZQTFRFAAAA////pdmf3QAAAAlwSFlzAAAOxAAADsQBlSsOGwAAA19JREFUeJzt2sFu0zAYAOBORWpPi3aCSWN5BIQ4wGFqHocH4ABIQCoOcEH0AZjIW8ABibTaoRfUPgCamqkSPU1LtUNaNY2Zm9j5bSdp4qbLqtmHznX+///SJl1cpzVUXaspW9nKVvYO245ZwA6apdozYvsHOeyaUapNOn6N7EXGe/55OzbaT7QbTLQmb388ecYPTUknOObs3vHhzegrJlqXt9vNvXS7xdndBzd//TkTbcjbF4MDfsjViP2Bs91Jk7fB/hVuZwNdsMkB9d/RsdC+mGhl2v0/Bj/k9NPs8T9dsE/k7aFoj6n9hrMnCfYjaRp1Tk1+aDIk9lPO7g8Md4+1feFULcee1UWbf93+yw3sI2FoaBF7SMci+6sp2PI0+vRCtL9FHYCE9tmRYM+QfKu9Fe2HUWcKwlaP7RPEH2/XkLcP58LQiPxvARfT0P6C3+Hy7IRUK9W2kGBv0IIk2xLHQlsv1fa19THUDhpV29w1dPstfe5wu/Ztt3R7tEFVMXdJe7ayla1sabtdi5vhgieN7dukLs61PbDBU7ayla3se20vz4vTi18g135tAvt8xMVk2cHf4vbyJ8i1f4At3qXNxWTa9bQt6c1vgFy7DW3H4GKybJnZekC+kOBcuwdt1+RjsuxOcTv8Xhfl2mNoz4SYu2qPJGwb5O7o53vjZsMnXlLE3bDpHNNYjZNmInwPgTS8ySdP4tW/LhnSi1SKbbyfC9yx8INJdhbnB7hzhTt4eHXoRgguwY3I8DCuZMNKXlKlBLvD2DqTYTC2Kdh9xo4reUmVlK3sW7S7FdpuhfZ09+yeYPt6Xtsh9ljOPhXs+TCvPTA3s1smb19P8tqWEdmOXqGtVWf3OqtMaC8Y22PsqzLtPg4JTGj7jD1n7Osy7fCWnQbtQIe234L27H2ptnMzh6lHdrQWF9rRFGc/zIgmS4/z2SiPbRlbed0o46yN7edoG8c7l/39CdrGeZ7L/q2jfBnFPt+57FaFdvRjkkrsqO2Sve4amlWJXkMl7XVzh6xKdO4gaa+bM62vpGxlK/s+2HR1aDVlputBq4z4JicC60zxL03pOlOjSKXY7jIZbZiBYAbIp7bD2F0mN71SbDtMTBfEgHyTyae59JavxlQysivdzd+YKFvZylb2btr/ARC8gbD7QSFXAAAAAElFTkSuQmCC)

【解答1】

**template<class Type> void** List<**Type**> **::** Inverse ( ) {

**if** ( first == NULL ) **return;**

ListNode<**Type**> \*p = first->link, **\***pr =NULL**;**

**while** ( p != NULL ) **{**

first->link = pr**;** //逆转first指针

pr = first**;** first = p**;** p = p->link**;** //指针前移

**}**

first->link = pr**;**

**}**

【解答2】

**template<class Type> void** List<**Type**> **::** Inverse ( ) **{**

ListNode<**Type**> \*p, \*head = **new** ListNode<**Type**> ( )**;** //创建表头结点, 其link域默认为NULL

**while** ( first != NULL ) **{**

p = first**;** first = first->link**;** //摘下first链头结点

p->link = head->link**;** head->link = p**; /**/插入head链前端

**}**

first = head->link**; delete** head**;** //重置first, 删去表头结点

**}**

3-5 从左到右及从右到左遍历一个单链表是可能的，其方法是在从左向右遍历的过程中将连接方向逆转，如右图所示。在图中的指针p指向当前正在访问的结点，指针pr指向指针p所指结点的左侧的结点。此时，指针p所指结点左侧的所有结点的链接方向都已逆转。

(1) 编写一个算法，从任一给定的位置(pr, p)开始，将指针p右移k个结点。如果p移出链表，则将p置为0，并让pr停留在链表最右边的结点上。

(2) 编写一个算法，从任一给定的位置(pr, p)开始，将指针p左移k个结点。如果p移出链表，则将p置为0，并让pr停留在链表最左边的结点上。
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【解答】

(1) 指针p右移k个结点

**template<class Type> void** List<**Type**> **::**

siftToRight ( ListNode<**Type**> \***&** p**,** ListNode<**Type**> \***&** pr**, int** k ) **{**

**if** ( p == NULL **&&** pr != first ) **{** //已经在链的最右端

**cout <<** "已经在链的最右端，不能再右移。" << **endl;**

**return;**

**}**

**int** i**;** ListNode<**Type**> \*q**;**

**if** ( p == NULL) //从链头开始

**{** i **=** 1**;** pr = NULL**;** p = first**; }** //重置p到链头也算一次右移

**else** i = 0**;**

**while** ( p != NULL **&&** i < k ) **{** //右移k个结点

q = p->link**;** p->link = pr**;** //链指针p→link逆转指向pr

pr = p**;** p = q**;** i**++;** //指针pr, p右移

**}**

**cout <<** "右移了" << i << "个结点。" << **endl;**

**}**

(2) 指针p左移k个结点

**template<class Type> void** List<**Type**> **::**

siftToLeft ( ListNode<**Type**> \***&** p**,** ListNode<**Type**> \***&** pr**, int** k ) **{**

**if** ( p == NULL **&&** pr == first ) **{** //已经在链的最左端

**cout <<** "已经在链的最左端，不能再左移。" << **endl;**

**return;**

**}**

**int** i = 0**;** ListNode<**Type**> \*q**;**

**while** ( pr != NULL **&&** i < k ) **{** //左移k个结点

q = pr->link**;** pr->link = p**;** //链指针pr->link逆转指向p

p = pr**;** pr = q**;** i**++;** //指针pr, p左移

**}**

**cout <<** "左移了" << i << "个结点。" << **endl;**

**if** ( i < k ) **{** pr = p**;** p = NULL**; }** //指针p移出表外，重置p, pr

**}**

3-6 试写出用单链表表示的字符串类及字符串结点类的定义，并依次实现它的构造函数、以及计算串长度、串赋值、判断两串相等、求子串、两串连接、求子串在串中位置等7个成员函数。要求每个字符串结点中只存放一个字符。

【解答】

//用单链表表示的字符串类string1的头文件string1.h

#include <iostream.h>

**const int** maxLen = 300**;** //字符串最大长度为300（理论上可以无限长）

**class** string1 **{**

**public:**

string1 ( )**;** //构造空字符串

string1 ( **char** \* obstr )**;** //从字符数组建立字符串

~string1 ( )**;** //析构函数

**int** Length ( ) **const { return** curLen**; }** //求字符串长度

string1**& operator** = ( string1**&** ob )**;** //串赋值

**int operator** == ( string1**&** ob )**;** //判两串相等

**char operator** [ ] ( **int** i )**;** //取串中字符

string1 **operator** ( ) ( **int** pos**, int** len )**;**  //取子串

string1**& operator** += ( string1**&** ob )**;** //串连接

**int** Find ( string1**&** ob )**;** //求子串在串中位置(模式匹配)

**friend ostream& operator** << ( **ostream&** os**,** string1**&** ob )**;**

**friend istream& operator** >> ( **istream&** is**,** string1**&** ob )**;**

**private:**

ListNode<**char**>\*chList**;** //用单链表存储的字符串

**int** curLen**;** //当前字符串长度

**}**

//单链表表示的字符串类string1成员函数的实现，在文件string1.cpp中

**#include** <iostream.h>

**#include** "string1.h"

string1 **::** string1( ) **{** //构造函数

chList = **new** ListNode<**char**> ('\0' )**;**

curLen = 0**;**

**}**

string1 **::** string1( **char** \*obstr ) **{** //复制构造函数

curLen = 0**;**

ListNode<**char**> \*p = chList = **new** ListNode<**char**> ( \*obstr )**;**

**while** ( \*obstr != '\0' ) **{**

obstr++**;**

p = p->link = **new** ListNode<**char**> ( \*obstr )**;**

curLen++**;**

**}**

**}**

string1**&** string1 **:: operator** = ( string1**&** ob ) **{** //串赋值

ListNode<**char**> \*p = ob.chList**;**

ListNode<**char**> \*q = chList = **new** ListNode<**char**> ( p->data )**;**

curLen = ob.curLen**;**

**while** ( p->data != '\0' ) **{**

p = p->link**;**

q = q->link = **new** ListNode<**char**> ( p->data )**;**

**}**

**return this;**

**}**

**int** string1 **:: operator** == ( string1**&** ob ) **{** //判两串相等

**if** ( curLen != ob.curLen ) **return** 0**;**

ListNode <**char**> \*p = chList**,** \*q = ob.chList**;**

**for** ( **int** i = 0**;** i < curLen**;** i++ )

**if** ( p->data != q->data ) **return** 0**;**

**else {** p = p->link**;** q = q->link**; }**

**return** 1**;**

**}**

**char** string1 **:: operator** [ ] ( **int** i ) **{** //取串中字符

**if (** i >= 0 **&&** i < curLen **) {**

ListNode <**char**> \*p = chList**; int** k = 0**;**

**while** ( p != NULL **&&** k < i ) **{** p = p->link**;** k++**; }**

**if** ( p != NULL ) **return** p->data**;**

**}**

**return** '\0'**;**

**}**

string1 string1 **:: operator** ( ) ( **int** pos**, int** len ) **{** //取子串

string1 temp**;**

**if** ( pos >= 0 **&&** len >= 0 **&&** pos < curLen **&&** pos + len - 1 < curLen ) **{**

ListNode<**char**> \*q, \*p = chList**;**

**for** ( **int** k = 0**;** k < pos**;** k++**;** ) p = p->link**;** //定位于第pos结点

q = temp.chList = **new** ListNode<**char**> ( p->data )**;**

**for** ( **int** i = 1**;** i < len**;** i++ ) **{** //取长度为len的子串

p = p->link**;**

q = q->link = **new** ListNode<**char**> ( p->data )**;**

**}**

q->link = **new** ListNode<**char**> ( '\0' )**;** //建立串结束符

temp.curLen = len**;**

**}**

**else {** temp.curLen = 0**;** temp.chList = **new** ListNode<**char**> ( '\0' )**; }**

**return** temp**;**

**}**

string1**&** string1 **:: operator** += ( string1**&** ob ) **{** //串连接

**if** ( curLen + ob.curLen > maxLen ) len = maxLen - curLen**;**

**else** len = ob.curLen; //传送字符数

ListNode<**char**> \*q = ob.chList**,** \*p = chList**;**

**for** ( **int** k = 0**;** k < curLen - 1**;** k++**;** ) p = p->link**;** //**this**串的串尾

k = 0**;**

**for** ( k = 0**;** k < len**;** k++ ) **{** //连接

p = p->link = **new** ListNode<**char**> ( q->data )**;**

q = q->link**;**

**}**

p→link = **new** ListNode<**char**> ( '\0' )**;**

**return this;**

**}**

**int** string1 **::** Find ( string1**&** ob ) **{** //求子串在串中位置(模式匹配)

**int** slen = curLen**,** oblen = ob.curLen**,** i = slen - oblen**;**

string1 temp = **this**;

**while** (i > -1 )

**if** ( temp( i**,** oblen ) == ob ) **break;**

**else** i*--* **;**

**return** i**;**

**}**

3-7 如果用循环链表表示一元多项式，试编写一个函数Polynomial **::** Calc(x)，计算多项式在x处的值。

【解答】

下面给出表示多项式的循环链表的类定义。作为私有数据成员，在链表的类定义中封装了3个链接指针：first、last和current，分别指示链表的表头结点、链尾结点和最后处理到的结点。

**class** Polynomal**;** //多项式前视类定义

**class** Term **{** //项类定义

**friend class** Polynomal**;**

**private:**

**double** coef**;** //系数

**int** expn**;** //指数

Term \*link**;** //项链接指针

**public:**

Term ( **double** c = 0, **int** e = 0, Term \* next = NULL ) **:** coef (c), expn(e), link (next) **{ }**

**}**

**class** Polynomal **{** //多项式类定义

**private:**

Term \*first, \*current**;** //头指针, 当前指针

**int** n**;** //多项式阶数

**public:**

Polynomal ( )**;** //构造函数

~Polynomal ( )**;** //析构函数

**int** Length ( ) **const;** //计算多项式项数

**int** IsEmpty ( ) **{ return** first->link == first**;** **}** //判是否零多项式

**int** Find ( **int** value )**;** //在多项式中寻找其指数值等于value的项

**int** getExpn( ) **const;** //返回当前项中存放的指数值

**double** getCoef( ) **const;** //返回当前项中存放的系数值

**void** Firster ( ) **{** current = first**; }** //将当前指针置于头结点

**int** First ( )**;** //将当前指针指向链表的第一个结点

**int** Next ( )**;** //将当前指针指到当前结点的后继结点

**int** Prior ( )**;** //将当前指针指到当前结点的前驱结点

**void** Insert ( **const double** coef**, int** expn )**;** //插入新结点

**void** Remove ( )**;** //删除当前结点

**double** Calc ( **double** x )**;** //求多项式的值

**friend** Polynomial **operator** + ( Polynomial **&,** Polynomial **&** )**;**

**friend** Polynomial **operator** \* ( Polynomial **&,** Polynomial **&** )**;**

**};**

对于多项式Pn(x) = a0 + a1x + a2x2 + a3x3 + … + an-1xn-1 + anxn，可用Horner规则将它改写求值： Pn(x) = a0 + (a1x + ( a2+ ( a3+ … + ( an-1+ an\*x )\*x … )\*x )\*x )\*x

因为不是顺序表，必须采用递归算法实现：

返回求值

Value(n) = a0 + Value(n-1)\*x

Value(n-1) = a1 + Value(n-2)\*x

……

Value(1) = an-1 + Value(0)

Value(0) = an

递归求解

**double** Polynomal **::** Value ( Term \*p, **double** x ) **{**

//私有函数：递归求子多项式的值

**if** ( p->link == first ) **return** p->coef**;**

**else return** p->coef + x \* Value ( p->link, x )**;**

**}**

**double** Polynomal **::** Calc ( **double** x ) **{**

//共有函数：递归求多项式的值

Term \* pc = first->link**;**

**return** ( pc == first ) ? 0.0 **:** Value ( pc, x )**;**

**}**

但当多项式中许多项的系数为0时变成稀疏多项式，如P50(x) = a0 + a13x13 + a35x35 + a50x50，为节省存储起见，链表中不可能保存有零系数的结点。此时，求值函数要稍加改变：

#**include** <math.h>

**double** Polynomal **::** Value ( Term \*p, **double** e, **double** x ) **{**

//私有函数：递归求子多项式的值。pow(x, y)是求x的y次幂的函数, 它的原型在“math.h”中

**if** ( p->link == first ) **return** p->coef**;**

**else return** p->coef + pow( x, p->expn – e ) \* Value ( p->link, p->expn, x )**;**

**}**

**double** Polynomal **::** Calc ( **double** x ) **{**

//共有函数：递归求多项式的值

Term \* pc = first->link**;**

**return** ( pc == first ) ? 0.0 **:** Value ( pc, 0, x )**;**

**}**

3-8 设a和b是两个用带有表头结点的循环链表表示的多项式。试编写一个算法，计算这两个多项式的乘积c = a\*b，要求计算后多项式a与b保持原状。如果这两个多项式的项数分别为n与m, 试说明该算法的执行时间为O(nm2)或O(n2m)。但若a和b是稠密的, 即其很少有系数为零的项, 那么试说明该乘积算法的时间代价为O(nm)。
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假设
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则它们的乘积为

![](data:image/x-wmf;base64,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)

例如，a = 1 + 2x + 3x2 + 4x3 + 5x4, b = 6 + 7x + 8x2 + 9x3, 它们的乘积

c = (1+2x+3x2+4x3+5x4)\*(6+7x+8x2+9x3) =

= 1\*6 + (1\*7+2\*6)x +(1\*8+2\*7+3\*6)x2+(1\*9+2\*8+3\*7+4\*6)x3+

+ (2\*9+3\*8+4\*7+5\*6)x4+ (3\*9+4\*8+5\*7)x5+(4\*9+5\*8)x6+5\*9x7

在求解过程中，固定一个ai，用它乘所有bj，得到xi+j的系数的一部分。这是一个二重循环。

i = 0 **:**

1\*6

1\*7

1\*8

1\*9

i = 1 **:**

1\*6

1\*7+2\*6

1\*8+2\*7

1\*9+2\*8

2\*9

i = 2 **:**

1\*6

1\*7+2\*6

1\*8+2\*7+3\*6

1\*9+2\*8+3\*7

2\*9+3\*8

3\*9

i = 3 **:**

1\*6

1\*7+2\*6

1\*8+2\*7+3\*6

1\*9+2\*8+3\*7+4\*6

2\*9+3\*8+4\*7

3\*9+4\*8

4\*9

i = 4 **:**

3\*9+4\*8+5\*7

4\*9+5\*8

5\*9

1\*6

1\*8+2\*7+3\*6

1\*9+2\*8+3\*7+4\*6

2\*9+3\*8+4\*7+5\*6

1\*7+2\*6

根据以上思想得到的算法如下：

Polynomal **operator** \* ( Polynomal**&** a, Polynomal**&** b ) **{**

Polynomal temp**;**

Term \* pa = a.first->link, pb, pc, fc**;** //pa与pb是两个多项式链表的检测指针

**double** value**;** temp.first = fc = pc = **new** Term**;**

//fc是每固定一个ai时ai结点指针, pc是存放指针

**while** ( pa != NULL ) **{** //每一个ai与b中所有项分别相乘

pb = b.first->link**;**

**while** ( pb != NULL ) **{** //扫描多项式b所有项

value = pa->data \* pb->data**;** //计算ai \* bj

**if** ( pc->link != NULL ) pc->link->data = pc->link->data + value**;** //累加

**else** pc->link = **new** Term (value)**;** //增加项, 每次pa变化, 链结点要随之增加

pc = pc->link**;** pb = pb->link**;**

**}**

pc = fc = fc->link**;** pa = pa->link**;** //处理多项式a 的下一ai

**}**

pc->link = NULL**;**

**return** temp**;**

**}**

这个算法有一个二重循环，内层循环中语句的重复执行次数是O(n\*m)。其中，n是第一个多项式的阶数，m是第二个多项式的阶数。这是稠密多项式的情形。

对于稀疏多项式的情形请自行考虑。

3-9 计算多项式 Pn (x) = a0 xn + a1 xn-1 + a2 xn-2 + …… + an-1 x + an的值，通常使用的方法是一种嵌套的方法。它可以描述为如下的迭代形式：b0 = a0 , bi+1 = x \* bi + ai+1, i = 0, 1, …, n-1。若设bn = pn （x）. 则问题可以写为如下形式：Pn (x) = x \* Pn-1 (x) + an ，此处， Pn-1 (x) = a0 xn-1 + a1 xn-2 + …… + an-2 x + an-1，这是问题的递归形式。试编写一个递归函数，计算这样的多项式的值。

【解答】

如果用循环链表方式存储多项式，求解方法与3-7题相同。如果用数组方式存储多项式，当零系数不多时，可用顺序存放各项系数的一维数组存储多项式的信息，指数用数组元素的下标表示

|  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
|  | 0 | 1 | 2 | 3 |  | i |  | n-2 | n-1 |
| coef | a0 | a1 | a2 | a3 | … | ai | … | an-2 | an-1 |

多项式的类定义如下：

**struct** Polynomal **{**

**double** \* coef**;**

**int** n**;**

**}**

这样可得多项式的解法：

**double** Polynomal **::** Value ( **int** i, **double** x ) **{**

//私有函数：递归求子多项式的值

**if** ( i == n-1 ) **return** coef[n-1]**;**

**else return** coef[i] + x \* Value ( i+1, x )**;**

**}**

**double** Polynomal **::** Calc ( **double** x ) **{**

//共有函数：递归求多项式的值

**if** ( n == 0 ) **return** 0.0**;**

**else return** Value ( 0, x )**;**

**}**

3-10 试设计一个实现下述要求的Locate运算的函数。设有一个带表头结点的双向链表L，每个结点有4个数据成员：指向前驱结点的指针lLink、指向后继结点的指针rLink、存放数据的成员data和访问频度freq。所有结点的freq初始时都为0。每当在链表上进行一次Locate (L, x)操作时，令元素值为x的结点的访问频度freq加1，并将该结点前移，链接到与它的访问频度相等的结点后面，使得链表中所有结点保持按访问频度递减的顺序排列，以使频繁访问的结点总是靠近表头。

【解答】

**#include** <iostream.h>

**template <class Type> class** DblList**;**

**template <class Type> class** DblNode **{**

**friend class** DblList**<Type>;**

**private:**

**Type** data**;** //链表结点数据

DblNode**<Type>** \*lLink, \*rLink**;** //链表前驱(左链)、后继(右链)指针

**int** freq**;**  //访问频度

**public:**

DblNode ( **Type** value**,** DblNode**<Type>** \*left**,** DblNode**<Type>** \*right ) **:**

data (value)**,** lLink (left)**,** rLink (right), freq(0) **{ }** //构造函数

DblNode ( **Type** value ) **:** data (value)**,** lLink ( NULL )**,** rLink ( NULL ), freq(0) **{ }** //构造函数

**Type** getData ( ) **const { return** data**; }** //读取结点数据

**void** setData ( **Type** value ) **{** data = value**; }** //修改结点数据

DblNode**<Type>** \* getNext ( ) **{ return** rLink**; }**  //读取rLink中的地址

DblNode**<Type>** \* getPrior ( ) **{ return** lLink**; }** //读取lLink中的地址

**void** setNext ( DblNode**<Type>** \*p ) **{** rLink = p**; }** //修改rLink中的地址

**void** setPrior ( DblNode**<Type>** \*p ) **{** lLink = p**; }**  //修改lLink中的地址

**};**

**template <class Type> class** DblList **{**

**private:**

DblNode**<Type>** \*first**,** \*current**;** //双向循环链表表头指针和当前指针

**public:**

DblLIst ( **Type** uniqueVal )**;** //构造函数**:** 建立双向循环链表的表头结点

**int** Length ( ) **const;** //计算双向循环链表的长度

**int** IsEmpty ( ) **{** **return** first->rLink == first**; } //**判双向循环链表空否

**int** Locate ( **Type&** target ) **const;** //在链表中寻找等于给定值的结点

DblNode**<Type>** \*Firster ( ) **{** current = first**; return** first**; }**

//初始化**:** 将当前指针指到表头结点

**Type** First ( ) **{** current = first->rLink**; return** current->data**; }**

//当前指针指向链表第一结点

**Type** RLink ( ) **{** //当前指针指到当前结点的后继结点

current = ( current->rLink == first ) **?** first->rLink **:** current->rLink**;**

**return** current->data**;**

**}**

**Type** LLink ( ) **{** //当前指针指到当前结点的前驱结点

current = ( current->lLink == first ) **?** first->lLink **:** current->lLink**;**

**return** current->data**;**

**}**

**void** Insert ( **const Type &** value )**;** //在当前结点的rLink方向插入一个含值value的新结点

**void** Remove ( )**;** //删除当前结点

**friend istream& operator** >> ( **istream&** in, DblList**&** DL )**;** //重载操作：输入链表

**friend ostream& operator** << ( **ostream&** out, DblList**&** DL )**;** //重载操作：输出链表

**};**

**template <class Type>** DblList**<Type> ::** DblList ( **Type** uniqueVal ) **{**

first = **new** DblNode<**Type**> ( uniqueVal)**;** //创建表头结点, uniqueVal是输入结束标志

first->lLink = first->rLink = first**;** current = first**;** //当前指针指向表头结点

**}**

**template <class Type> void** DblList**<Type> ::** Insert ( **const Type &** value ) **{**

//建立一个包含有值value的新结点, 并将其插入到当前结点之后。

**if** ( first->rLink == first ) //原为空表

current = first->rLink = **new** DblNode ( value, first, first )**;**

**else** current = current->rLink = **new** DblNode ( value, current, current->rLink )**;** //原为非空表

current->rLink->lLink = current**;** //完成重新链接

**}**

**template <class Type> int** DblList**<Type> ::** Length ( ) **const {**

//计算带表头结点的双向循环链表的长度, 通过函数返回。

DblNode**<Type>** \* p = first->rLink**;** **int** count = 0**;**

**while** ( p != first ) **{** p = p->rLink**;**  count++**;** **}**

**return** count**;**

**}**

**template <class Type> istream& operator** >> ( **istream&** in, DblList<**Type**>**&** DL ) **{**

**Type** value**;** in >> value**;** //每次新结点插入在表头结点后面

**while** ( value != DL.first->data ) **{** DL.Insert ( value )**;** in >> value**; }**

**}**

**template <class Type> ostream& operator** << ( **ostream&** out, DblList<**Type**>**&** DL ) **{**

**int** i**,** n = DL.Length( )**; Type** value = DL.First ( )**;**

**for** ( i = 0**;** i < n**;** i++ ) **{** out **<<** value << **endl;** value = DL.RLink( )**; }**

**}**

**template <class Type> int** DblList<**Type**> **::** Locate ( **Type&** x ) **{**

//在双向循环链表中查找值为x的结点，找到后该结点成为当前结点，再将它搬到适当位置

DblNode<**Type**> \*p = first->rLink**;**

**while** ( p != first **&&** p->data != x ) p = p->rLink**;**

**if** ( p != first ) **{** //链表中存在x

p→freq++**;** current = p**;** //该结点的访问频度加1

current->lLink->rLink = current->rLink**;** //从链表中摘下这个结点

current->rLink->lLink = current->lLink**;**

p = current->lLink**;** //寻找从新插入的位置

**while** ( p != first **&&** current->freq > p->freq ) p = p->lLink**;**

current->rLink = p->rLink**;** //插入在p之后

current->lLink = p**;**

p->rLink->lLink = current**;**

p->rLink = current**;**

**}**

**else cout**<<"Sorry. Not find!\n"**;** //没找到

**}**

3-11 利用双向循环链表的操作改写2-2题，解决约瑟夫(Josephus)问题。

【解答】

**#include** <iostream.h>

**#include** “DblList.h”

**Template <class Type> void** DblList **<Type> ::** Josephus ( **int** n, **int** m ) **{**

DblNode<**Type>** p = first, temp**;**

**for** ( **int** i = 0**;** i < n-1**;** i++ ) **{** //循环n-1趟，让n-1个人出列

**for** ( **int** j = 0**;** j < m-1**;** j++ ) p = p->rLink**;** //让p向后移动m-1次

**cout** << “Delete person ” << p->data << **endl;**

p->lLink->rLink = p->rLink**;** //从链中摘下p

p->rLink->lLink = p->lLink**;**

temp = p->rlink**; delete** p**;** p = temp**;** //删除p所指结点后, p改指下一个出发点

**}**

**cout** << “The winner is ” << p->data << **endl;**

**}**

**void** main ( ) **{**

DblList<**int**> dlist**;** //定义循环链表dlist并初始化

**int** n, m**;** //n是总人数，m是报数值

**cout** << “Enter the Number of Contestants?”**;**

**cin** >> n >> m**;**

**for** ( **int** i = 1**;** i <= n**;** i++ ) dlist**.**insert (i)**;** //建立数据域为1, 2, … 的循环链表

dlist**.**Josephus (n, m)**;** //解决约瑟夫问题，打印胜利者编号

**}**

3-12 试设计一个算法，改造一个带表头结点的双向链表，所有结点的原有次序保持在各个结点的rLink域中，并利用lLink域把所有结点按照其值从小到大的顺序连接起来。

【解答】

**template<Type> void** DblList<**Type> ::** sort ( ) **{**

DblNode<**Type**> \* s = first->link**;** //指针s指向待插入结点, 初始时指向第一个结点

**while** ( s != NULL ) **{** //处理所有结点

pre = first**;**  p = first->lLink**;** //指针p指向待比较的结点, pre是p的前驱指针

**while** ( p != NULL **&&** s->data < p->data ) //循lLink链寻找结点 \*s的插入位置

**{** pre = p; p = p->lLink**; }**

pre->lLink = s**;** s->lLink = p**;** //结点 \*s在lLink方向插入到 \*pre与 \*p之间

**}**

**}**

**四、其他练习题**

3-13 设单链表中结点的结构为（data, link）。已知指针q所指结点是指针p所指结点的直接前驱，若在\*q与\*p之间插入结点\*s，则应执行下列哪一个操作？

(1) s->link = p->link**;** p->link = s**;** (2) q->link = s**;** s->link = p**;**

(3) p->link = s->link**;** s->link = p**;** (4) p->link = s**;** s->link = q**;**

【解答】 (2)

3-14 设单链表中结点的结构为（data, link）。已知指针p所指结点不是尾结点，若在\*p之后插入结点\*s，则应执行下列哪一个操作？

(1) s->link = p**;** p->link = s**;** (2) s->link = p->link**;** p->link = s**;**

(3) s->link = p->link**;** p = s**;** (4) p->link = s**;** s->link = p**;**

【解答】 (2)

3-15 设单链表中结点的结构为（data, link）。若想摘除结点\*p的直接后继，则应执行下列哪一个操作？

(1) p->link = p->link->link**;** (2) p = p->link**;** p->link = p->link->link**;**

(3) p->link = p->link**;** (4) p = p->link->link**;**

【解答】 (1)

3-16 设单循环链表中结点的结构为（data, link），且rear是指向非空的带表头结点的单循环链表的尾结点的指针。若想删除链表第一个结点，则应执行下列哪一个操作？

1. s = rear**;** rear = rear->link**;** **delete** s**;**
2. rear = rear->link**;** **delete** rear**;**
3. rear = rear->link->link**;** **delete** rear**;**

(4)s = rear->link->link**;** rear->link->link = s->link**; delete** s**;**

【解答】 (4)

3-17 设双向循环链表中结点的结构为（data, lLink, rLink），且不带表头结点。若想在指针p所指结点之后插入指针s所指结点，则应执行下列哪一个操作？

1. p->rLink = s**;** s->lLink = p**;** p->rLink->lLink = s**;** s->rLink = p->rLink**;**
2. p->rLink = s**;** p->rLink->lLink = s**;** s->lLink = p**;** s->rLink = p->rLink**;**
3. s->lLink = p**;** s->rLink = p->rLink**;** p->rLink = s**;** p->rLink->lLink = s**;**

(4) s->lLink = p**;** s->rLink = p->rLink**;** p->rLink->lLink = s**;** p->rLink = s**;**

【解答】 (4)

3-18 判断一个带表头结点的双向循环链表L是否对称相等的算法如下所示，请在算法中的 处填入正确的语句。

**int** symmetry ( DblList DL ) **{**

**int** sym = 1**;**

DblNode \* p = DL->rLink**,** \*q = DL->lLink**;**

**while** ( ( p != q || p->lLink *==* q ) **&&** ① )

**if** ( p->data *==* q->data ) **{**

② **;**

③ **;**

**}**

**else** sym = 0**;**

**return** sym**;**

**}**

【解答】

① sym *==* 1 ② p = p->rLink ③ q = q->lLink

3-19 根据两个有序单链表生成一个新的有序单链表，原有单链表保持不变。如假定两个有序单链表中的元素为（2,8,10,20）和（3,8,9,15,16），则生成的新单链表中的元素为（2,3,8,8,9,10,15,16,20）。（单链表定义参看题 3.3）

【解答】

List**<Type>** Merge ( List**<Type>&** L1**,** List<**Type>&** L2 ) **{**

//根据两个有序单链表L1和L2, 生成一个新的有序单链表

List<**Type**> temp**;** //用temp作为新的有序单链表

ListNode<**Type**> \*p1 = L1.First( )**,** \*p2 = L2.First( )**,** \*p = temp.Firster( )**,** \*newptr**;**

//指针p1与p2指向两个有序单链表的第一个结点，p指向结果有序单链表的表尾结点

**while** ( p1 != NULL **&&** p2 != NULL ) **{** //当两个链表未检测完时

**if** ( p1->getData( ) <= p2->getData( ) ) //用p1->data建立新结点, p1指针后移

**{** newptr = **new** ListNode<**Type>** (p1->getData ( ) )**;** p1 = p1->getLink( )**; }**

**else** //用p2->data建立新结点, p2指针后移

**{** newptr = **new** ListNode<**Type>** (p2->getData( ) )**;** p2 = p2->getLink( )**; }**

p->setLink ( newptr )**;**  p = newptr**;** //将newptr结点插入到结果链表的表尾

**}**

**while** ( p1 != NULL ) **{** //继续处理p1链表中剩余的结点。

newptr = **new** ListNode<**Type>** (p1->getData ( ) )**;** p1 = p1->getLink( )**;**

p->setLink ( newptr )**;**  p = newptr**;**

**}**

**while** ( p2 != NULL ) **{** //继续处理p2链表中剩余的结点。

newptr = **new** ListNode<**Type>** (p2->getData ( ) )**;** p2 = p2->getLink( )**;**

p->setLink ( newptr )**;**  p = newptr**;**

**}**

p->setLink (NULL)**;**

**return** temp**;**

**}**

3-20 根据一个结点数据类型为整型的单链表生成两个单链表，使得第一个单链表中包含原单链表中所有数据值为奇数的结点，使得第二个单链表中包含原单链表中所有数据值为偶数的结点，原有单链表保持不变。（单链表定义参看题3.2）

【解答】

**void** Separate ( List**<int>&** HL, List**<int>&** L1, List**<int>&** L2 ) **{**

//将一个单链表HL按各个结点中数据的奇偶性拆分成两个单链表L1和L2

ListNode<**int**> \*t1 = L1.Firster( )**,** \*t2 = L2.Firster( )**,** \*p**;**

//t1和t2分别指向L1和L2的表尾

p = HL.First ( )**;** //链表HL的扫描指针, 开始指向链表第一个结点

**while** ( p != NULL ) **{** //循环, 产生新结点, 把它加入到L1或L2链表的末尾

**int** value = p->getData( )**;**

ListNode<**int**> \*newptr = **new** ListNode<**int**> ( value )**;**

**if** ( value % 2 *==* 1 ) **{** t1->setLink (newptr)**;** t1 = newptr**; }** //奇数, 链入L1链的链尾

**else** **{** t2->setLink (newptr)**;** t2 = newptr**; }** //偶数, 链入L2链的链尾

p = p->getLink( )**;**

**}**

t1->setLink (NULL)**;** t2->setLink (NULL)**;** //链收尾

**}**

3-21 已知一个带表头结点的单链表中包含有三类字符（数字字符、字母字符和其他字符），试编写一个函数，构造三个新的单链表，使每个单链表中只包含同一类字符。要求使用原表的空间，表头结点可以另辟空间。（单链表定义参看题 3.2）

【解答】

**#include** <ctype.h>

**void** Separate ( List<**char>&** LA**,** List**<char>&** LB**,** List**<char>&** LC ) **{**

//原来的单链表是LA, 新的三个单链表是LA, LB, LC

ListNode<**char**> \*p = LA.First ( )**;**  //指针p指向原表第一个结点

ListNode<**char**> \*pa = LA.Firster( )**,** \*pb = LB.Firster( )**,** \*pc = LC.Firster( )**;**

//指针pa, pb, pc分别是三个结果链表的链尾指针, 初始时指向各表头结点

**while** ( p != NULL ) **{**

**if** ( isdigit ( p->getData ( ) ) ) //是数字字符

**{** pa->setLink ( p )**;** pa = pa->getLink( )**; }**

**else if** ( isalpha ( p->getData( ) ) ) //是字母字符

**{** pb->setLink ( p )**;** pb = pb->getLink( )**; }**

**else {** pc->setLink( p )**;** pc = pc->getLink( ); } //其他字符

p = p->getLink( )**;**

**}**

pa->setLink(NULL)**;** pb->setLink(NULL)**;** pc->setLink(NULL)**;**

**}**

3-22 设在一个带表头结点的单链表中所有元素结点的数据值按递增顺序排列，试编写一个函数，删除表中所有大于min，小于max的元素（若存在）。（单链表定义参看题 3.3）

【解答】

**void** rangeDelete ( List<**Type**> L**,** **Type** min**,** **Type** max ) **{**

ListNode<**Type**> \*pr = L.Firster( )**,** \*p = L.First( )**;** //指针p指向第一个结点, pr是其前驱

**while** ( p != NULL **&&** p->getData( ) <= min ) //寻找开始删除位置

**{** pr = p**;** p = p->getLink( )**; }**

**while** ( p != NULL **&&** p->getData( ) < max ) //删除

**{** pr->setLink( p->getLink( ) )**; delete** p**;** p = pr->getLink( )**; }**

**}**

3-23 设在一个带表头结点的单链表中所有元素结点的数据值无序排列，试编写一个函数，删除表中所有大于min，小于max的元素（若存在）。（单链表定义参看题 3.2）

【解答】

**void** rangeDelete ( List<**Type**> L**,** **Type** min**,** **Type** max ) **{**

ListNode<**Type**> \*pr = L.Firster( )**,** \*p = L.First( )**;** //指针p指向第一个结点, pr是其前驱

**while** ( p != NULL )

**if** ( p->getData( ) > min **&&** p->getData( ) < max ) //寻找到删除结点

**{** pr->setLink( p->getLink( ) )**; delete** p**;** p = pr->getLink( )**; }**

**else {** pr = p**;** p = p->getLink( )**; }** //否则继续寻找被删结点

**}**

3-24 试设计一个算法，改造一个带表头结点的双向链表，所有结点的原有次序保持在各个结点的右链域rLink中，并利用左链域lLink把所有结点按照其值从小到大的顺序连接起来。

【解答】

**template<class Type>** **void** OrderedList ( DblList<**Type**> DL ) **{**

//关于DblList和DblNode类的定义请参照双向循环链表的定义，DL是链表对象

DblNode<**Type**> \* endp = DL.Firster ( )**,** \* pr**,** \* p**,** \*s**,** \*q = endp->getPrior ( )**;**

s = q->getPrior ( )**;** q->setPrior ( endp )**;** //表头结点与其前驱结点形成循环链表

**while** ( s != endp ) **{** //循环, 把 \*s结点按序插入到以lLink域链接的有序表中

pr = endp**;** p = pr->getPrior ( )**;** //为\*s结点寻找合适的插入位置

**while** ( p != endp )

**if** ( p->getData ( ) > s->getData ( ) ) **break;**

**else {** pr = p**;** p = p->getPrior ( )**; }** //插入位置在pr和p之间，把\*s结点插入其中

q = s->getPrior( )**;** pr->setPrior ( s )**;** s->setPrior ( p )**;**

s = q**;**

**}**

**}**

3-25 利用数组可以实现静态链表结构。与动态链表结构相似，需要建立链表结点类（staticListNode）和链表类（staticLinkList）。例如，下面给出一个单链表：
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对应的静态链表如下：

|  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
|  | 75 | 62 | 83 | 44 | 57 | 94 | 50 | 68 |  |  |
| 4 | 3 | 8 | 6 | 7 | 2 | 0 | 5 | 1 |  |  |

0 1 2 3 4 5 6 7 8 ... MaxSize-1

data

link

0号数组元素是链表的表头结点，其link域中保存指向链表第一个元素结点的指针，1号到MaxSize-1号结点可存放链表的元素，它们的逻辑顺序可通过各结点的link指针链接起来。初始时，从1号结点到MaxSize-1号结点构成链接的可利用空间表，利用它们实行结点的分配和释放。link为0表示空指针。试给出静态链表的类定义及其成员函数的实现。

**template <class Type> class** staticLinkList**;** //静态链表类的前视声明

**template <class Type> class** staticListNode **{** //静态链表元素类的定义

**friend class** staticLinkList**<Type>;**

**private:**

**Type** data**;** //数据域

**int** link**;** //链接指针域

**public:**

**Type** getData ( ) **{ return** data**; }** //取当前结点的数据值

**void** setData ( **Type** value ) **{** data = value**; }** //将当前结点的数据值修改为value

**int** getLink ( ) **{** **return** link**; }** //取当前结点的链接指针

**void** setLink ( **int** ptr ) **{** link = ptr**;** **}** //将当前结点的链接指针置为ptr

**}**

**template <class Type> class** staticLinkList **{** //静态链表的类定义

**private:**

staticListNode <**Type**> \*Vector**;** //存储待排序元素的向量

**int** MaxSize**; //**向量中最大元素个数

**int** last**;** //链表表尾地址

**int** CurrentStart**;** //可利用空间表首地址

**int** newNode ( )**;** //从可利用空间表分配一个结点

**void** deleteNode ( **int** i )**;** //将结点i回收到可利用空间表中

**public:**

staticLinkList ( **int** Maxsz )**;** //构造函数

**void** makeEmpty ( )**;** //置空表

int Length ( ) **const;** //取得链表长度

**int** IsEmpty ( ) **const { return** Vector[0].link == 0**; }** //判断链表空否

**int** IsFull ( ) **const { return** Length( ) == MaxSize**; }** //判断链表满否

**int** Locate ( **int** i ) **const;** //定位于链表第i个位置

**int** Find ( **Type** x ) **const;** //在链表中查找包含x的结点位置

**int** Update ( **int** i, **const Type&** x )**;** //将链表中第i个元素的值更新为x

**int** InsertFront ( **const Type&** x )**; //**在链表的表头插入一个新元素x

**int** InsertRear ( **const Type&** x )**; //**在链表的表尾添加一个新元素x

**int** Insert ( **int** i**, const Type&** x )**;** //向链表第i个位置插入一个元素x

**Type** DeleteFront ( )**; //**从链表中删除表中第一个元素

**int** DeleteItem ( **const Type&** x )**;** //从链表中删除等于给定值x的第一个元素

**void** Traverse ( )**; //**遍历一个单链表

**}**

**int** staticLinkList**<Type> ::** newNode ( ) **{**

**//**私有函数：从可利用空间表分配一个结点, 若分配失败则函数返回0, 否则返回1

**if** ( CurrentStart == 0 ) **return** 0**;**

**else { int** temp = CurrentStart**;** CurrentStart = Vector[CurrentStart].link**; return** temp**; }**

**}**

**void** staticLinkList**<Type> ::** deleteNode ( **int** i ) **{**

**//**私有函数：将结点i回收到可利用空间表中

Vector[i] = CurrentStart**;** CurrentStart = i**;**

**}**

staticLinkList**<Type> ::** staticLinkList ( **int** Maxsz ) **{**

//构造函数, 初始化单链表

MaxSize = Maxsz**;** CurrentStart = 1**;**

Vector = **new** staticListNode <**Type**> [Maxsz]**;**

Vector[0].link = 0**;** last = 0**;**

//将单链表置空, 此数值0又表示下标0, 由此构成带表头结点

//的空的循环单链表，此下标为0结点就是表头结点

**for** ( **int** i = 1**;** i < MaxSize-1**;** i++ ) Vector[i].link = i+1**;** //构成可利用空间表

Vector[MaxSize-1].link = 0**;** //将可利用空间的最后一个结点的指针置0, 表示空指针

**}**

**void** staticLinkList**<Type> ::** MakeEmpty ( ) **{**

//删除单链表中的所有结点，使之成为一个空表

MaxSize = Maxsz**;** CurrentStart = 1**;**

Vector[0].link = 0**;** last = 0**;**

**for** ( **int** i = 1**;** i < MaxSize-1**;** i++ ) Vector[i].link = i+1**;**

Vector[MaxSize-1].link = 0**;**

**}**

**int** staticLinkList**<Type> ::** Length ( ) **const** **{**

**//**取得单链表的长度

**int** p = Vector[0].link**,** i = 0**;**

**while** ( p != 0 ) **{** i++**;**  p = Vector[p].link**; }**

**return** i**;**

**}**

**int** staticLinkList**<Type> ::** Locate ( **int** i ) **const** **{**

//定位于链表第i个位置, 若i太大或太小则函数返回-1, 否则返回第i 个结点位置

**if** ( i < 0 ) **{ cerr** << "pos is out range!" << **endl; return -**1**; }**

**else if** ( i == 0 ) **return** 0**;**

**int** p = Vector[0].link**,** j = 1**;**

**while** ( p !=0 **&&** j < i ) **{** j++**;** p = Vector[p].link**; }**

**if** ( p != 0 ) **return** p**;**

**else { cerr** << "i is out range!" << **endl; return -**1**; }**

**}**

**int** staticLinkList**<Type> ::** Find ( **Type** x ) **const** **{**

**//**在单链表中查找具有给定值x的第一个元素的结点位置, 查找失败函数返回0

**int** p = Vector[0].link**;**

**while** ( p != 0 )

**if** ( Vector[p].data == x ) **return** p;

**else** p = Vector[p].link**;**

**return** 0**;**

**}**

**int** staticLinkList**<Type> ::** Update ( **int** i, **const Type&** x ) **{**

//将链表中第i个元素的值更新为x, 若给定的i值不合理则函数返回0, 否则返回1

**int** p = Locate ( i )**;**

**if** ( p != 0 **&&** p != -1 ) **{** Vector[p].data == x**; return** 1**; }**

**else return** 0**;**

**}**

**int** staticLinkList**<Type> ::** InsertFront ( **const Type&** x ) **{**

//在链表的表头插入一个新元素x, 插入成功时函数返回1, 否则返回0

**int** newptr = newNode ( )**;** //从可利用空间表中取出一个结点

**if** ( !newptr ) **{ cerr** << "No empty node!" << **endl; return** 0**; }**

Vector[newptr].data = x**;**

Vector[newptr].link = Vector[0].link**;** //新结点插入到表头结点后面

Vector[0].link = newptr**;**

**if** ( last == 0 ) last = newpr**;**

**return** 1**;**

**}**

**int** staticLinkList**<Type> ::** InsertRear ( **const Type&** x ) **{**

**//**在链表的表尾添加一个新元素x, 插入成功时函数返回1, 否则返回0素

**int** newptr = newNode ( )**;** //从可利用空间表中取出一个结点

**if** ( !newptr ) **{ cerr** << "No empty node!" << **endl; return** 0**; }**

Vector[newptr].data = x**;**

Vector[last].link = newptr**;**  last = newptr**;**  //新结点链接到表尾结点后面

Vector[newptr].link = 0**;** //新表尾收尾

**return** 1**;**

**}**

**int** staticLinkList**<Type> ::** Insert ( **int** i**, const Type&** x ) **{**

//向单链表第i个位置插入一个元素

**int** p = Locate ( i-1 )**;** //寻找插入位置

**if** ( p == -1 ) **{ cerr** << "Invalid Insert Position!" << **endl;**  **return** 0**; }**

**int** newptr = newNode ( )**;** //从可利用空间表中取出一个结点

**if** ( !newptr ) **{ cerr** << "No empty node!" << **endl; return** 0**; }**

Vector[newptr].data = x**;**

Vector[newptr].link = Vector[p].link**;** //新结点链接到第i-1号结点之后

Vector[p].link = newptr**;**

**if** ( p == last ) last = newptr**;**

**}**

**Type** staticLinkList**<Type> ::** DeleteFront ( ) **{**

**//**从单链表中删除第一个元素, 通过函数返回

**if** ( Vector[0].link == 0) **{ cerr** << "Deleting from an empty list!" << **endl; exit** (1)**; }**

**int** p = Vector[0].link**;** //取表头结点

Vector[0].link = Vector[p].link**;** //使第二个结点成为新表头结点。

deleteNode ( p )**;** //把被删结点插入到可利用空间表中

**if** ( p = last ) last = 0**;**

**return** Vector[p].data**;** //返回原表头结点的元素

**}**

**int** DeleteItem ( **const Type&** x ) **{**

//从单链表中删除等于给定值x的第一个元素

**if** ( Vector[0].link == 0) **{ cerr** << "Linkedlist is empty!" << **endl; return** 0**; }**

**int** pr = 0**,** p = Vector[0].link**;**  //查找被删结点及前驱结点位置

**while** ( p != 0 && Vector[p].data != x ) **{** pr = p**;**  p = Vector[p].link**; }**

**if** ( !p ) **{ cerr** << "Deleted element is not exist!" **<< endl; return** 0**; }**

//若不存在被删除的元素则返回0

Vector[pr].link = Vector[p].link**;** //从单链表中摘下被删结点p

deleteNode ( p )**;** //把被删结点插入到可利用空间表中

**if** ( p = last ) last = pr**;**

**return** 1**;**

**}**

**void** staticLinkList**<Type> ::** Traverse ( ) **{**

**//**遍历一个单链表

**int** p = Vector[0].link**;**

**while** ( p != 0 ) **{**

**cout** << Vector[p].data << " "**;**

p = Vector[p].link**;**

**}**

**cout** << **endl;**

**}**

利用数组建立单链表的好处是：可以把建立好单链表的数组作为文件存储起来，以后再把文件读入到内存后，可以继续使用原有单链表，不必重新建立。