第一章 概论

1. 名词解释

数据表示 2.数据处理 3.数据 4.数据元素 5.逻辑关系 6.逻辑结构7.结构

8.运算 9.基本运算 10.存储结构 11.顺序存储结构 12.链式存储结构

13.索引存储结构 14.散列存储结构 15.算法 16.运行终止的程序可执行部分

17.伪语言算法 18.非形式算法 19.时空性能 20.时间复杂性 21.数据结构

二、填空题

1.计算机专业人员必须完成的两项基本任务是：\_\_\_\_\_\_\_\_\_和\_\_\_\_\_\_\_\_\_\_。

2.数据在计算机存储器中的存在形式称为\_\_\_\_\_\_\_\_\_。

3.概括地说，数据结构课程的主要内容包括: 数据的\_\_\_\_\_\_\_\_\_\_、定义在\_\_\_\_\_\_\_\_\_、数据的\_\_\_\_\_\_\_\_\_\_的实现。此外，该课程还要考虑各种结构和实现方法的­­­\_\_\_\_\_\_\_\_\_\_。

4.由一种\_\_\_\_\_\_\_\_\_\_结构和一组\_\_\_\_\_\_\_\_\_\_构成的整体是实际问题的一种数学模型，这种数学模型的建立、选择和实现是数据结构的核心问题。

5.存储结构是逻辑结构的\_\_\_\_\_\_\_\_\_\_实现。

6.数据表示任务是逐步完成的，即数据表示形式的变化过程是\_\_\_\_\_\_\_\_\_\_->\_\_\_\_\_\_\_\_\_\_->\_\_\_\_\_\_\_\_\_\_。

7.数据处理任务也是逐步完成的，即转化过程是\_\_\_\_\_\_\_\_\_\_->\_\_\_\_\_\_\_\_\_\_->\_\_\_\_\_\_\_\_\_\_。

8.从数据结构的观点看，通常所说的"数据"应分成三个不同的层次，即\_\_\_\_\_\_\_\_\_\_、\_\_\_\_\_\_\_\_\_\_和\_\_\_\_\_\_\_\_\_\_。

9.根据需要，数据元素又被称为\_\_\_\_\_\_\_\_\_\_、\_\_\_\_\_\_\_\_\_\_、\_\_\_\_\_\_\_\_\_\_或\_\_\_\_\_\_\_\_\_\_。

10.在有些场合下，数据项又称为\_\_\_\_\_\_\_\_\_\_或\_\_\_\_\_\_\_\_\_\_，它是数据的不可分割的最小标识单位。

11.从某种意义上说，数据、数据元素和数据项实际反映了数据组织的三个层次，数据

可由若干个\_\_\_\_\_\_\_\_\_\_构成，数据元素可由若干个\_\_\_\_\_\_\_\_\_\_构成。

12.根据数据元素之间关系的不同特性，通常有\_\_\_\_\_\_\_\_\_\_、\_\_\_\_\_\_\_\_\_、\_\_\_\_\_\_\_\_\_\_、\_\_\_\_\_\_\_\_\_\_四类基本逻辑结构，它们反映了四类基本的数据组织形式。

13.根据操作的效果，可将运算分成以下两种基本类型：

①\_\_\_\_\_\_\_\_\_\_型运算，其操作改变了原逻辑结构的“值”，如结点个数、某些结点的内容等；

②\_\_\_\_\_\_\_\_\_\_型运算，其操作不改变原逻辑结构，只从中提取某些信息作为运算的结果。

14.将以某种逻辑结构S为操作对象的运算称为“\_\_\_\_\_\_\_\_\_\_”，简称“\_\_\_\_\_\_\_\_\_\_”。

15.一般地，可能存在同一逻辑结构S上的两个运算A和B，A的实现需要或可以利用B，而B的实现不需要利用A。在这种情况下，称A可以“\_\_\_\_\_\_\_\_\_\_”为B。

16.存储实现的基本目标是建立数据的\_\_\_\_\_\_\_\_\_\_。

17.一般地，一个存储结构包括\_\_\_\_\_\_\_\_\_\_、\_\_\_\_\_\_\_\_\_\_、\_\_\_\_\_\_\_\_\_\_三个主要部分。

18.通常，存储结点之间可以有\_\_\_\_\_\_\_\_\_\_、\_\_\_\_\_\_\_\_\_\_、\_\_\_\_\_\_\_\_\_\_、\_\_\_\_\_\_\_\_\_四种关联方式，称为四种基本存储方式。

19.可用任何一种存储方式所规定的存储结点之间的关联方式来间接表达给定逻辑

结构S中数据元素之间的逻辑关系。由此得到的存储结构，称为\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_或\_\_\_\_\_\_\_\_\_\_。

20.一个运算的实现是指一个完成该运算功能的\_\_\_\_\_\_\_\_\_\_。运算实现的核心是处

理步骤的规定，即\_\_\_\_\_\_\_\_\_\_\_。

21.任何算法都必须用某种语言加以描述。根据描述算法的语言的不同，可将算法分

为：\_\_\_\_\_\_\_\_\_\_\_、\_\_\_\_\_\_\_\_\_\_\_、\_\_\_\_\_\_\_\_\_\_\_三类。

22.数据结构课程着重评论算法的\_\_\_\_\_\_\_\_\_\_\_，又称为“\_\_\_\_\_\_\_\_\_\_\_”。

23.通常从\_\_\_\_\_\_\_\_\_\_\_、\_\_\_\_\_\_\_\_\_\_\_、\_\_\_\_\_\_\_\_\_\_\_、\_\_\_\_\_\_\_\_\_\_\_等几方面评价算法的(包括程序)的质量。

24.一个算法的时空性能是指该算法的\_\_\_\_\_\_\_\_\_\_\_和\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_，前者是算法包含的\_\_\_\_\_\_\_\_\_\_\_，后者是算法需要的\_\_\_\_\_\_\_\_\_\_\_。

25.通常采用下述办法来估算求解某类问题的各个算法在给定输入下的计算量：

1. 根据该类问题的特点合理地选择一种或几种操作作为“\_\_\_\_\_\_\_\_\_\_\_”；
2. 确定每个算法在给定输入下共执行了多少次\_\_\_\_\_\_\_\_\_\_\_，并将此次数规定为该算法在给定输入下的\_\_\_\_\_\_\_\_\_\_\_。

26.通常，一个算法在不同输入下的计算量是不同的。则可用以下两种方式来确定一个算法的计算量：

1. 以算法在所有输入下的计算量的最大值作为算法的计算量，这种计算量称为算法的\_\_\_\_\_\_\_\_或\_\_\_\_\_\_\_\_\_\_\_。
2. 以算法在所有输入下的计算量的加权平均值作为算法的计算量，这种计算量称为算法的\_\_\_\_\_\_\_\_\_\_\_或\_\_\_\_\_\_\_\_\_\_\_。

27.最坏情况时间复杂性和平均时间复杂性统称为\_\_\_\_\_\_\_\_\_\_\_或\_\_\_\_\_\_\_\_\_\_\_。

28.在一般情况下，一个算法的时间复杂性是\_\_\_\_\_\_\_\_\_\_\_的函数。

29.一个算法的输入规模或问题的规模是指\_\_\_\_\_\_\_\_\_\_\_。

30.常见时间复杂性的量级有：常数阶O(\_\_\_\_\_\_\_\_\_\_\_)、对数阶O(\_\_\_\_\_\_\_\_\_\_\_)、线性阶O (\_\_\_\_\_\_\_\_\_\_\_)、平方阶O(\_\_\_\_\_\_\_\_\_\_\_)、和指数阶O(\_\_\_\_\_\_\_\_\_\_\_)。通常认为，具有指数阶量级的算法是\_\_\_\_\_\_\_\_\_\_\_，而量级低于平方阶的算法是\_\_\_\_\_\_\_\_\_\_\_的。

31.数据结构的基本任务是数据结构的\_\_\_\_\_\_\_\_\_\_\_和\_\_\_\_\_\_\_\_\_\_\_。

32.数据结构的课程的主要内容可以概括为：\_\_\_\_\_\_\_\_\_\_\_、\_\_\_\_\_\_\_\_\_\_\_、\_\_\_\_\_\_\_\_\_\_\_和\_\_\_\_\_\_\_\_\_\_\_。

33.\_\_\_\_\_\_\_\_\_\_\_与数据元素本身的内容和形式无关。

34.从逻辑关系上讲，数据结构主要分为两大类，它们是\_\_\_\_\_\_\_\_\_\_\_和\_\_\_\_\_\_\_\_\_\_\_。

35.程序段“for(i=l;i<=n;i++){k++;for(j=1;j<=n;j++)l+=k;}”的时间复杂度T(n)= \_\_\_\_\_\_\_\_\_\_\_。

36.程序段“i=1;while(i<=n)i=i\*2;”的时间复杂度T(n)= \_\_\_\_\_\_\_\_\_\_\_。

三、单项选择题

1.以下说法错误的是

①用数字式计算机解决问题的实质是对数据的加工处理

②程序设计的实质是数据处理

③数据的逻辑结构是数据的组织形式，基本运算规定了数据的基本操作方式

④运算实现是完成运算功能的算法，或这些算法的设计

⑤数据处理方式总是与数据某种相应的表示形式相联系，反之亦然

2.根据数据元素之间关系的不同特性，以下四类基本的逻辑结构反映了四类基本的

数据组织形式。以下解释错误的是 ( )

①集合中任何两个结点之间都有逻辑关系但组织形式松散

②线性结构中结点按逻辑关系依次排列形成一条"锁链"

③树形结构具有分支、层次特性，其形态有点像自然界中的树

④图状结构中的各个结点按逻辑关系互相缠绕，任何两个结点都可以邻接

3.关于逻辑结构，以下说法错误的是 ( )

①逻辑结构与数据元素本身的形成、内容无关

②逻辑结构与数据元素的相对位置有关

③逻辑结构与所含结点个数无关

④一些表面上很不相同的数据可以有相同的逻辑结构

⑤逻辑结构是数据组织的某种"本质性"的东西

4.根据操作的效果，可将运算分成加工型运算、引用型运算两种基本类型。对于表格

处理中的五种功能以下解释错误的是 ( )

①查找引用型运算，功能是找出满足某种条件的结点在s(线形结构)中的位置

②读取引用型运算 功能是读出s(线形结构)中某指定位置结点的内容

③插入引用型运算，功能是在s(线形结构)的某指定位置上增加一个新结点

④删除加工型运算，功能是撤消s(线形结构)某指定位置上的结点

⑤更新加工型运算，功能是修改s(线形结构)中某指定结点的内容

5.一般地，一个存储结构包括以下三个主要部分。以下说法错误的是 ( )

①存储结点每个存储结点可以存放一个或一个以上的数据元素

②数据元素之间关联方式的表示 也就是逻辑结构的机内表示

③附加设施，如为便于运算实现而设置的“哑结点”等等

6.一般地，一个存储结构包括以下三个主要部分。以下说法错误的是

①每个存储结点只能存放一个数据元素 ( )

②数据元素之间的关联方式可由存储结点之间的关联方式直接表达

③一种存储结构可以在两个级别上讨论。其一是机器级，其二是语言级

④语言级描述可经编译自动转换成机器级 因此也可以看成是一种机内表示

7.通常从正确性、易读性、健壮性、高效性等四个方面评价算法(包括程序)的质

量。以下解释错误的是 ( )

①正确性 算法应能正确地实现预定的功能(即处理要求)

②易读性 算法应易于阅读和理解 以便于调试 修改和扩充

③健壮性 当环境发生变化时，算法能适当地做出反应或进行处理，不会产生不需要的运行结果

④高效性 即达到所需要的时间性能

8.对于数据结构课程的主要内容，以下解释正确的是 ( )

①数据结构的定义，包括逻辑结构、存储结构和基本运算集

②数据结构的实现，包括存储实现、运算实现和基本运算集

③数据结构的评价和选择，包括逻辑结构的选择、基本运算集的选择和存储

选择

9，与数据元素本身的形式、内容、相对位置、个数无关的是数据的 ( )

①存储结构 ②存储实现 ③逻辑结构 ④运算实现10顺序存储结构 ( )

①仅适合于静态查找表的存储

②仅适合于动态查找表的存储

③既适合静态又适合动态查找表的存储

④既不适合静态又不适合动态查找表的存储

11.算法的时间复杂度，都要以通过算法中执行频度最高的语句的执行次数来确定这种

观点 ( )

①正确 ②错误

12以下说法正确的是 ( )

①所谓数据的逻辑结构指的是数据元素之间的逻辑关系。

②逻辑结构与数据元素本身的内容和形式无关

③顺序文件只适合于存放在磁带上，索引文件只能存放在磁盘上

④基于某种逻辑结构之上的运算，其实现是惟一的

13以下说法正确的是 ( )

①数据元素是数据的最小单位

②数据项是数据的基本单位

③数据结构是带有结构的各数据项的集合

④数据结构是带有结构的数据元素的集合

14以下说法错误的是 ( )

①所谓数据的逻辑结构指的是数据元素之间的逻辑关系的整体

②数据的逻辑结构是指各数据元素之间的逻辑关系，是用户按使用需要而建立的③数据结构、数据元素、数据项在计算机中的映象分别称为存储结构、结点、数据域

④数据项是数据的基本单位

15通常要求同一逻辑结构中的所有数据元素具有相同的特性，这意味着 ( )

①数据元素具有同一特点

②不仅数据元素所包含的数据项的个数要相同，而且对应数据项的类型要一致

③每个数据元素都一样

④数据元素所包含的数据项的个数要相等

四、简答及应用

1数据与数据元素有何区别？

2·为什么说数据元素之间的逻辑关系是数据内部组织的主要方面?

3·逻辑结构与存储结构是什么关系?

4·运算与运算的实现是什么关系?有哪些相同点和不同点？

5，类C语言与标准C语言的主要区别是什么?

五、算法设计

1. 设计求解下列问题的类C语言算法，并分析其最坏情况时间复杂性及其量级。
   1. 在数组A[1..n]中查找值为K的元素,若找到则输出其位置i(1<=i<=n),否则输出0作为标志。
   2. 找出数组A[1..n]中元素的最大值和次最大值（本小题以数组元素的比较为标准操作）。

第二章 线性表

1. 名词解释
   1. 线性结构 2.数据结构的顺序实现 3.顺序表 4.链表 5.数据结构的链接实现

6. 建表 7.字符串 8.串 9.顺序串 10.链串

二、填空题

1.为了便于讨论，有时将含n(n>=0)个结点的线性结构表示成(a1，a2,……an)，其中每个ai代表一个\_\_\_\_\_\_。a1称为\_\_\_\_\_\_结点，an称为\_\_\_\_\_\_结点，i称为ai在线性表中的\_\_\_\_\_\_\_\_或\_\_\_\_\_\_。对任意一对相邻结点ai、ai┼1(1<=i<n),ai称为ai┼1的直接\_\_\_\_\_\_ai┼1称为ai的直接\_\_\_\_\_\_。

2.为了满足运算的封闭性，通常允许一种逻辑结构出现不含任何结点的情况。不含任何结点的线性结构记为\_\_\_\_\_\_或\_\_\_\_\_\_。

3.线性结构的基本特征是:若至少含有一个结点，则除起始结点没有直接\_\_\_\_\_\_外，其他结点有且仅有一个直接\_\_\_\_\_\_;除终端结点没有直接\_\_\_\_\_\_外，其它结点有且仅有一个直接\_\_\_\_\_\_.

4.所有结点按1对1的邻接关系构成的整体就是\_\_\_\_\_\_结构。

5.线性表的逻辑结构是\_\_\_\_\_\_结构。其所含结点的个数称为线性表的\_\_\_\_\_\_，简称\_\_\_\_\_\_.

6.表长为O的线性表称为\_\_\_\_\_\_

7.线性表典型的基本运算包括:\_\_\_\_\_\_、\_\_\_\_\_\_、\_\_\_\_\_\_、\_\_\_\_\_\_、\_\_\_\_\_\_、\_\_\_\_\_\_等六种。

8.顺序表的特点是\_\_\_\_\_\_。

9.顺序表的类型定义可经编译转换为机器级。假定每个datatype类型的变量占用k(k>=1)个内存单元，其中，b是顺序表的第一个存储结点的第一个单元的内存地址，那么，第i个结点ai的存储地址为\_\_\_\_\_\_。

10.以下为顺序表的插入运算，分析算法，请在\_\_\_\_\_\_处填上正确的语句。

Void insert\_sqlist(sqlist L，datatype x，int i)

/\*将X插入到顺序表L的第i-1个位置\*/

{ if( L.last == maxsize) error(“表满”)；

if((i<1)||(i>L.last+1))error(“非法位置”);

for(j=L.last;j>=i;j--)\_\_\_\_\_\_;

L.data[i-1]=x;

L.last=L.last+1;

}

11.对于顺序表的插入算法insert\_sqlist来说，若以结点移动为标准操作，则插入算法的最坏时间复杂性为\_\_\_\_\_\_\_\_，量级是\_\_\_\_\_\_\_\_。插入算法的平均时间复杂性为\_\_\_\_\_\_\_\_，平均时间复杂性量级是\_\_\_\_\_\_\_\_。

12.以下为顺序表的删除运算，分析算法，请在\_\_\_\_\_\_\_\_处填上正确的语句。

void delete\_sqlist(sqlist L,int i) /\*删除顺序表L中的第i-1个位置上的结点\*/

{if((i<1)||(i>L.last))error(“非法位置”)；

for(j=i+1;j=L.last;j++)\_\_\_\_\_\_\_\_;

L.last=L.last-1;

}

13.对于顺序表的删除算法delete\_sqlist来说，若以结点移动为标准操作，最坏情况时间复杂性及其量级分别是\_\_\_\_\_\_\_\_和\_\_\_\_\_\_\_\_,其平均时间复杂性及其量级分别为\_\_\_\_\_\_\_\_和\_\_\_\_\_\_\_\_。

14.以下为顺序表的定位运算，分析算法，请在\_\_\_\_\_\_\_\_处填上正确的语句。

int locate\_sqlist(sqlist L,datatype X)

/\*在顺序表L中查找第一值等于X的结点。若找到回传该结点序号；否则回传0\*/

{\_\_\_\_\_\_\_\_;

while((i≤L.last)&&(L.data[i-1]!=X))i++;

if(\_\_\_\_\_\_\_\_)return(i);

else return(0);

}

15.对于顺序表的定位算法，若以取结点值与参数X的比较为标准操作，平均时间复杂性量级为\_\_\_\_\_\_\_\_。求表长和读表元算法的时间复杂性为\_\_\_\_\_\_\_\_。

16.在顺序表上，求表长运算LENGTH（L）可通过输出\_\_\_\_\_\_\_\_实现，读表元运算

GET（L，i）可通过输出\_\_\_\_\_\_\_\_实现。

17.线性表的常见链式存储结构有\_\_\_\_\_\_\_\_、\_\_\_\_\_\_\_\_和\_\_\_\_\_\_\_\_。

18.单链表表示法的基本思想是用\_\_\_\_\_\_\_\_表示结点间的逻辑关系。

19.所有结点通过指针的链接而组织成\_\_\_\_\_\_\_\_。

20.为了便于实现各种运算，通常在单链表的第一个结点之前增设一个类型相同的结点，称为\_\_\_\_\_\_\_\_，其它结点称为\_\_\_\_\_\_\_\_。

21.在单链表中，表结点中的第一个和最后一个分别称为\_\_\_\_\_\_\_\_和\_\_\_\_\_\_\_\_。头结点的数据域可以不存储\_\_\_\_\_\_\_\_，也可以存放一个\_\_\_\_\_\_\_\_或\_\_\_\_\_\_\_\_。

22.单链表INITIATE（L）的功能是建立一个空表。空表由一个\_\_\_\_\_\_\_\_和一个\_\_\_\_\_\_\_\_组成。

23.INITIATE()的功能是建立一个空表。请在\_\_\_\_\_\_\_\_处填上正确的语句。

lklist initiate\_lklist() /\*建立一个空表\*/

{\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_;

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_;

return(t);

}

24.以下为求单链表表长的运算，分析算法，请在 \_\_\_\_\_\_\_\_处填上正确的语句。

int length\_lklist(lklist head) /\*求表head的长度\*/

{\_\_\_\_\_\_\_\_;

j=0;

while(p->next!=NULL)

{\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_;

j++;

}

return(j); /\*回传表长\*/

}

25.以下为单链表按序号查找的运算，分析算法，请在\_\_\_\_处填上正确的语句。

pointer find\_lklist(lklist head,int i)

{ p=head;j=0;

while(\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_)

{ p=p->next; j++; }

if(i==j) return(p);

else return(NULL);

}

26.以下为单链表的定位运算，分析算法，请在\_\_\_\_处填上正确的语句。

int locate\_lklist(lklist head,datatype x)

/\*求表head中第一个值等于x的结点的序号。不存在这种结点时结果为0\*/

{ p=head;j=0;

while(\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_){p=p->next;j++;}

if (p->data==x) return(j);

else return(0);

}

27.以下为单链表的删除运算，分析算法，请在\_\_\_\_处填上正确的语句。

void delete\_lklist(lklist head,int i)

{ p=find\_lklist(head,i-1);

if(\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_)

{ q=\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_;

p->next=p->next;

free(q);

}

else error(“不存在第i个结点”)

}

28.以下为单链表的插入运算，分析算法，请在\_\_\_\_处填上正确的语句。

void insert\_lklist(lklist head,datatype x,int i)

/\*在表head的第i个位置上插入一个以x为值的新结点\*/

{ p=find\_lklist(head,i-1);

if(p==NULL)error(“不存在第i个位置”)；

else {s=\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_;s->data=x;

s->next=\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_;

p->next=s;

}

}

29.以下为单链表的建表算法，分析算法，请在\_\_\_\_处填上正确的语句。

lklist create\_lklist1()

/\*通过调用initiate\_lklist和insert\_lklist算法实现的建表算法。假定$是结束标志\*/

{ ininiate\_lklist(head);

i=1;

scanf(“%f”,&x);

while(x!=’$’)

{\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_;

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_;

scanf(“%f”,&x);

}

return(head);

}

该建表算法的时间复杂性约等于\_\_\_\_\_\_\_\_\_\_\_\_，其量级为\_\_\_\_\_\_\_\_\_\_\_\_。

30.以下为单链表的建表算法，分析算法，请在\_\_\_\_处填上正确的语句。

lklist create\_lklist2() /\*直接实现的建表算法。\*/

{ head=malloc(size);

p=head;

scanf(“%f”,&x);

while(x!=’$’)

{ q=malloc(size);

q->data=x;

p->next=q;

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_;

scanf(“%f”,&x);

}

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_;

return(head);

}

此算法的量级为\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_。

31．除单链表之外，线性表的链式存储结构还有\_\_\_\_\_\_\_\_\_和\_\_\_\_\_\_\_\_\_等。

32．循环链表与单链表的区别仅仅在于其尾结点的链域值不是\_\_\_\_\_\_\_\_\_，而是一个指向\_\_\_\_\_\_\_\_\_的指针。

33．在单链表中若在每个结点中增加一个指针域,所含指针指向前驱结点，这样构成的链表中有两个方向不同的链，称为\_\_\_\_\_\_。

34．C语言规定，字符串常量按\_\_\_\_\_\_处理，它的值在程序的执行过程中是不能改变的。而串变量与其他变量不一样，不能由\_\_\_\_\_\_语句对其赋值。

35．含零个字符的串称为\_\_\_\_\_\_串，用\_\_\_\_\_\_表示。其他串称为\_\_\_\_\_\_串。任何串中所含\_\_\_\_\_\_的个数称为该串的长度。

36．当且仅当两个串的\_\_\_\_\_\_相等并且各个对应位置上的字符都\_\_\_\_\_\_时，这两个串相等。一个串中任意个连续字符组成的序列称为该串的\_\_\_\_\_\_串，该串称为它所有子串的\_\_\_\_\_\_串。

37．串的顺序存储有两种方法：一种是每个单元只存一个字符，称为\_\_\_\_\_\_格式，另一种是每个单元存放多个字符，称为\_\_\_\_\_\_格式。

38．通常将链串中每个存储结点所存储的字符个数称为\_\_\_\_\_\_。当结点大小大于1时，链串的最后一个结点的各个数据域不一定总能全被字符占满，此时，应在这些未用的数据域里补上\_\_\_\_\_\_。

三、单向选择题

1．对于线性表基本运算，以下结果是正确的是 ( )

①初始化INITIATE(L)，引用型运算，其作用是建立一个空表L=Ф

. ② 求表长LENGTH(L)，引用型运算，其结果是线性表L的长度

③读表元GET(L,i), 引用型运算。若1<=i<=LENGTH(L),其结果是线性表L的第i个结点；

否则，结果为0

④定位LOCATE(L,X), 引用型运算.若L中存在一个或多个值与X相等的结点，运算结果为这些结点的序号的最大值；否则运算结果为0

⑤插入INSERT(L,X,i),加工型运算。其作用是在线性表L的第i+1个位置上增加一个以X为值的新结点

⑥删除DELETE(L,i), 引用型运算.其作用是撤销线性表L的第i个结点Ai

2.线性结构中的一个结点代表一个 （ ）

① 数据元素 ② 数据项 ③ 数据 ④ 数据结构

3．顺序表的一个存储结点仅仅存储线性表的一个 （ ）

① 数据元素 ② 数据项 ③ 数据 ④ 数据结构

4．顺序表是线性表的 （ ）

①链式存储结构 ②顺序存储结构 ③ 索引存储结构 ④ 散列存储结构

5.对于顺序表，以下说法错误的是 （ ）

①顺序表是用一维数组实现的线性表，数组的下标可以看成是元素的绝对地址

②顺序表的所有存储结点按相应数据元素间的逻辑关系决定的次序依次排列

③顺序表的特点是:逻辑结构中相邻的结点在存储结构中仍相邻

④顺序表的特点是:逻辑上相邻的元素，存储在物理位置也相邻的单元中

6.对顺序表上的插入、删除算法的时间复杂性分析来说，通常以（ ）为标准操作

①条件判断 ②结点移动

③算术表达式 ④赋值语句

7.对于顺序表的优缺点，以下说法错误的是 （ ）

①无需为表示结点间的逻辑关系而增加额外的存储空间

②可以方便地随机存取表中的任一结点

③插人和删除运算较方便

④由于顺序表要求占用连续的空间，存储分配只能预先进行(静态分配)

⑤容易造成一部分空间长期闲置而得不到充分利用

8.指针的全部作用就是 （ ）

①指向某常量 ② 指向某变量

③指向某结点 ④存储某数据

9.除了( ) ，其它任何指针都不能在算法中作为常量出现，也无法显示。

①头指针 ②尾指针

③指针型变量 ④空指针

10.单链表表示法的基本思想是指针P表示结点间的逻辑关系，则以下说法错误的是（　　　）

①任何指针都不能用打印语句输出一个指针型变量的值

②如果要引用(如访问)p所指结点，只需写出p(以后跟域名)即可

③若想修改变量p的值(比如让P指向另一个结点)，则应直接对p赋值

④对于一个指针型变量P的值。只需知道它指的是哪个结点

⑤结点\*ｐ是由两个域组成的记录，p->data是一个数据元素，p->next的值是一个指针

11.单链表的一个存储结点包含　　　　　　　　　　　　　（　　　　）

①数据域或指针域

②指针域或链域

③指针域和链域

④数据域和链域

12.对于单链表表示法，以下说法错误的是　　　　　　　　　（　　　　）

①数据域用于存储线性表的一个数据元素

②指针域或链域用于存放一个指向本结点所含数据元素的直接后继所在结点的指针

③所有数据通过指针的链接而组织成单链表

④NULL称为空指针，它不指向任何结点，只起标志作用

13.对于单链表表示法，以下说法错误的是　　　　　　　　　　（　　　　　）

①指向链表的第一个结点的指针，称为头指针

②单链表的每一个结点都被一个指针所指

③任何结点只能通过指向它的指针才能引用

④终端结点的指针域就为NULL

⑤尾指针变量具标识单链表的作用，故常用尾指针变量来命名单链表

14．有时为了叙述方便，可以对一些概念进行简称，以下说法错误的是 （ ）

①将“指针型变量”简称为“指针”

②将“头指针变量”称为“头指针”

③将“修改某指针型变量的值”称为“修改某指针”

④将“p中指针所指结点”称为“P值”

15．设指针P指向双链表的某一结点，则双链表结构的对称性可用（ ）式来刻画

1. p->prior->next->==p->next->next
2. p->prior->prior->==p->next->prior
3. p->prior->next->==p->next->prior
4. p->next->next==p->prior->prior

16.以下说法错误的是 （ ）

①对循环链表来说，从表中任一结点出发都能通过前后操作而扫描整个循环链表

②对单链表来说，只有从头结点开始才能扫描表中全部结点

③双链表的特点是找结点的前趋和后继都很容易

④对双链表来说，结点\*P的存储位置既存放在其前趋结点的后继指针域中，也存放在它的后继结点的前趋指针域中。

17．在循环链表中，将头指针改设为尾指针（rear）后，其头结点和尾结点的存储位置分别是 （ ）

①real和rear->next->next

②rear->next 和real

③rear->next->next和rear

④rear和rear->next

18.以下说错误的是 ( )

①对于线性表来说，定位运算在顺序表和单链表上的量级均为O（n）

②读表元运算在顺序表上只需常数时间O（1）便可实现，因此顺序表是一种随机存取结构

③在链表上实现读表元运算的平均时间复杂性为O（1）

④链入、摘除操作在链表上的实现可在O（1）时间内完成

⑤链入、摘除操作在顺序表上的实现，平均时间复杂性为O（n）

19．在串的基本运算中，属于加工型运算的有 （ ）

①EQAL(S,T) ②LENGTH(S)

③CONCAT(S,T) ④REPLACE(S,T,R) ⑤INDEX(S,T)

20. 在串的基本运算中，属于引用型运算的有 （ ）

①ASSIGN(S,T) ②INSERT(S1,i,S2)

③DELETE(S,i,j) ④SUBSTR(S,i,j) ⑤REPLACE(S,T,R)

21．循环链表主要优点是 （ ）

①不再需要头指针了

②已知某个结点的位置后，能够容易找到它的直接前趋

③在进行插入、删除运算时，能更好地保证链表不断开

④从表中任一结点出发都能扫描到整个链表

22，每种数据结构都具备三个基本操作:插入、删除和查找，这种说法 （ ）

①正确 ②错误

23．以下说法错误的是 （ ）

①数据的物理结构是指数据在计算机内实际的存储形式

②算法和程序没有区别，所以在数据结构中二者是通用的

③对链表进行插人和删除操作时，不必移动结点

④双链表中至多只有一个结点的后继指针为空

24．以下说法正确的是

①线性结构的基本特征是：每个结点有且仅有一个直接前趋和一个直接后继

②线性表的各种基本运算在顺序存储结构上的实现均比在链式存储结构上的实现效率要低

③在线性表的顺序存储结构中，插人和删除元素时，移动元素的个数与该元素位置有关

④顺序存储的线性表的插人和删除操作不需要付出很大的代价，因为平均每次操只有近一半的元素需要移动

25．以下说法错误的是 （ ）

①求表长、定位这二种运算在采用顺序存储结构时实现的效率不比采用链式存储结构时实现的效率低

②顺序存储的线性表可以随机存取

③由于顺序存储要求连续的存储区域，所以在存储管理上不够灵活

④线性表的链式存储结构优于顺序存储结构

26．以下说法错误的是 （ ）

①线性表的元素可以是各种各样的，逻辑上相邻的元素在物理位置上不一定相邻

②在线性表的顺序存储结构中，逻辑上相邻的两个元素在物理位置上不一定相邻

③在线性表的链式存储结构中，逻辑上相邻的元素在物理位置上不一定相邻

④线性表的链式存储结构的特点是用一组任意的存储单元存储线性表的数据元素

27．以下说法正确的是（ ）

①在单链表中，任何两个元素的存储位置之间都有固定的联系，因为可以从头结点进行查找任何一个元素

②在单链表中，要取得某个元素，只要知道该元素的指针即可，因此，单链表是随机存取的存储结构

③顺序存储结构属于静态结构，链式结构属于动态结构

④顺序存储方式只能用于存储线性结构

28.以下说法正确的是（ ）

①顺序存储方式的优点是存储密度大、且插入、删除运算效率高

②链表的每个结点中都恰好包含一个指针

③线性表的顺序存储结构优于链式存储结构

④顺序存储结构属于静态结构，链式结构属于动态结构

29.下面关于线性表的叙述正确的是( )

①线性表采用顺序存储，必须占用一片连续的存储单元

②线性表采用顺序存储，便于进行插人和删除操作

③线性表采用链接存储，不必占用一片连续的存储单元

④线性表采用链接存储，不便于插人和删除操作

30.线性表L=(a1,a2,...,ai,...,an),下列说法正确的是( )

①每个元素都有一个直接前驱和直接后继

②线性表中至少要有一个元素

③表中诸元素的排列顺序必须是由小到大或由大到小的

④除第一个元素和最后一个元素外其余每个元素都有一个且仅有一个直接前驱和直接后继

31.线性表的逻辑顺序与存储顺序总是一致的，这种说法( )

①正确 ②不正确

32.设p,q是指针,若p=q,则\*p=\*q ,这种说法( )

①正确 ②不正确

33.线性表若采用链表存储结构时，要求内存中可用存储单元的地址( )

①必需是联系的 ②部分地址必须是连续的

③一定是不连续的 ④连续不连续都可以

34.设REAR是指向非空带头结点的循环单链表的尾指针,则删除表首结点的操作可表示为( )

①p=rear; ②rear=rear->next;

rear=rear->next; free(rear);

free(p)

③rear=rear->next->next; ④ p=rear->next->next;

free(rear); rear->next->next=p->next;

free(p);

35. 单链表中，增加头结点的目的是为了 ( )

①使单链表至少有一个结点 ②标示表结点中首结点的位置

③方便运算的实现 ④说明单链表是线性表的链式存储实现

36线性结构中的一个结点代表一个数据元素，通常要求同一线性结构的所有结点所代表的数据元素具有相同的特性，这意味着

1. 每个结点所代表的数据元素都一样。
2. 每个结点所代表的数据元素包含的数据项的个数要相等
3. 不仅数据元素包含的数据项的个数要相同，而且对应数据项的类型要一致
4. 结点所代表的数据元素有同一特点

37．带头结点的单链表Head为空的判定条件是

①Head=Null ②Head->next=NULL ③Head->next=Head

38.非空的单循环链表L的尾结点\*P,满足

P->next=NULL P=NULL P->next=L P=L.

39.双向链表结点结构如下：

|  |  |  |
| --- | --- | --- |
| LLink | data | RLink |

其中：LLink是指向前驱结点的指针域：

data是存放数据元素的数据域；

Rlink是指向后继结点的指针域。

下面给出的算法段是要把一个新结点\*Q作为非空双向链表中的结点\*p的前驱，插入到此双向链表中。不能正确完成要求的算法段是

①Q->LLink=P->LLink; ②P->LLink=Q;

Q->Rlink=P; Q->Rlink=P;

P->LLink=Q; P->LLink->Rlink=Q;

P->LLink->Rlink=Q; Q->LLink=P->LLink;

③Q->LLink=P->LLink;

Q->Rlink=P;

P->LLink->Rlink=Q;

P->LLink=Q;

40.若某线性表中最常用的操作是取第i个元素和找第i个元素的前趋元素，则采用（ ）存储方式最节省时间。

①顺序表 ②单链表 ③双链表 ④单循环链表

41．串是任意有限个

①符号构成的集合 ②符号构成的序列

③字符构成的集合 ④字符构成的序列

四、简答及应用

1. 请用类C语言描述顺序表，并予以解释说明。
2. 请用类C语言描述单链表的类型定义，并予以解释说明。
3. 请用类C语言描述双链表的类型定义，并予以解释说明。
4. 请用类C语言描述顺序串的类型定义。
5. 请用类C语言描述链串的类型定义。

6.叙述以下概念的区别：头指针变量、头指针、头结点、首结点，并说明头指针变量和头结点的作用。

7．有哪些链表可仅由一个尾指针来惟一确定，即从尾指针出发能访问到链表上任何一个结点。

8．简述下列每对术语的区别：

空串和空格串;串变量和串常量;主串和子串;串变量的名字与串变量的值。

9．设有 A=” ”,B="mule"，C="old"，D="my",试计算下列运算的结果(注:A+B是CONCAT（A,B）的简写,A=" "的 " "含有两个空格)。

(a) A+B

(b) B+A

(c) D+C+B

(d) SUBSTR(B,3,2)

(e) SUBSTR(C,1,0)

(f) LENGTH(A)

(g) LENGTH(D)

(h) INDEX(B,D)

(i) INDEX(C,"d")

(j) INSERT(D,2,C)

(k) INSERT(B,1,A)

(l) DELETE(B,2,2)

(m) DELETE(B,2,0)

10.已知:S="(xyz)\*",T="(x+z)\*y"。试利用连接、求子串和置换等基本运算，将S转换为T。

五、算法设计

1． 设A=（a1,a2,a3,......an）和B=(b1,b2,.. .,bm)是两个线性表（假定所含数据元素均为整数）。若n=m且ai=bi(i=1,.. .,n),则称A=B;若ai=bi(i=1,.. .,j)且aj+1<bj+1（j<n<=m）, 则称A<B;在其他情况下均称A>B。是编写一个比较A和B的算法，当A<B,A=B或A>B是分别输出-1，0或者1。

2，试编写在无头结点的单链表上实现线性表基本运算LOCATE(L,X)、INSERT(L,X，i)和DELETE(L,i)的算法，并和在带头结点的单链表上实现相的算法进行比较。

3．试编写在不带头结点的单链表上实现线性表基本运算LENGTH(L)的算法。

4．假设有两个按数据元素值递增有序排列的线性表A和B，均以单链表作存储结构。编写算法将A表和B表归并成一个按元素值递减有序（即非递增有序，允许值相同）排列的线性表C，并要求利用原表(即A表和B表的)结点空间存放表C。

5．设有线性表A=(a1,a2,.. .,am)和B=(b1,b2,.. .,bn).试写合并A、B为线性表C的算法，使得：

C=![](data:image/x-wmf;base64,183GmgAAAAAAAEAYwAQACQAAAACRQgEACQAAAyoCAAACABUAAAAAAAUAAAAJAgAAAAAEAAAAAgEBAAUAAAABAv///wAEAAAALgEYAAUAAAAxAgEAAAAFAAAACwIAAAAABQAAAAwCwARAGBIAAAAmBg8AGgD/////AAAQAAAAwP///6z///8AGAAAbAQAAAsAAAAmBg8ADABNYXRoVHlwZQAAAAEQAAAA+wKA/gAAAAAAAJABAAAAAgACABBTeW1ib2wAAgQAAAAtAQAACAAAADIKTgQ6AAEAAADuAAgAAAAyCgIDOgABAAAA7QAIAAAAMgq2AToAAQAAAOwACAAAADIK8gNYFQEAAAA+AAgAAAAyCvIDZAwBAAAAKwAIAAAAMgqmAc4UAgAAADw9CAAAADIKpgGiDQEAAAArABUAAAD7AoD+AAAAAAAAkAEAAAAABAIAEFRpbWVzIE5ldyBSb21hbgAAiAQAAAAtAQEABAAAAPABAAAIAAAAMgryA5AWAgAAAG47CAAAADIK8gPGEwEAAABtAAgAAAAyCvID4BEBAAAAKQAIAAAAMgryAwYQAgAAAGFtCgAAADIK8gP8DQUAAAAsLi4uLAAIAAAAMgryA2ANAQAAADEACAAAADIK8gOiCgIAAABhbggAAAAyCvIDGAoBAAAALAAIAAAAMgryA4wIAgAAAGJuCAAAADIK8gP8BwEAAAAsAAgAAAAyCvIDiAYCAAAAYW4KAAAAMgryA34EBQAAACwuLi4sAAgAAAAyCvID4gMBAAAAMQAIAAAAMgryA0ADAQAAAGIACAAAADIK8gOwAgEAAAAsAAgAAAAyCvIDFAIBAAAAMQAIAAAAMgryA3gBAQAAAGEACAAAADIK8gP0AAEAAAAoAAgAAAAyCqYBnhcBAAAAOwAIAAAAMgqmAdgWAQAAAG4ACAAAADIKpgFCEwEAAABtAAgAAAAyCqYBXBEBAAAAKQAIAAAAMgqmAcoPAgAAAGJuCAAAADIKpgE6DwEAAAAsAAgAAAAyCqYBng4BAAAAMQAIAAAAMgqmAWgLAgAAAGJtCAAAADIKpgHYCgEAAAAsAAgAAAAyCqYB7AgCAAAAYm0IAAAAMgqmAVwIAQAAACwACAAAADIKpgGIBgIAAABhbQoAAAAyCqYBfgQFAAAALC4uLiwACAAAADIKpgHiAwEAAAAxAAgAAAAyCqYBQAMBAAAAYgAIAAAAMgqmAbACAQAAACwACAAAADIKpgEUAgEAAAAxAAgAAAAyCqYBeAEBAAAAYQAIAAAAMgqmAfQAAQAAACgADwAAAPsCgP4AAAAAAACQAQAAAIYEAgAAy87M5QCGBAAAAC0BAAAEAAAA8AEBAAgAAAAyCvIDRhICAAAAtbEIAAAAMgqmAcIRAgAAALWxCgAAACYGDwAKAP////8BAAAAAAAQAAAA+wIQAAcAAAAAALwCAAAAhgECAiJTeXN0ZW0AhgQAAAAtAQEABAAAAPABAAADAAAAAAA=)

假设A、B均以单链表为存储结构(并且m、n显示保存)。要求C也以单链表为存储结构并利用单链表A、B的结点空间。

6，设线性表存放在向量A[arrsize]的前elenum分量中，且递增有序。试写一算法，将X插入到线性表的适当位置上，以保持线性表的有序性，并且分析算法的时间复杂性。

7．已知单链表L中的结点是按值非递减有序排列的，试写一算法将值为x的结点插入表L中，使得L仍然有序。

8，试分别以顺序表和单链表作存储结构，各写一个实现线性表的就地(即使用尽可能少的附加空间)逆置的算法，在原表的存储空间内将线性表(a1，a2,.. .,an)逆置为(an,.. .,a2,a1)。

9．假设分别以两个元素值递增有序的线性表A、B表示两个集合(即同一线性表中的元素各不相同)，现要求构成一个新的线性表C，C表示集合A与B的交，且C中元素也递增有序。试分别以顺序表和单链表为存储结构，填写实现上述运算的算法。

10，已知A、B和C为三个元素值递增有序的线性表，现要求对表A作如下运算： 删去那些既在表B中出现又在表C中出现的元素。试分别以两种存储结构(一处种顺序结构，一种链式的)编写实现上述运算的算法。

11．假设在长度大于1的循环链表中，既无头结点也无头指针。s为指向链表中某个结点的指针，试编写算法删除结点\*s的前趋结点。

12．已知一单链表中的数据元素含有三个字符(即:字母字符、数字字符和其它字符)。试编写算法，构造三个循环链表，使每个循环链表中只含同一类的字符，且利用原表中的结点空间作为这三个表的结点空间(头结点可另辟空间)。13.(Josephus环)任给正整数n、k，按下述方法可得排列1，2，……,n的一个置换:将数字1，2，.. .,n环形排列(如图算法设计题13.所示)，按顺时针方向从1开始 计数；计满K时输出该为之上的数字(并从环中删去该数字)，然后从下一个数字开始继续计数，直到环中所有数字均被输出为止。例如，n=10,k=3时，输出的置换是3，6，9，2，7，1，8，5，10，![41](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAJgAAACTAQAAAABafu1PAAAABGdBTUEAALGOfPtRkwAAAAlwSFlzAAAPYQAAD2EBqD+naQAAAhpJREFUSMft1jFv00AUAOCLMngjXSqxZSMrKzAcCDH3LyAxsLKiShxVJbLRfxD/CPYmVZACA8rOQNMakYXBqRH1ye497s6+93zxyQJUMVR4OEuf353fPT9bZtA+2LVYHrAyYFe/GXfdRklu2Y+AfRNdNvdvZO3E36C1T2ZY9fRQiKYpxjjApWczAQc62LNDgFQ01jM31BNh4O8tN5PGvtkUN76NXbBEU9yNF8JZKexpiBbbGeZY6NjKhrh6YqtQx60rk3XcibElld7Y18PYhtobC/hp7LsBjildVHZqroNLBuq40llc2XtdDnzeS9qvdLYgy5wlAcvI1s5kty3bfRC02JkSncadQcg4mmibIpsGLEaDtpXddvqnRq+4rcaNt7+oVefzCD43smnAOHT0BvVQqNdCPRnq3VCPy27DdybrNnwH12QyYFj8JRkWNSbDwnAy3HDT6s1V35TajhrbdVYnvWla0jzVljfSw+9pc1n3LR7aNLlnA0oFza5+Bp6lZpj7VuoF1dA3iHRCfMtWvOzDlpWMDbYN1CW0jI7/dnNN1Jbx/SKa5OxqoZizVfQg0zbazNWesw97r/dHX/KeLNQjZ+ng7PzZzu2ezFQf7da982jn865M1EOKY/ejSbqr4xjZu2I0yZ/o9R6T3ZWjN3lfFsdos/6dl0dv84/p+BjnzqKnL3o6Z/OT5SyJn78qlPm9ov2up/++zr8As1xapqoRIBgAAAAASUVORK5CYII=)

4。试编写一算法，对输人的任意正整数n、k，输出相应的置换

14·在双链表上实现线性表的下列基本运算(a)初始化； (b)定位(c)插入(d)删除。

15·设有一双链表，每个结点中除有prior、data和next三个域外，还有一个访问频度域freq，在链表被起用之前，其值均初始化为零。每当在双链表上进行一次LOCATEL，X)运算时，令元素值为X的结点中freq域的值增1，并使此链表中结点保持按访问频度递减的顺序排列，以便使频繁访问的结点总是靠近表头。试编写实现符合上述要求的LOCATE运算的算法。

16·若X和Y是用结点大小为1单链表表示的串，设计一个算法找出X中第一个不在y中出现的字符。

17．在顺序串上实现串的判等运算EQUAL(S,T)。

18．在链串上实现判等运算EQUAL(S,T)。

19．若S和T是用结点大小为1的单链表存储的两个串（S、T为头指针），设计一个算法将串S中首次与串T匹配的子串逆值。

20．用串的其他运算构造串的子串定位运算index。

第三章 栈、队列和数组

1. 名词解释：

1.栈、栈顶、栈底、栈顶元素、空栈2.顺序栈3.链栈4.递归5.队列、队尾、队头6.顺序队7.循环队8.队满9.链队10.随机存储结构11.特殊矩阵12.稀疏矩阵13.对称方阵14.上（下）三角矩阵

1. 填空题：
   1. 栈修改的原则是\_\_\_\_\_\_\_\_\_或称\_\_\_\_\_\_\_\_，因此，栈又称为\_\_\_\_\_\_\_\_线性表。在栈顶进行插入运算，被称为\_\_\_\_\_\_\_\_或\_\_\_\_\_\_\_\_，在栈顶进行删除运算，被称为\_\_\_\_\_\_\_\_或\_\_\_\_\_\_\_\_。
   2. 栈的基本运算至少应包括\_\_\_\_\_\_\_\_、\_\_\_\_\_\_\_\_、\_\_\_\_\_\_\_\_、\_\_\_\_\_\_\_\_、\_\_\_\_\_\_\_\_五种。
   3. 对于顺序栈，若栈顶下标值top=0,此时，如果作退栈运算，则产生“\_\_\_\_\_\_\_\_”。
   4. 对于顺序栈而言，在栈满状态下，如果此时在作进栈运算，则会发生“\_\_\_\_\_\_\_\_”。
   5. 一般地，栈和线性表类似有两种实现方法，即\_\_\_\_\_\_\_\_实现和\_\_\_\_\_\_\_\_实现。
   6. top=0表示\_\_\_\_\_\_\_\_，此时作退栈运算，则产生“\_\_\_\_\_\_\_\_”；top=sqstack\_maxsize-1表示\_\_\_\_\_\_\_\_，此时作进栈运算，则产生“\_\_\_\_\_\_\_\_”。
   7. 以下运算实现在顺序栈上的初始化，请在\_\_\_\_\_\_\_\_处用适当的句子予以填充。

int InitStack(SqStackTp \*sq)

{ \_\_\_\_\_\_\_\_;

return(1);}

* 1. 以下运算实现在顺序栈上的进栈，请在\_\_\_\_\_\_\_\_处用适当的语句予以填充。

Int Push(SqStackTp \*sq,DataType x)

{ if(sp->top==sqstack\_maxsize-1}{error(“栈满”);return(0);}

else{\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_:

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_=x;

return(1);}

}

* 1. 以下运算实现在顺序栈上的退栈，请在\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_用适当句子予以填充。

Int Pop(SqStackTp \*sq,DataType \*x)

{if(sp->top==0){error(“下溢”);return(0);}

else{\*x=\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_;

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_;

return(1);}

}

10. 以下运算实现在顺序栈上判栈空，请在\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_处用适当句子予以填充。

Int EmptyStack(SqStackTp \*sq)

{if(\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_) return(1);

else return(0);

}

11.以下运算实现在顺序栈上取栈顶元素，请在\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_处用适当句子予以填充。

Int GetTop(SqStackTp \*sq,DataType \*x)

{if(\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_) return(0);

else{\*x=\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_;

return(1);}

}

12. 以下运算实现在链栈上的初始化，请在\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_处用请适当句子予以填充。

Void InitStacl(LstackTp \*ls){ \_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_;}

13.` 以下运算实现在链栈上的进栈，请在处用请适当句子予以填充。

Void Push（LStackTp \*ls,DataType x）

{ LstackTp \*p;p=malloc(sizeof(LstackTp));

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_;

p->next=ls;

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_;

}

14．以下运算实现在链栈上的退栈，请在\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_处用请适当句子予以填充。

Int Pop(LstackTp \*ls,DataType \*x)

{LstackTp \*p;

if(ls!=NULL)

{ p=ls;

\*x=\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_;

ls=ls->next;

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_;

return(1)；

}else return(0);

}

15. 以下运算实现在链栈上读栈顶元素，请在\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_处用请适当句子予以填充。

Int Get Top(LstackTp \*ls,DataType \*x)

{ if(ls!=NULL){ \_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_;return(1);}

else return(0);

}

16.必须注意，递归定义不能是“循环定义”。为此要求任何递归定义必须同时满足如下条件：

①被定义项在定义中的应用（即作为定义项的出现）具有\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_；

②被定义项在最小“尺度”上的定义不是\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_的。

17．队列简称\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_。在队列中，新插入的结点只能添加到\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_，被删除的只能是排在\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_的结点。

18．队列以线性表为逻辑结构，至少包括\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_、\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_、\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_、\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_ \_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_、五种基本运算。

19．顺序队的出、入队操作会产生“\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_”。

20．以下运算实现在循环队上的初始化，请在\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_处用适当句子予以填充。

Void InitCycQueue(CycqueueTp \*sq)

{ \_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_;sq->rear=0;}

21. 以下运算实现在循环队上的入队列，请在\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_处用请适当句子予以填充。

Int EnCycQueue(CycquereTp \*sq,DataType x)

{ if((sq->rear+1)%maxsize== \_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_)

{error(“队满”);return(0);

else{ \_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_;

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_ \_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_;

return(1);

}

22. 以下运算实现在循环队上的出队列，请在\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_处用适当句子予以填充。

Int OutCycQueue(CycquereTp \*sq,DataType \*x)

{if(sq->front== \_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_){error(“队空”);return(0)；}

else{ \_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_;

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_;

return(1);

}

}

23. 以下运算实现在循环队上判队空，请在\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_处用适当句子予以填充。

Int EmptyCycQueue(CycqueueTp sq)

{if(\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_) return(1);

else return(0);

}

24. 以下运算实现在循环队上取队头，请在\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_处用适当句子予以填充。

Int GetHead(CycqueueTp sq,DataType \*x)

{ if(sq.rear== \_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_return(0);

else{ \*x=sq.data[\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_ ];

return(1);

}

25.链队在一定范围内不会出现\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_的情况。当lq.front==lq.rear试，队中无元素，此时\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_。

26．以下运算实现在链队上的初始化，请在\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_处用适当句子予以填充。

void InitQueue(QueptrTp \*lp)

{ LqueueTp \*p;

p=(LqueueTp \*)malloc(sizeof(LqueueTp))；

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_；

lq->rear=p;

(lq->front)->next=\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_;

}

27. 以下运算实现在链队上的入队列，请在\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_处用适当句子予以填充。

Void EnQueue(QueptrTp \*lq,DataType x)

{ LqueueTp \*p;

p=(LqueueTp \*)malloc(sizeof(LqueueTp));

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_=x;

p->next=NULL;

(lq->rear)->next=\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_;

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_;

}

28. 以下运算实现在链队上的出队列，请在\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_处用适当句子予以填充。

int OutQueue(QuetrTp \*lq,DataType \*x)

{ LqueueTp \*s;

if(lq->front==lq->rear){erroe(“队空”)；return(0);}

else { s=(lq->front)->next;

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_=s->data;

(lq->front)->next=\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_；

if(s->next==NULL) lq->rear=lq->front;

free(s);

return(1);

}

}

29. 以下运算实现在链队上判队空，请在\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_处用适当句子予以填充

int EmptyQueue(QueptrTp \*lq)

{ if(\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_) return(1)；

else return(0);

}

30. 以下运算实现在链队上读队头元素，请在\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_处用适当句子予以填充。

Int GetHead(QueptrTp lq,DataType \*x)

{ LqueueTp \*p;

if(lq.rear==lq.front) return(0);

else{\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_;

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_ =p->data;

return(1);

}

}

31．一般地，一个n维数组可视为其数据元素为\_\_\_\_\_\_\_\_\_\_\_维数组的线性表。数组通常只有\_\_\_\_\_\_\_\_\_\_\_和\_\_\_\_\_\_\_\_\_\_\_两种基本运算。

32，通常采用\_\_\_\_\_\_\_\_\_\_\_存储结构来存放数组 。对二维数组可有两种存储方法：一种是以\_\_\_\_\_\_\_\_\_\_\_为主序的存储方式，另一种是以\_\_\_\_\_\_\_\_\_\_\_为主序的存储方式。C语言数组用的是以\_\_\_\_\_\_\_\_\_\_\_序为主序的存储方法；FORTRAN语言用的是以\_\_\_\_\_\_\_\_\_\_\_序为主序的存储方法

33．需要压缩存储的矩阵可分为\_\_\_\_\_\_\_\_\_\_\_矩阵和\_\_\_\_\_\_\_\_\_\_\_矩阵两种。

34．对称方阵中有近半的元素重复， 若为每一对元素只分配一个存储空间 ，则可将n2个元素压缩存储到\_\_\_\_\_\_\_\_\_\_\_个元素的存储空间中。

35．假设以一维数组M（1：n(n+1)/2）作为n阶对称矩阵A的存储结构，以行序为主序存储其下三角（包括对角线）中的元素，数组M和矩阵A间对应的关系为\_\_\_\_\_\_\_\_\_\_\_。

36．上三角矩阵中，主对角线上的第t行(1<=t<=n)有\_\_\_\_\_\_\_\_\_\_\_个元素，按行优先顺序存放上三角矩阵中的元素aij时，aij之前的前i-1行共有\_\_\_\_\_\_\_\_\_\_\_个元素，在第i行上， aij是该行的第\_\_\_\_\_\_\_\_\_\_\_个元素，M[k]和aij的对应关系是。

当i>j时，aij=c,c存放在M[\_\_\_\_\_\_\_\_\_\_\_]中。

37．下三角矩阵的存储和对称矩阵类似。M[K]和aij的对应关系是\_\_\_\_\_\_\_\_\_\_\_。

38．基于三元组的稀疏矩阵转置的处理方法有两种，以下运算按照矩阵A的列序来进行转置，请在\_\_\_\_\_\_\_\_\_\_\_处用适当的句子用以填充。

Trans\_Sparmat(SpMatrixTp a,SpMatrixTp \*b)

{ (\*b).mu=a.nu;(\*b).nu=a.mu;(\*b).tu=a.tu;

if(a.tu)

{ q=1;

for(col=1; \_\_\_\_\_\_\_\_\_\_\_;col++)

for(p=1;p<=a.tu;p++)

if(\_\_\_\_\_\_\_\_\_\_\_==col)

{(\*b).data[q].i=a.data[p].j;

(\*b).data[q].j=a.data[p].i;

(\*b).data[q].v=a.data[p].v;

\_\_\_\_\_\_\_\_\_\_\_;

}

}

39．基于三元组的稀疏矩阵转置的处理方法有两种，以下计算按照矩阵A的三元组a.data的次序进行转置，请在\_\_\_\_\_\_\_\_\_\_\_处用适当的句子用以填充。

Fast\_Trans\_Sparmat(SpMatrixTp a,SpMatrixTp \*b)

{ (\*b).mu=a.nu;(\*b).nu=a.mu;(\*b).tu=a.tu=a.tu;

if(a.tu)

{for(col=1;\_\_\_\_\_\_\_\_\_\_\_;col++) num[col]=0;

for(t=1;t<=a,tu;t++) num[a.data[t].j]++;

cpot[1]=1;

for(col=2;col<=a.nu;col++) cpot[col]=\_\_\_\_\_\_\_\_\_\_\_;

for(p=1;p<=a.tu;p++)

{ col=a.data[p].j;

q=cpot[col];

(\*b).data[q].i=a.data[p].j;

(\*b).data[q].j=a.data[p].i;

(\*b).data[q].v=a.data[p].v;

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_;

}

}

}

40．栈称为\_\_\_\_\_\_\_\_\_\_\_线性表。 ;

41．队称为\_\_\_\_\_\_\_\_\_\_\_线性表。

42设一个链栈的栈顶指针为ls，栈中结点的格式为 info next,栈空的条件是\_\_\_\_\_\_\_\_\_\_\_；如果栈不为空，则退栈操作为p=ls; \_\_\_\_\_\_\_\_\_\_\_;ls=ls->next;free(p)。

43．设有二为数组int M[10][20](注：m为0...10,n为0...20),每个元素（整数）栈两个存储单元，数组的起始地址为2000，元素M[5][10]的存储位置为\_\_\_\_\_\_\_\_\_\_\_，M[8][19]的存储值为\_\_\_\_\_\_\_\_\_\_\_。

44．在具有n个单元的循环队列中，队满时共有\_\_\_\_\_\_\_\_\_\_\_个元素。

45．\_\_\_\_\_\_\_\_\_\_\_可以作为实现递归函数调用的一种数据结构。

46．数组M中每个元素的长度是3个字节，行下标i从1到8，列下标j从1到0，从首的址EA开始连续存放在存储其中。若按行方式存放，元素M[8][5]的起始地址为\_\_\_\_\_\_\_\_\_\_\_；若按列优先方式存放，元素M[8][5]的地址为\_\_\_\_\_\_\_\_\_\_\_。

47．对带有头结点的列队列lq,判定队列中只有一个数据元素的条件是\_\_\_\_\_\_\_\_\_\_\_。

48．二维数组M的成员是6个字符（每个字符栈一个存储单元）组成的串，行下标i的范围从0到8，列下标j的范围从1到10，则存放M至少需要\_\_\_\_\_\_\_\_\_\_\_个字节；M的第8列和第5行共占\_\_\_\_\_\_\_\_\_\_\_个字节；若M按行方式存储，元素M[8][5]的起始地址与当M按列优先方式存储时的\_\_\_\_\_\_\_\_\_\_\_元素的起始地址一致。

三、单项选择题

1．在以下栈的基本运算中，不是加工型运算的是 （ ）

①lnitStack(S) ②Push(S,X) ③Pop(S) ④empty(S)

2.以下说法正确的是 ( )

①因链栈本身没有容量限制,故在用户内存空间的范围内不会出现栈满情况

②因顺序栈本身没有容量限制,故在用户内存空间的范围内不会出现栈满情况

③对于链栈而言,在栈满状态下,如果此时再作进栈运算，则会发生“上溢”

④对于顺序栈而言在栈满状态下如果此时再作迸栈运算，则会发生“下溢”。

3．在以下队列的基本运算中，不是加工型运算的是 （ ）

①InitQueue(Q) ②EnQueue(Q,X) ③OutQueu(Q,X) ④GetHead(Q,x)

4.顺序队列的人队操作应为 ( )

①sq.rear=sq.rear+1 sq.data[sq.rear]=x

②sq.data[sq.rear]=x sq.rear=sq.rear+1

③sq.rear=(sq.rear+1)% maxsize; sq.data[sq.rear]=x

④sq.data[sqrear]=x sq.rear=(sq.rear+1)% maxsize

5.循环队列的人队操作应为 ( )

①sq.rear=sq.rear+1 sq.data[sq.rear]=x

②sq.data[sq.rear]=x sq.rear=sq.rear+1

③sq.rear=(sq.rear+1)% maxsize sq.data[sq.rear]=x

④sq.data[sq.rear]=x sq.rear=(sq.rear+1)% maxsize

6. 顺序队列的出队操作为 ( )

①sq.front=(sq.front+1)% maxsize

②sq.front=sq.front+1

③sq.rear=(sq.rear+1)% maxsize

④sq.rear=sq.rear+1

7. 循环队列的出队操作为 ( )

①sq.front=(sq.ftont+1)% maxsize

②sq.front=sq.front+1

③sq.rear=(sq.rear+)% maxsize

④sq.rear=sq.rear+1

8.循环队列的队满条件为 ( )

①(sq.rear+1) % mazsize ==(sq.front+1) % maxsize;

②(sq.rear+1 % maxsize ==sq.front+1

③sq.(rear+1) % maxsize ==sq.front

④sq.rear ==sq.front

9.循环队列的队空条件为 ( )

①(sq.rear+1) % maxsize ==(sq.front+1) % maxsize

②(sq.rear+) % maxsize ==sq.front+1

③(sp.rear+1) % maxsize ==sq.front

④sq.rear == sq.front

10.数组的数据元素类型DataType可根据实际需要而定义。以下说法完全正确的是 ( )

①数组的读运算可以读取一个数据元素整体,写运算只能修改一个数据元素的一部分

②数组的读、写运算可以读取或修改一个数据元素的一部分或一个整体

③数组的读、写运算只能读取或修改一个数据元素的一部分

④数组的读、写运算只能读取或修改一个数据元素整体

11．对于以行序为主序的存储结构来说，在数组A[c1···d1，c2···d2]中，c1和d1分别为

数组A的第一个下标的上、下界，c2…d2分别为第二各下标的上、下界，每个数据元素占K

个存储单元，二维数组中任一元素a[i,j]的存储位置可由( )式确定.

①Loc[i,j]=[( d2-c2+1)(i- c1)+(j- c2)]\*k

②Loc[i,j]=loc[c1, c2]+[( d2- c2+1)(i- c1)+(j- c2)]\*k

③Loc{i,j}=A[c1, c2]+[( d2- c2+1)(i- c1)+(j- c2)]\*k

④Loc[i,j]=loc[0,0]+[( d2- c2+1)(i- c1)=(j- c2)]\*k

12对于C语言的二维数组DataType A[m][n],每个数据元素占K个存储单元，二维数组中任意元素a[i,j] 的存储位置可由( )式确定.

①Loc[i,j]=A[m,n]+[(n+1)\*i+j]\*k

②Loc[i,j]=loc[0,0]+[(m+n)\*i+j]\*k

③Loc[i,j]=loc[0,0]+[(n+1)\*i+j]\*k

④Loc[i,j]=[(n+1)\*i+j]\*k

13.线性表的顺序存储结构是一种( )的存储结构,线性表的链式存储结构是一种（ ）的存储结构。

① 随机存取 ② 顺序存储

14．如果以链表作为栈的存储结构，则退栈操作是 ( )

①必须判别栈是否满 ②必须判别栈是否空

③判别栈元素的类型 ④对栈不做任何操作

15对于基于三元组的稀疏矩阵转置的处埋方法以下说法正确的是 ( )

①按照矩阵A的列序来进行转置，算法的时间复杂度为0(nu+tu)

②按照A的三元组a.data的次序进行转置，算法的时间复杂度为O(nu\*tu)

③按照矩阵A的列序来进行转置的方法称快速转置

④按照矩阵A的列序进行转置,对于tu<<mu x nu才有意义。

16．稀疏矩阵的压缩存储方法是只存储 ( )

①非零元素 ② 三元祖（i,j, aij） ③ aij ④ i,j

17．基于三元组的稀疏矩阵，对每个非零元素aij,可以用一个（ ）唯一确定。

①非零元素 ②三元组(i,j,aij) ③ aij ④ i,j

18如果以链表作为栈的存储结构,则退栈操作时 ( )

①必须判别栈是否满 ②判别栈元素的类型

③必须判别栈是否空 ④ 队栈不做任何判别

19．设C语言数组Data[m+1]作为循环队列SQ的存储空间， front为队头指针，rear为队为指针，则执行出队操作的语句为 （ ）

①front=front+1 ② front=（front+1）%m

③rear=(rear+1)%m ④ front=(front+1)%(m+1)

20.三角矩阵可压缩存储到数组（ ）中。

①M[1:n(n+1)/2+1] ② M[1:n(n+1)/2]

③M[n(n+1)/2+1] ④M[n(n+1)/2]

21.设有一顺序栈S，元素s1,s2,s3,s4,s5,s6依次进栈，如果6个元素出线的顺序是s2,s3,s4, s6 , s5,s1,则栈的容量至少应该是 （ ）

①2 ② 3 ③ 5 ④6

22．设有一顺序栈已含3个元素，如下图所示，元素a4正等待进栈。那么下列4个序列

中不可能出现的出栈序列是 （ ）

0 1 2 3 maxsize-1

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| a1 | a2 | a3 |  |  |  |

sq

↑top

①a3,a1,a4,a2 ②a3,a2,a4,a1 ③ a3,a4,a2,a1 ④a4,a3,a2,a1

23.向一个栈顶指针为Top的链中插入一个s所指结点时，其操作步骤为 （ ）

①Top->next=s ② s->next=Top->next;Top->next=s

③s->next=Top;Top=s ④ s->next=Top;Top=Top->next

24.从栈顶指针为Top的链栈中删除一个结点，并将被删节点的值保存到x中，其操作步骤为（ ）

①x=Top->data;Top=Top->next ②Top=Top->next;x=Top->data

③x=Top;Top=Top->next ④ x=Top->data

25.在一个链队中，若f,r分别为队首、队尾指针，则插入s所指结点的操作为（ ）

①f->next=c;f=s ②r->next=s;r=s

③s->next=r;r=s ④ s->next=f;f=s

26常对数组进行的两种基本操作是 （ ）

①建立与删除 ② 索引与修改 ③ 查找与修改 ④ 查找与索引

27．链栈与顺序栈相比，有一个比较明显的优点即 （ ）

①插入操作更方便 ② 通常不会出现栈满的情况

③不会出现栈空的情况 ④ 删除操作更方便

28．若采用三元组压缩技术存储稀疏矩阵，只要把每个元素的行下标和列下标互换，就完成了对该矩阵的转置运算，这种观点 （ ）

①正确 ②错误

29。二为数组M[i,j]的元素是4个字符（每个字符占一个存储单元）组成的串，行下标i的范围从O到4，列下标j的范围从O到5。M按行存储时元素M[3,5] 的起始地址与M按列存储时元素( )的起始地址相同。

①M [2,4] ② M[3,4] ③M[3,5] ④M[4,4]

30.一个栈的入栈序列是a,b,c,d,e,则栈的不可能的输出序列是 （ ）

① e d c b a ②d e c b a ③d c e a b ④a b c d e

31.一个队列的人列序是1，2，3，4，则队列的输出系列是 （ ）

① 4，3，2，1 ② 1，2，3，4， ③1，4，3，2 ④ 3，2，4，1

32．设计一个判别表达式中左、右括号是否配对出线的算法，采用（ ）数据结构最佳。

①线性标的顺序存储结构 ②栈

③ 队列 ④ 线性表的链式存储结构

33．若已知一个栈的输入序列为1，2，3，...,n,其输出序列为P1、P2、...Pn。若p1=n,则P1为

①i ②n=i ③ n-i+1 ④ 不确定

34．以下说法正确的是

①顺序队和循环队的队满和队空判断条件是一样的

②栈可以作为实现过程调用的一种数据结构

③插人和删除操作是数据结构中最基本的两种操作，所以这两种操作在数组中也经常使用

④在循环队列中，front指向队列中第一个元素的前一位置，rear指向实际的队尾元素，队列为满的条件front=rear

35. 以下说法正确的是

①数组是同类型值的集合

②数组是一组相继的内存单元

③数组是一种复杂的数据结构，数组元素之间的关系，既不是线性的，也不是树形的

④使用三元组表表示稀疏矩阵的元素，有时并不能节省存储空间

四、简答及应用

1．简述顺序栈的类型定义。

2．简述链栈的类型定义。

3．简述顺序队列、循环队列的类型定义。

4．简述链队的类型定义。

5，写出基于三元组的稀疏矩阵的类型说明。

6．对于循环队列，试写出求队列长度的算法。

7．设有编号为t，2，3，4的四辆列车。顺序进入一个占世界共的展台，试写出这四两列车开出车站的所有可能的顺序。

8设有上三角矩阵(aij)n\*n,将其上三角元素逐行存于数组B(1:m)中（m充分大），使得B[k]=aij,且k=f1(i)+f2(j)+c。是推导出函数f1,f2和常数c(要求f1和f2中不含常数项)。

9．设有三对角矩阵（aij）n\*n,将其三条对角线上的元素逐行存于数组B(1:3n-2)中，使得B[k]=aij,求：

1. 用i、j表示k的下标变换公式；
2. 用k表示i、j的下标变换公式.

10.阅读下列程序，写出程序的运行结果。

# define sqstack\_maxsize 40

typedef struct sqstack

{ char data[sqstack\_maxsize];

int top;

} SqStackTp;

main()

{ SqStackTp sq;

int i;

char ch;

InitStack(&sq);

For(ch=’A’;ch<=’A’+12;ch++)

{ Push(&sq,ch);

printf(“%c”,ch);

}

printf(“\n”);

while(!EmptyStack(sq))

{ Pop(&sq,&ch);

printf(“&c”,ch);

} printf(“\n”);

}

11.阅读下列算法，写出其完整的功能。

Void reverse\_list( LinkedListTP \*head)

{ LstackTP ls,p;

DataType x;

InitStack(&ls);

p=head->next;

While(p!=NULL)

{ Push(&ls<p->data);

p=p->next;}

p=head->next;

While(! EmptyStack(&ls))

{ Pop(&l,&x); p->data=x;

p=p-next;}

}

12，对下列函数，按照《数据结构导论》课本的图3-5失利，画出调用f(5)是引起的工作栈状态变化情况。

Int f(int I)

{ if(n==1) return(10);

else return(f(I-1)+2);

}

五、算法设计

1.某汽车轮渡口，过江渡船每次能载10辆车过江。过江车辆分为客车类和货车类，

上渡船的有如下规定：同类车先到先上船；且每上4辆客车，才允许上一辆货车；若等待客车不足4辆，则以火车代替，若无货车等待允许客车都上船。试写一算法模拟渡口管理。

可以在一个数组中保存两个栈：一个栈以数组的第一个单元作为栈底，另一个栈以数组的最后一个单元作为栈底（如下图所示）。设S是其中一个占，是分别编写过程push(S,X)(元素X入栈)， 出栈pop(S)和取栈顶元素Top(S).题示：设其中一个栈为0，另一栈为1。

0 1 2 M-1 M M+1

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
|  |  | ······ |  |  |

栈0底 栈0顶 栈1顶 栈1底

3．假设以带头结点的循环链表表示队列，并且只设一个指针指向队尾元素结点（注意不设头指针），试编写相应的初始化队列、入队列和出队列算法。

4．假设以数组cycque[m](假设数组范围在0..m)存放循环队列的元素，同时设变量rear和quelen分别指示循环队列中队尾元素位置和内含元素的个数。试给出此循环队列的队满条件，并写出相应的入队列和出队列的算法。

5．编写算法:按行优先存储顺序，将稀疏矩阵转换为三元组的表示形式。

6．稀疏矩阵用三元组的表示形式，试写一算法实现两个稀疏矩阵相加，结果仍用三元组表示。

7．假设一个算术表达式中可以包含三中括号：圆括号“（”和“）”，方括号“[”和“]”以及花括号与“{”和“}”，且这三种括号可按任意的次序嵌套试用，如（.. .[.. .{.. .}.. .[.. .].. .].. .( .. .[.. .].. .)。试利用栈的运算编写判断给定表达式中所含括号是否正确 配对出现的算法（可设表达式已存入字符型数组中）。

8．已知Ackerman函数定义如下：

akm(m,n)=![](data:image/x-wmf;base64,183GmgAAAAAAAIAaAAcACQAAAACRQwEACQAAA18CAAACABUAAAAAAAUAAAAJAgAAAAAEAAAAAgEBAAUAAAABAv///wAEAAAALgEYAAUAAAAxAgEAAAAFAAAACwIAAAAABQAAAAwCAAeAGhIAAAAmBg8AGgD/////AAAQAAAAwP///77///9AGgAAvgYAAAsAAAAmBg8ADABNYXRoVHlwZQAAkAEQAAAA+wKA/gAAAAAAAJABAAAAAgACABBTeW1ib2wAAgQAAAAtAQAACAAAADIKkgU6AAEAAADvAAgAAAAyCqAGOgABAAAA7gAIAAAAMgoCAzoAAQAAAO8ACAAAADIKIgQ6AAEAAADtAAgAAAAyCqQBOgABAAAA7AAIAAAAMgosBuoWAQAAALkACAAAADIKLAY2EwEAAAC5AAgAAAAyCiwGqA0BAAAALQAIAAAAMgosBpIFAQAAAC0ACAAAADIK4AMuDwEAAAA9AAgAAAAyCuADegsBAAAAuQAIAAAAMgrgA5IFAQAAAC0ACAAAADIKlAGmBgEAAAA9AAgAAAAyCpQBFAIBAAAAKwAPAAAA+wKA/gAAAAAAAJABAAAAhgQCAADLzszlAIYEAAAALQEBAAQAAADwAQAACAAAADIKLAbEGAIAAADKsQgAAAAyCiwGJBACAAAAtbEIAAAAMgrgAwIRAgAAAMqxCAAAADIK4ANoCAIAAAC1sQgAAAAyCpQBeggCAAAAyrEIAAAAMgqUAZQDAgAAALWxFQAAAPsCgP4AAAAAAACQAQAAAAAEAgAQVGltZXMgTmV3IFJvbWFuAACIBAAAAC0BAAAEAAAA8AEBAAgAAAAyCiwGIhgBAAAAMAAIAAAAMgosBrgVAQAAAG4ACAAAADIKLAYoFQEAAAAsAAgAAAAyCiwGbhQBAAAAMAAIAAAAMgosBqQRAQAAAG0ACAAAADIKLAZADwIAAAApKQgAAAAyCiwGng4BAAAAMQAIAAAAMgosBo4MAQAAAG4ACAAAADIKLAb+CwEAAAAsAAgAAAAyCiwG0goBAAAAbQAIAAAAMgosBkgKAQAAACgACQAAADIKLAauBwMAAABha20ACAAAADIKLAYkBwEAAAAsAAgAAAAyCiwGiAYBAAAAMQAIAAAAMgosBhgEAQAAAG0ACAAAADIKLAaOAwEAAAAoAAkAAAAyCiwG9AADAAAAYWttAAgAAAAyCuADYBABAAAAMAAIAAAAMgrgA/wNAQAAAG4ACAAAADIK4ANsDQEAAAAsAAgAAAAyCuADsgwBAAAAMAAIAAAAMgrgA+gJAQAAAG0ACAAAADIK4AMCCAEAAAApAAgAAAAyCuADYAcBAAAAMQAIAAAAMgrgAyQHAQAAACwACAAAADIK4AOIBgEAAAAxAAgAAAAyCuADGAQBAAAAbQAIAAAAMgrgA44DAQAAACgACQAAADIK4AP0AAMAAABha20ACAAAADIKlAHYBwEAAAAwAAgAAAAyCpQBFAUBAAAAbQAIAAAAMgqUARADAQAAADEACAAAADIKlAH6AAEAAABuAAoAAAAmBg8ACgD/////AQAAAAAAEAAAAPsCEAAHAAAAAAC8AgAAAIYBAgIiU3lzdGVtAIYEAAAALQEBAAQAAADwAQAAAwAAAAAA)

试写出递归算法。

9．设函数f(m,n)按下式定义（ m,n为）0的整数）

f(m,n)=![](data:image/x-wmf;base64,183GmgAAAAAAAAAVwAQACQAAAADRTwEACQAAA9QBAAACABUAAAAAAAUAAAAJAgAAAAAEAAAAAgEBAAUAAAABAv///wAEAAAALgEYAAUAAAAxAgEAAAAFAAAACwIAAAAABQAAAAwCwAQAFRIAAAAmBg8AGgD/////AAAQAAAAwP///6z////AFAAAbAQAAAsAAAAmBg8ADABNYXRoVHlwZQAAAAEQAAAA+wKA/gAAAAAAAJABAAAAAgACABBTeW1ib2wAAgQAAAAtAQAACAAAADIKTgQ6AAEAAADuAAgAAAAyCgIDOgABAAAA7QAIAAAAMgq2AToAAQAAAOwACAAAADIK8gNuEQEAAAC5AAgAAAAyCvID6AkBAAAALQAIAAAAMgryA7IDAQAAAC0ACAAAADIKpgE+CwEAAAA9AAgAAAAyCqYBtAQBAAAAKwAIAAAAMgqmAXQCAQAAACsADwAAAPsCgP4AAAAAAACQAQAAAIYEAgAAy87M5QCGBAAAAC0BAQAEAAAA8AEAAAgAAAAyCvIDSBMCAAAAyrEIAAAAMgryA2QMAgAAALWxCAAAADIKpgESDQIAAADKsQgAAAAyCqYBNAYCAAAAtbEVAAAA+wKA/gAAAAAAAJABAAAAAAQCABBUaW1lcyBOZXcgUm9tYW4AAIgEAAAALQEAAAQAAADwAQEACAAAADIK8gOmEgEAAAAwAAgAAAAyCvIDPBABAAAAbgAIAAAAMgryA0YPAQAAACoACAAAADIK8gPkDQEAAABtAAgAAAAyCvIDgAsCAAAAKSkIAAAAMgryA94KAQAAADEACAAAADIK8gPOCAEAAABuAAgAAAAyCvIDPggBAAAALAAIAAAAMgryAxIHAQAAAG0ACAAAADIK8gOIBgEAAAAoAAgAAAAyCvIDzgUBAAAAZgAIAAAAMgryA0QFAQAAACwACAAAADIK8gOoBAEAAAAxAAgAAAAyCvIDOAIBAAAAbQAIAAAAMgryA64BAQAAACgACAAAADIK8gP0AAEAAABmAAgAAAAyCqYBcAwBAAAAMAAIAAAAMgqmAQwKAQAAAG4ACAAAADIKpgEWCQEAAAAqAAgAAAAyCqYBtAcBAAAAbQAIAAAAMgqmAbAFAQAAADEACAAAADIKpgGaAwEAAABuAAgAAAAyCqYB+gABAAAAbQAKAAAAJgYPAAoA/////wEAAAAAABAAAAD7AhAABwAAAAAAvAIAAACGAQICIlN5c3RlbQCGBAAAAC0BAQAEAAAA8AEAAAMAAAAAAA==)

试写出计算函数的递归过程。

10．设有一个背包可以放入的物品重量为S，现有n件物品，重量分别为w1,w2,.. .，wn.问能否从这n件物品中选择若干件放入此背包，使得放入的重量之和正好为S.如果存在一种符合上述要求的选择，则称此背包问题有解（或承接为真），否则此问题无解（或结为假），试用递归和非递归两种方法设计此背包问题的算法。

11．借助栈(可用栈的基本运算)来实现单链表的逆置运算。

第六章 树

一．名词解释：

1 树 2。结点的度 3。叶子 4。分支点 5。树的度

6．父结点、子结点 7兄弟 8结点的层数 9树的高度 10 二叉树

11 空二叉树 12 左孩子、右孩子 13孩子数 14 满二叉树 15完全二叉树

16 先根遍历 17 中根遍历 18后根遍历 19二叉树的遍历 20 判定树

21 哈夫曼树

二、填空题

1. 树（及一切树形结构）是一种“\_\_\_\_\_\_\_\_”结构。在树上，\_\_\_\_\_\_\_\_结点没有直接前趋。对树上任一结点X来说，X是它的任一子树的根结点惟一的\_\_\_\_\_\_\_\_。
2. 一棵树上的任何结点（不包括根本身）称为根的\_\_\_\_\_\_\_\_。若B是A的子孙，则称A是B的\_\_\_\_\_\_\_\_
3. 一般的，二叉树有\_\_\_\_\_\_二叉树、\_\_\_\_\_\_的二叉树、只有\_\_\_\_\_\_的二叉树、只有\_\_\_\_\_\_

的二叉树、同时有\_\_\_\_\_\_的二叉树五种基本形态。

1. 二叉树第i(i>=1)层上至多有\_\_\_\_\_\_个结点。
2. 深度为k(k>=1)的二叉树至多有\_\_\_\_\_\_个结点。
3. 对任何二叉树，若度为2的节点数为n2，则叶子数n0=\_\_\_\_\_\_。
4. 满二叉树上各层的节点数已达到了二叉树可以容纳的\_\_\_\_\_\_。满二叉树也是\_\_\_\_\_\_二叉树，但反之不然。
5. 具有n个结点的完全二叉树的深度为\_\_\_\_\_\_。
6. 如果将一棵有n个结点的完全二叉树按层编号，则对任一编号为i(1<=i<=n)的结点X有：
   1. 若i=1,则结点X是\_\_\_\_\_\_；若i〉1,则X的双亲PARENT(X)的编号为\_\_\_\_\_\_。
   2. 若2i>n，则结点X无\_\_\_\_\_\_且无\_\_\_\_\_\_；否则，X的左孩子LCHILD(X)的编号为\_\_\_\_\_\_。
   3. 若2i+1>n，则结点X无\_\_\_\_\_\_；否则，X的右孩子RCHILD(X)的编号为\_\_\_\_\_\_。

10.二叉树通常有\_\_\_\_\_\_存储结构和\_\_\_\_\_\_存储结构两类存储结构。

11.每个二叉链表的访问只能从\_\_\_\_\_\_结点的指针，该指针具有标识二叉链表的作用。

12.对二叉链表的访问只能从\_\_\_\_\_\_指针开始，若二叉树为空，则\_\_\_\_\_\_=NULL.

13.二叉链表中每个存储结点的每个指针域必须有一个值，这个值或者是\_\_\_\_\_\_\_\_\_\_\_\_的指针，或者是\_\_\_\_\_\_。

14.具有n个结点的二叉树中,一共有\_\_\_\_\_\_\_\_个指针域,其中只有\_\_\_\_\_\_\_\_个用来指向结点的左右孩子，其余的\_\_\_\_\_\_\_\_个指针域为NULL。

15．二叉树有不同的链式存储结构，其中最常用的是\_\_\_\_\_\_\_\_与\_\_\_\_\_\_\_\_。

16．可通过在非完全二叉树的“残缺”位置上增设“\_\_\_\_\_\_\_\_”将其转化为完全二叉树。

17．以下程序段采用先根遍历方法求二叉树的叶子数，请在横线处填充适当的语句。

Void countleaf(bitreptr t,int \***count)/**\*根指针为t，假定叶子数count的初值为0\*/

{if(t!=NULL)

{if((t->lchild==NULL)&&(t->rchild==NULL))\_\_\_\_\_\_\_\_;

countleaf(t->lchild,&count);

\_\_\_\_\_\_\_\_

}

}

18．一棵二叉树由根、左子树和右子树三部分组成，因此对二叉树的遍历也可相应地分解成\_\_\_\_\_\_\_\_、\_\_\_\_\_\_\_\_、\_\_\_\_\_\_\_\_三项“子任务”。

19．若以D、L、R分别表示二叉树的三项子任务，限定“先左后右”，这样可能的次序有：\_\_\_\_\_\_\_\_、\_\_\_\_\_\_\_\_、\_\_\_\_\_\_\_\_三种，按这三种次序进行的遍历分别称为\_\_\_\_\_\_\_\_、\_\_\_\_\_\_\_\_、\_\_\_\_\_\_\_\_。

20．树的主要遍历方法有\_\_\_\_\_\_\_\_、\_\_\_\_\_\_\_\_、\_\_\_\_\_\_\_\_等三种。

21．判定树的每个\_\_\_\_\_\_\_\_包含一个条件，对应于一次比较或判断，每个\_\_\_\_\_\_\_\_对应一种分类结果。

22．设定T是一判定树，其终端结点为n1,……，nk。每个终端结点ni对应的百分为pi（通常将pi称为n1的权）。再假定ni的祖先数为li，这样，按T进行分类的平均比较次数为\_\_\_\_\_\_\_\_。

23．根据文字说明，请在以下横线处填充适当的语句。

采用静态链表作存储结构，设置一个大小为2n-1的数组,令数组每个元素由四个域组成：wt是结点的权值；lchild、rchild分别为结点的左、右孩子指针；parent是结点的双亲在数组中的下标。其数组元素类型定义如下：

typedef struct

{float wt /\*权值\*/

int parent,lchild rchild; /\*指针域\*/

}node;

typedef node hftree[2\*n-1];

在这种存储结构上的哈夫曼算法可描述如下：

void Huffman(int k,float W[k],hftree T) /\*求给定权值W的哈夫曼树T\*/

{int i,j,x,y;

float m,n;

for(i=0;i<2\*k-1;i++)

{ T[i].parent=-1;T[i].lchild=-1;T[i].rchild=-1;

if(\_\_\_\_\_\_\_\_)T[i].wt=W[i];

else T[i].wt=0

}

for(i=0;i<k-1;i++)

{ x=0;y=0;m=maxint;n=maxint;

for(j=0;j<k=i;j++)

if((T[j].wt<m)&&(T[j].parent==-1)){n=m;y=\_\_\_\_\_\_\_\_;m=\_\_\_\_\_\_\_\_;x=j;}

else if((T[j].wt<n)&&(T[j].parint==-1)){n=T[j].wt;y=j;}

T[x].parent=\_\_\_\_\_\_\_\_;T[y].parent=\_\_\_\_\_\_\_\_;

T[k+i].wt=\_\_\_\_\_\_\_\_;

T[k+i].lchild=\_\_\_\_\_\_\_\_;T[k+i].rchild=\_\_\_\_\_\_\_\_;

}

24．若二叉树的一个叶子是某子树的中根遍历序列中的第一个结点，则它必是该子树的后根遍历序列中的\_\_\_\_\_\_\_\_个结点。

25．在\_\_\_\_\_\_\_\_遍历二叉树的序列中，任何结点的子树上的所有结点，都是直接跟在该结点之后。

26．具有n个结点的完全二叉树，若按层次从上到下、从左到右对其编，号（根结点为1号），则编号最大的分支结点序号是\_\_\_\_\_\_\_\_，编号最小的分支结点序号是\_\_\_\_\_\_\_\_，编号最大的叶子结点序号是\_\_\_\_\_\_\_\_，编号最小的叶子结点序号是\_\_\_\_\_\_\_\_。

27．二叉树的先根遍历序列中，除根结点外，任一结点均处在其双亲结点的\_\_\_\_\_\_\_\_。

28．先根遍历树和先根遍历与该树对应的二叉树，其结果\_\_\_\_\_\_\_\_。

29．树与二叉树之间最主要的差别是：二叉树中各结点的子树要区分为\_\_\_\_\_\_\_\_和\_\_\_\_\_\_\_\_，即使在结点只有一棵子树的情况下，也要明确指出该子树是\_\_\_\_\_\_\_\_还是\_\_\_\_\_\_\_\_。

30．由\_\_\_\_\_\_\_\_转换成二叉树时，其根结点的右子树总是空的。

31．哈夫曼树是带权路径度\_\_\_\_\_\_\_\_的树，通常权值较大的结点离根\_\_\_\_\_\_\_\_。

32．有m个叶子结点的哈夫曼树，其结点总数为\_\_\_\_\_\_\_\_。
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33．一棵树的形状如图填空题33所示，它的根结点是\_\_\_\_\_\_\_\_，叶子结点是\_\_\_\_\_\_\_\_，结点H的度是\_\_\_\_\_\_\_\_，这棵树的度是\_\_\_\_\_\_\_\_，这棵树的深度是\_\_\_\_\_\_\_\_，结点F的儿子结点是\_\_\_\_\_\_\_\_，结点G的父结点是\_\_\_\_\_\_\_\_。

34．树的结点数目至少为\_\_\_\_\_\_\_\_，二叉树的结点数目至少为\_\_\_\_\_\_\_\_。

35．\_\_\_\_\_\_\_\_中结点的最大度数允许大于2，而\_\_\_\_\_\_\_\_中结点的最大度数不允许大于2。

36．结点最少的树为\_\_\_\_\_\_\_\_，结点最少的二叉树为\_\_\_\_\_\_\_\_。

37．若一棵二叉树的叶子数为n，则该二叉树中，左、右子树皆非空的结点个数为\_\_\_\_\_\_\_\_。

38．任意一棵具有n个结点的二叉树，若它有m个叶子，则该二叉树上度数为1的结点为\_\_\_\_\_\_\_\_个。

39．现有按中序遍历二叉树的结果为ABC，问有\_\_\_\_\_\_\_\_种不同形态的二叉树可以得到这一遍历结果，这些二叉树分别是\_\_\_\_\_\_\_\_。

40．以数据集{4，5，6，7，10，12，18}为叶结点权值所构造的哈无曼树为\_\_\_\_\_\_\_\_，其带权路径长度为\_\_\_\_\_\_\_\_。

41．有m个叶子结点的哈夫曼树上的结点数是\_\_\_\_\_\_\_\_。

42．已知一棵度为3的树有2个度为1的结点，3个度过为2的结点，4个度为3的结点，则该树中有\_\_\_\_\_\_\_\_个叶子结点。

43．设树T的度为4，其中度为1、2、3和4的结点个数分别是4、2、1和1，则T中叶子结点的个数是\_\_\_\_\_\_\_\_。

三、单向选择题

1. 以下说法错误的是 ( )

①树形结构的特点是一个结点可以有多个直接前趋

②线性结构中的一个结点至多只有一个直接后继

③树形结构可以表达(组织)更复杂的数据

④树(及一切树形结构)是一种"分支层次"结构

⑤任何只含一个结点的集合是一棵树

2，以下说法错误的是 ( )

①二叉树可以是空集

②二叉树的任一结点都有两棵子树

③二叉树与树具有相同的树形结构

④二叉树中任一结点的两棵子树有次序之分

3、以下说法错误的是 ( )

①完全二叉树上结点之间的父子关系可由它们编号之间的关系来表达

②在三叉链表上，二叉树的求双亲运算很容易实现

③在二叉链表上，求根，求左、右孩子等很容易实现

④在二叉链表上，求双亲运算的时间性能很好

4、以下说法错误的是 ( )

①一般在哈夫曼树中，权值越大的叶子离根结点越近

②哈夫曼树中没有度数为1的分支结点

③若初始森林中共有n裸二叉树，最终求得的哈夫曼树共有2n-1个结点

④若初始森林中共有n裸二叉树，进行2n-1次合并后才能剩下一棵最终的哈夫曼树

5．深度为6的二叉树最多有( )个结点 ( )

①64 ②63 ③32 ④31

6．将含有83个结点的完全二叉树从根结点开始编号，根为1号，后面按从上到下、从左到右的顺序对结点编号，那么编号为41的双结点编号为 ( )

①42 ②40 ③21 ④20

7．任何一棵二叉树的叶结点在其先根、中根、后跟遍历序列中的相对位置 ( )

①肯定发生变化 ②有时发生变化

③肯定不发生变化 ④无法确定

8．设二叉树有n个结点，则其深度为 ( )

①n-1 ②n ③5floor(log2n) ④无法确定

9．设深度为k的二叉树上只有度为0和度为2的节点，则这类二叉树上所含结点总数最少（ ）个

①k+1 ②2k ③2k-1 ④2k+1

10.下列说法正确的是 ( )

①树的先根遍历序列与其对应的二叉树的先根遍历序列相同

②树的先根遍历序列与其对应的二叉树的后根遍历序列相同

③树的后根遍历序列与其对应的二叉树的先根遍历序列相同

④树的后根遍历序列与其对应的二叉树的后根遍历序列相同

11．下列说法中正确的是 ( )

①任何一棵二叉树中至少有一个结点的度为2

②任何一棵二叉树中每个结点的度都为2

③任何一棵二叉树中的度肯定等于2

④任何一棵二叉树中的度可以小于2

12．一棵二叉树满足下列条件：对任意结点，若存在左、右子树，则其值都小于它的左子树上所有结点的值，而大于右子树上所有结点的值。现采用（ ）遍历方式就可以得到这棵二叉树所有结点的递增序列。

①先根 ②中根 ③后根 ④层次

13．设森林T中有4棵树，第一、二、三、四棵树的结点个数分别是n1,n2,n3,n4,那么当把森林T转换成一棵二叉树后，且根结点的右子树上有（ ）个结点。

①n1-1 ②n1 ③n1+n2+n3 ④n2+n3+n4

14．森林T中有4棵树，第一、二、三、四棵树的结点个数分别是n1,n2,n3,n4,那么当把森林T转换成一棵二叉树后，且根结点的左孩子上有（ ）个结点。

①n1-1 ②n1 ③n1+n2+n3 ④n2+n3+n4

15.对含有（ ）个结点的非空二叉树，采用任何一种遍历方式，其结点访问序列均相同。

①0 ②1 ③2 ④不存在这样的二叉树

16．讨论树、森林和二叉树的关系，目的是为了（ ）

①借助二叉树上的运算方法去实现对树的一些运算

②将树、森林按二叉树的存储方式进行存储

③将树、森林转换成二叉树

④体现一种技巧，没有什么实际意义
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17．如图选择题17所示二叉树的中序遍历序列是（ ）

①abcdgef ② dfebagc ③dbaefcg ④defbagc

18.已知某二叉树的后续遍历序列是dabec,中序遍历序列是deabc,它的前序遍历序列是（ ）

①acbed ②deabc ③decab ④cedba

19.如果T2是由有序树T转化而来的二叉树，那么T中结点的前序就是T2中结点的（ ）

①前序 ②中序 ③后序 ④层次序

20．如果T2是由有序树T转化而来的二叉树，那么T中结点的后序就是T2中结点的（ ）

①前序 ②中序 ③后序 ④层次序

21．某二叉树的前序遍历结点访问顺序是abdgcefh,中序遍历的结点访问顺序是dgbaechf,则其后序遍历的结点访问顺序是 （ ）

①bdgcefha ②gdbecfha ③④ bdgechfa ④ gdbehfca

22.在图选择题22中的二叉树中，（ ）不是完全二叉树。
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23、二叉树的前序遍历序列中，任意一个结点均处在其子女结点的前面，这种说法 ( )

①正确 ②错误

24、由于二叉树中每个结点的度最大为2，所以二叉树是一种特殊的树，这种说法 ( )

①五确 ②错误

25，二叉树是每个结点的度不超过2的有序树的特殊情况，这种说法 ( )

①正确 ②错误

26·树最适合用来表示 ( )

①有序数据元素 ②无序数据元素

③元素之间具有分支层次关系的数据 ④元素之间无联系的数据

27，深度为5的二叉树至多有( )个结点。

①16 ②32 ③31 ④10

28、在计算递归函数时，如不使用递归过程，则一般情况下必须借助于（ ）数据结构

①栈 ②树 ③双向队列 ④顺序表

29.堆(Heap)是 ( )

①完全二叉树 ②线性表 ③满二叉树

30、下列说法中正确的是 ( )

①二叉树中任何一个结点的度都为2 ②二叉树的度为2

③任何一棵二叉树中至少有一个结点的度为2 ④一棵二叉树的度可以小于2

31、设二叉树根结点的层次为0，一棵高度为h的满二叉树中的结点个数是（ ）

①2h ②2h-1 ③2h-1 ④2h+1-1

32、设二叉树结点的先根序列、中根序列和后根序列中，所有叶子结点的先后顺序( )

①都不相同 ②完全相同

③先序和中序相同，而与后序不同 ④中序和后序相同，而与先序不同

33·以下说法错误的是 ( )

①存在这样的二叉树，对它采用任何次序的遍历，其结点访问序列均相同

②二叉树是树的特殊情形

③由树转换成二叉树，其根结点的右子树总是空的

④在二叉树只有一棵子树的情况下也要明确指出该子树是左子树还是右子树

34、以下说法正确的是 ( )

①先根遍历树和前序遍历与该树对应的二叉树，其结果不同

②后根遍历树和前序遍历与该树对应的二叉树，其结果不同

③前序遍历森林和前序遍历与该森林对应的二叉树，其结果相同

④后序遍历森林和中序遍历与该森林对应的二叉树，其结果不同

35·以下说法正确的是 ( )

①一般来说，若深度为k的n个结点的二叉树具有最小路径长度，那么从根结点到第k-1层具有最多的结点数为2k-1-1余下的n-2k-1+1个结点在第k层的任一位置上

②若有一个结点是某二叉树子树的前序遍历序列中的最后一个结点，则它必是该子树的前序遍历序列中的最后一个结点。

③若一个结点是某二叉树子树的前序遍历序列中的最后一个结点，则它必是该子树的中序遍历序列中的最后一个结点。

④在二叉树中插人结点，该二叉树便不再是二叉树

36、以下说法正确的是 ( )

①若一个树叶是某二叉树子树的前序遍历序列中的最后一个结点，则它必是该子树的前序遍历序列中的最后一个结点。

②若一个树叶是某二叉树子树的前序遍历序列中的最后一个结点，则它必是该子树的中序离历序列中的最后一个结点

③二叉树中，具有两个子女的父结点，在中序遍历序列中，它的后继结点最多只能有一个子女结点。

④在二叉树中，具有一个子女结点，在中序遍历序列中，它没有后继子女结点。

37、以下说法错误的是 ( )

①哈夫曼树是带权路径长度最短的树，路径上权值较大的结点离根较近。

②若一个二叉树的树叶是某子树的中序遍历序列中的第一个结点，则它必是该子树的后序遍历序列中的第一个结点。

③已知二叉树的前序遍历和后序遍历序列并不能惟一地确定这棵树，因为不知道树的根结点是哪一个。

④在前序遍历二叉树的序列中，任何结点的子树的所有结点都是直接跟在该结点的之后。

四、简答及应用题

1．简述二叉链表的类型定义。

2．简述三叉链表的类型定义。

3．简述孩子链表表示法的类型定义。

4．分别就图简答题4.1中的二叉树和树回答下列问题

(1)哪个是根结点?

(2)哪些是叶结点?

(3)哪个是G的双亲?

(4)哪些是G的祖先?

(5)哪些是G的孩子?

(6)哪些是E的子孙?

(7)哪些是E的兄弟? 哪些是C的兄弟?

(8)结点B和I的层数分别是多少?

(9)树的深度是多少?

(10)以结点G为根的子树的深度是多少?

(11)树的度数是多少？
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5．为什么图简答题5所示的结构都不是树形结构？详细说明理由。
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6．分别画出含3个结点的树与二叉树的所有不同形态。

7．分别画出图简答题7-1所示二叉树的二叉链表、三叉链表和顺序存储结构。
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8．分别写出图简答题4.1（a）所示二叉树的先根、中根和后根序列。

9.试找出分别满足下列条件的所有二叉树：

1. 先根序列和中根序列相同； （2）中根序列和后根序列相同；

（ 3 ）先根序列和后根序列相同。

10．已知一棵二叉树的中根序列和后根序列分别为BDCEAFHG和EDCBHGEA，试画出这棵二叉树。

11． 试分别画出图简答题11-1所示树的孩子链表、孩子兄弟链表和静态双亲链表。
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12．分别给出简答题11.1图中树的先根、后根和层次遍历的结点访问序列。

13．将图简答题13-1所示的林转换成二叉树。

![109b](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAZgAAADVAQAAAABC8dv+AAAABGdBTUEAALGOfPtRkwAAAAlwSFlzAAAPYQAAD2EBqD+naQAACSBJREFUaN7tmT2PJEcZx2s8mCGwaEeIwHvlxDkSAZY4qf0N7gMQXMAHcOrgpJpjg8ZRIzkBcWLISCEj21kmaBDBmAidrNN208YToa25sW5r2Zoqnqdeuqu6e2anxYuEtL3SaHu3f/1UPW/1rxqi9OiLjEcemP8BszmFuWSD7z/GSELDW+5vjzGczMLbkiT3M+XjSTRSNY2ZzRCjn4e35/ATMnw6wGSah7eJriKmJGmfmWnOIoZHzDx2kb2olkw39SVTLVjEiFkPURSf0wEjI2Ym+xOCh1RgHQD3CsuoRF/exwi2iBi4qXoMjD5i9EJ1GN5jJKtVepiBV4q+Hf3FMYZr78eIuYqZKzdUy2w1lT1GssVxJg1D0TgqZl5FTDXESPaLmHkZzefA2F6GL5I66zBPB5j0TxHTyYOtGrKTVuEfFYvzbavWfQZmHAYABuZi2DL6foZHduTHfTtYc+FtostwPpgHPQRqO0xcqLBlyAzmG5THNGbOs5jZ9pmShQwn35sVAQOOH2C4b4J2ziVhNwEDLlr1GRE1lpoTVgUM+OS8z+iojW6gQ96GzEzPBpjIdg7DFyFDvjnE1D2GBfMhZKj5Rk2c6p3rKc5vH5LJABPaUca1ASPYJb+HkSaEWcBofR8jsMrAKzI91nfi+VSG4XpOm36A/AmMYOAs4gehBpiiHdkMYlUmWj2eTRxTGF9ed5l1y0zhkSXR6l1aMstkJmZH7Jg1ew4Pz5lnkuiBAYYAo2Y81UstKXHx6iRKl5nIBLwkMf2VY9DPAwXU+E3O7IKcYNomhjGx4ceYFB7mOIeiYZqPA4xIoTls0ZHgraxlBoLaMgxESYUTzD1TNQOMr6ZVwVQ4TmWDTGGYunFefM1ZCwucSq2TN46xNUy7iGz6To1Mpq9qTd8wy9hWl3cZ0eg3ZFh+e1VpumErwySdCLqrnPnirfdrYOTVVieeof5lHSade0YuhM7lU8OYsTkvVzKJmWWjxQwz2z+tdG6Z+TuW6chPFIYtk3Od7GmlsxtkFPmWCwLpiNOsiXMtE67zO2Rea5iP9I8K0hGLSROzyjJphY6CPBDf9gwVcYhoo6uqvWEuCpfXnLmM5mnsBAQcs90nlV7fwmhrZPalzzSYcHaAEfKJGVbiam7lZ+rbZMOkXzHPYH5tzDLsGNUwq5h5wxaOYfCvCi2X7POUwLtV4vOg7jJugjCSGZiAfgDOhf6W+3wDYHfADhhI0FkgXwj2RMrd21Y67zCc5e732ZdgIi1B1ZreS//pmEJdR71HpjcNMwE5oUzw54kmit6l+TDDbrzfoIVaE+YiKm0YqTt2rr0P9BIraeneQGTKWybqcSr9UnvGbCcUaxjv0a6dcI8RqS4Ymx/1EOMfjRpmwNQdH5iQeDsdhvt+oJ7ETKD5umPzVVJ128gUOsIg01YW7wgPRdp9Yzy2toJ5p8XJ978zOcDk3qOwYET1Iz9pm0qHyYI6jZoVV+S7B5g/eI9y6grJXaWeP/NTv42ZpfcOT3jEXOq8WV86DPcyrJ58FDFFwIgu42axmsfNN4cfOmynWZmSchr5jRpqkNHETTQRLNT6MK68UTxdpnlGsjDfZApEcZyRTLKw5iDF1k0yHWA4PBWu9wIlxK69OcDgeJrLyI7tcaYCJtyT18j4Z+fJILPCpMp1cA8ecIyMJPu/x2QdJkPG1aeIZH7LUGSCxSRBxpcjnQ8xyjBtIqA7Cr/QldGpTcuYY5U2qGhhrfXCzU0MMcJsjdt/YahyP8HzSKm1TLgLt/doJHP+GGS2HQZHmWNRpdaHdICpbeNLg3fA/gD0fmJ9uBhgMssspKnVLYN3LKfITCyTH2YKbqJHknMU/GDrhxMTu7D1eQbD8VNmmgK6jkxyFE8Mui92JXp30WMUA3mksIX8zYgriXsKkUJnPYd4GqboMtDacOkHhs9AOGiRlBRCL6lbg4bslGRp9BsKMmymAu2WVkoIw6Q9Zo65vvz+3CRChoxEOQSEPetL73o+gN0QMghYQcZRA0G+YiOVuKjd9pkE1d4KVxNu6oGjby/hQ7JPMWvorhcfgbLJSlYryGqsgwKXcnv+lOwapdAwuN7aBa/y6+rKFKpM/4rplPRzlPssxP3adeVMZYrWyFCsBdllSvOUYTL18V/gbouMTneSFQcYOxp6DWPIjBgBSQLyW1945rJfp0ZVKlq2zB4+DZP+GZkyUk92zyQpMjcsAwb8aplcX8B8XiLDWdlj1BWK2huNzFXd2gHmj+gx8YNpn1lvwZtfI6O0ZwrDrLFKZL8nGgbELDCFYfK9rgxjc8dJ0Q4DKgzHlsOvxs4dMCt9sWmYDw8xIHNXJlQQnwo2cReFO7eD1Wx4bMlXwNSWUTAyCE7m6kdGYsz7DRmU4JVJoxV+7rDZzExty36+1SYVcsyd0jClPcCHkZ2bHiKCxtfmTuXS1BwSYFnjiT30g+Uz9PJtvyeWmFFmOwSbLYyHwE8Byhs6BUZz1++JHDMXMPQsFRh3KvHXOTaWxDLrLsPweG7J8MEpx3hMStxTTPz3LHUkVS2TMmxtFFsZsX0U/25klhF3m2hr5PoB9hCR4KI5N5lV4qd46h5aFX1GYtu0Y4FGav8SxF1NgBGfxoxyA2oTPjq0MH4IDjFtvtpUj+Voe5lzUtmKSMssjYXtMKLnj+FxST+KGTnTRy7zZRGUN4uY45c5cYLdaXo6A2lkmtkYRpouXrfL/SmMkTS5btr8CYw9EM/b1D6F0VQYI+sRjHoCw8Pzk9MZrq6ReTPGzlZtDNNs2E+ygwxsl4sRjDR2+BhGqN8g8/WY+XAFuxz0wZixacO8HsMIvQYmf81GjE1omzvpCMbmaNa239NqoQw0/WmMqzk1grFflFZt/zqlH0xRQZVpI0VOYZ7jSY2gfAxjDuPlpHn0NIb5bn4yY79fXiZjGG2+xkLdPYLpXA/MA/PAPDAPzH+F2V9vnr0FktJ/PXACQ97blO98Jv8xhvns528tX/xE7ccwv/3lj372gqjbMcyvf/X89WOihHg0ws57Z/wbRKlRds7ezh+9C4weYefVB58/el/9fQzzu1cf3Lwg8seD/zzA/P7sbX7mz8JPZOZnYreQ45gLfXujD17/h7XwH2f+BeZjBXrxXkd5AAAAAElFTkSuQmCC)

14．分别画出图简答题14-1所示各二叉树对应的林。

![110a](data:image/png;base64,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)

15．给定权值7，18，3，32，5，26，12，8，构造相应的哈夫曼树。

16．试以三种遍历为基础，分别写出在二叉树上查找直接前趋或直接后继的关键操作步骤。

17．已知一棵二叉树的前根序列和中根序列分别为ABDGHECFIJ及GDHBEACIJF，请画出这棵二叉树。

18．设某密码电文由8个字母组成，每个字母在电文中的出现频率分别是7，19，2，6，32，3，21，10，试为这8个字母设计相应的哈夫曼编码。

19．有一二叉树如图19-1所示，试画出它的顺序存储结构示意图。

![110b](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAJgAAADVAQAAAACDfwQ+AAAABGdBTUEAALGOfPtRkwAAAAlwSFlzAAAPYQAAD2EBqD+naQAAA6ZJREFUWMPt1z9rFEEUAPAJERMbV9BSs/kGailoxoCNpR9AsLOWgChI5iRF7K7TRriPYGHl31NTbCO5ShAk3h2H2UZxl9W7XTM3z72deW92M2OwVPECKX7M3rx/M5swcD/sL7bCY0w4pg6HjuWi7VgKPcfi8me/RZA51pukjvWz3LFOKt1nv/+mffLYF4999thb16J6ASlf10blj1urTceKHwtunRePO5bMefaNlHBjgdDJA2pNwppCrUnaFAcY7rNZAfJ9Np2tFU2rmsubNjL71K1Hv6x1TNx14/SlZHpL2TATGp+StbAXDwYLaExsadtqzaOthJG2YfDeWA6RiVaKnCwzWclStaXlQTDNM0FVBmg6eAZxIs26bMrRxnfMumyva6w3Xsd1GT77dawc6yVkEwiMTejZQhdyZrhHMe2jja110QambLPYcV8aZUm5xYDrlMAaFIBHV/EEayVo5IOhMRnQeLdeU48CtMFJtMRO4xL1114ZGEvj/uJoucew9mDmjUF9aiGiGeJkE7KOx/pkGZkNuvDYlMwmIsn2bHJkteQEWu0O4mjKWogGNrkONM5R9Wl7LIMunkFq014rNPaQXiOSLRh7tYy7yLLbeM5DY7koyNrGUkCLqDRZmRQzUeHMxGQdjuWKB0poCzfRehM0/njPtWdkn6zRs0PFHZsA2mPa12NZedKMBWTJOsbcx9xSmwflOzstzGQZUf2Gxgb0WlB801iyHmDxWWAsZ9S5lsD7mV7d6hz2tzZYAq3wWHMAa/e4/mYyO9BSNO5xHRW4VkDjbqfdTC/JRuDOZEzW9Zhd14MD5l55rHaOfMbBOYPVt/zSfGc69ljvQLP3RudAs3eOLcHIXaev0eY6/SIsTc6TLQbG7FCpYNPYUGKLJN8yFincI9VXP5sd3jZFhzHboR/pa5nNIkGLv2H9BFmkX2GsLG2b1k0U2kbm2guyGNC6ZLvCGGwUZGYP4B9o3ZisTzbF+MK+zQP7FnbsBWbzxV4WZBHVJQeqH429FFjnlMZUHQuxH7epvbozpak5aH5m/W17DP7bv2McLsgsn1fT2v3HlhbPs5vXZVKztY9s6XLySO2K6pKo7NrO/exIcleOutYu7VxcO5201FrNrnzk69eTY3VT7OHGc7Z8Qt3i82SHjl598mb5nRK8+oOoevbM9urTuW+rqjxFZGe3r768kd5Td/R/EpWd3159eSrZaeTGjqqVuV3WzHdbrUzLl+GfUPu/zH4CdrrjoVyC8/UAAAAASUVORK5CYII=)

20．将图简答20-1所示森林转换为二叉树。

![110c](data:image/png;base64,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)

五，算法设计

1、以二叉链表为存储结构，分别实现二叉树的下列运算:

（1）PARENT (BT,X)；

（2）CREATE ( X, LBT.RBT)；

(3)DELLEFT(BT,X)。

2.以三叉链表作存储结构重做上题。

3．以二叉链表作存储结构，试编写求二叉树深度的算法。

4．一棵n个结点的完全二叉树存放在二叉树的顺序存储结构中，试编写非递归算法对该树进行先根遍历。

5．试编写算法判断两棵二叉树是否等价。若二叉树T1和T2等价，则T1和T2都是空的二叉树；或T1和T2的根结点的值相同，并且T1的左子树与T2的左子树是等价的，T1的右子树与T2的右子树是等价的。

6．试编写算法交换二叉树中所有结点的左、右子树（自选存储结构）。

7．试编写算法查找二叉链表中数据域值为X的结点（假定各结点的数据域值各不相同），并打印出X所有祖先的数据域值（提示：利用后根遍历非递归算法）。

8．试以孩子链表为存储结构，实现树数据结构的下列运算：

（1）PARENT（T，X）； （2） CHILD (T,X,i)； （3）DELETE(T,X，i)。

9．试分别以孩子兄弟链表和静态双亲链表为存储结构，重做上题。

10．试分别编写二叉树中根遍历在下列存储结构上的非递归算法：

1. 二叉链表；
2. 三叉链表（提示：考虑是否需要引入工作栈）；

11．试分别编写二叉树后根遍历在下列存储结构上的非递归算法：

1. 二叉链表（提示：可在指针进栈的同时将一个标志进栈）；
2. 在存储结点中增设了标志域的mark:0..2的三叉链表（要求不用工作栈）；

12．试编写一个将百分制转换成五分制的算法，要求其时间性能尽可能地高（即平均比较次数尽可能少）。假定学生成绩的分布情况如下：

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| 分数 | 0-59 | 60-69 | 70-79 | 80-89 | 90-100 |
| 比例 | 0．05 | 0．15 | 0．40 | 0．30 | 0．10 |

13．有一二叉链表，按后根遍历时输出的结点顺序为a1, a2,…a an。试编写一算法，要求输出后根序列的逆序an,an-1 …，a2 , a1 。

14．有一二叉链表，试编写按层次顺序遍历二叉树的算法。

15．以二叉链表作为存储结构，试编写求二叉树中叶子数的算法。

第七章 图

一、名词解释

1.图 2.无向完全图 3.有向完全图 4.子图 5.连通分量 6.图的遍历

7.图的最小生成树 8.拓扑排序

1. 填空题

1.设x,y是图G中的两顶点，则（x,y）与（y,x）被认为\_\_\_\_\_\_\_\_边，但<x,y>与<y,x>是\_\_\_\_\_\_\_\_的两条弧。

2.若顶点的偶对是有序的，此图为\_\_\_\_\_\_\_\_图，有序偶对用\_\_\_\_\_\_\_\_括号括起来；若顶点偶对是无序的，此图为\_\_\_\_\_\_\_\_图，无序偶对用\_\_\_\_\_\_\_\_括号括起来。

3.设x,y∈V，若<x,y>∈E,则<x,y>表示有向图G中从x到y的一条\_\_\_\_\_\_\_\_，x称为\_\_\_\_\_\_\_\_点，y称为\_\_\_\_\_\_\_\_点。若（x,y）∈E，则在无向图G中x和y间有一条\_\_\_\_\_\_\_\_。

4.在无向图中，若顶点x与y间有边（x,y），则x与y互称\_\_\_\_\_\_\_\_，边（x,y）称为与顶点x和y\_\_\_\_\_\_\_\_。

5.一个具有n个顶点的完全无向图的边数为\_\_\_\_\_\_\_\_。一个具有n个顶点的完全有向图的弧度数为\_\_\_\_\_\_\_\_。

6.图的边或弧附带的数值叫\_\_\_\_\_\_\_\_。每条边或弧都带权的图称为\_\_\_\_\_\_\_\_或\_\_\_\_\_\_\_\_。

7.无向图中的顶点V的度是\_\_\_\_\_\_\_\_，记为\_\_\_\_\_\_\_\_。若G是一个有向图，则把以顶点V为终点的弧的数目称为V的\_\_\_\_\_\_\_\_，记为\_\_\_\_\_\_\_\_；把以顶点V为始点的弧的数目称为V的\_\_\_\_\_\_\_\_，称为\_\_\_\_\_\_\_\_。有向图中顶点V的度定义为D（V）=\_\_\_\_\_\_\_\_。

8.路径长度定义为\_\_\_\_\_\_\_\_。第一个顶点和最后一个顶点相同的路径称为\_\_\_\_\_\_\_\_或\_\_\_\_\_\_\_\_。序列中顶点不重复出现的路径称为\_\_\_\_\_\_\_\_。除了第一个顶点和最后一个顶点外，其余顶点不重复的回路，称为\_\_\_\_\_\_\_\_或\_\_\_\_\_\_\_\_。

9.在无向图中，如果从顶点v到顶点v’有路径，则称v和v’是\_\_\_\_\_\_\_的。如果对于图中的任意两个顶点vi,vj∈V，且vi和vj都是连通的，则称G为\_\_\_\_\_\_\_\_。

10.连通分量是无向图中的\_\_\_\_\_\_\_\_连通子图。

11.一个连通图的生成树是含有该连通图的全部顶点的一个\_\_\_\_\_\_\_\_。

12.若连通图G的顶点个数为n，则G的生成树的边数为\_\_\_\_\_\_\_\_。如果G的一个子图G’的边数\_\_\_\_\_\_\_\_，则G’中一定有环。相反，如果G’的边数\_\_\_\_\_\_\_\_，则G’一定不连通。

13.无向图的邻接矩阵是一个\_\_\_\_\_\_\_\_矩阵，有向图的邻接矩阵不一定是\_\_\_\_\_\_\_\_矩阵。

14.对于无向图的邻接矩阵，顶点vi的度是\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_。对于有向图的邻接矩阵，顶点vi的出度OD（vi）为\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_，顶点vi的入度ID(vi)是\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_。

15.图的存储结构主要有\_\_\_\_\_\_\_\_和\_\_\_\_\_\_\_\_两种。

16.邻接表表示法是借助\_\_\_\_\_\_\_\_来反映顶点间的邻接关系，所以称这个单链表为邻接表。

17.对无向图，若它有n顶点e条边，则其邻接表中需要\_\_\_\_\_\_\_\_个结点。其中，\_\_\_\_\_\_\_\_个结点构成邻接表，\_\_\_\_\_\_\_\_个结点构成顶点表。

18.对有向图，若它有n顶点e条边，则其邻接表中需要\_\_\_\_\_\_\_\_个结点。其中，\_\_\_\_\_\_\_\_个结点构成邻接表，\_\_\_\_\_\_\_\_个结点构成顶点表。

19.在邻接表上，无向图中顶点vi的度恰为\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_。对有向图，顶点vi的出度是\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_。为了求入度，必须遍历整个邻接表，在所有单链表中，其邻接点域的值为\_\_\_\_\_\_\_\_的结点的个数是顶点vi的入度。

20.遍历图的基本方法有\_\_\_\_\_\_\_\_优先搜索和\_\_\_\_\_\_\_\_优先搜索两种。

21.以下是图的深度优先算法，请在\_\_\_\_\_\_\_\_处填充适当的语句。

Dfs(GraphTp g,int v)

{ ArcNodeTp \*p;

printf(“%d”,v);

visited[v]=1;

p=\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_;

while(p!=NULL)

{if(!\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_) Dfs(g,p->adjvex);

p=\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_;

}

}

22.以下是图的广度优先搜索算法，请在\_\_\_\_\_\_\_\_处填充适当的语句。

Bfs(GraphTp g,int v)

{QueptrTp Q;

ArcNodeTp \*p;

InitQueue(&Q);

printf(“%d”,v);

visited[v]=1;

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

while(!EmptyQueue(Q))

{\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_;

p=g.adjlist[v].firstarc;

while(p!=NULL)

{if(!visited[p->adjvex])

{printf(“%d”,p->>adjvex);

visited[[->adjvex]=1;

EnQueue(&Q,p->adjvex);

}

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_;

}

}

}

23.深度优先搜索遍历类似于树的\_\_\_\_\_\_\_\_遍历，它所用到的数据结构是\_\_\_\_\_\_\_\_；广度优先搜索遍历类似于树的\_\_\_\_\_\_\_\_遍历，它所用到的数据结构是\_\_\_\_\_\_\_\_。

24.任何连通图的连通分量只有一个，即\_\_\_\_\_\_\_\_。

25.对具有n个顶点的图其生成树有且仅有\_\_\_\_\_\_\_\_条边，即生成树是图的边数\_\_\_\_\_\_\_\_的连通图。

26.一个图的\_\_\_\_\_\_\_\_的表示法是惟一的，而\_\_\_\_\_\_\_\_表示法是不惟一的。

27.对无向图，其邻接矩阵是一个关于\_\_\_\_\_\_\_\_对称的矩阵。

28.在有向图的邻接矩阵上，由第i行可得到第\_\_\_\_\_\_\_\_个结点的出度，而由第j列可得到第\_\_\_\_\_\_\_\_个结点的入度。

29.\_\_\_\_\_\_\_\_的有向图，其全部顶点有可能排成一个拓扑序列。

30.一个有向图G中若有弧,<Vi,Vj>、<Vj,Vk>和<Vi,Vk>,则在图G的拓扑序列中，顶点Vi、Vj和Vk的相对位置为\_\_\_\_\_\_\_\_。

1. 单项选择题

1.设有无向图G=（V，E）和G’=（V’,E’）,如G’为G的生成树，则下面不正确的说法是（ ）

①G’为G的子图 ②G’为G的连通分量

③G’为G的极小连通子图且V’=V ④G’是G的无环子图

2.任何一个带权的无向连通图的最小生成树（ ）

①只有一棵 ②有一棵或多棵 ③一定有多棵 ④可能不存在

3.设图G采用邻接表存储，则拓扑排序算法的时间复杂度为（ ）

①O(n) ②O(n+e) ③O(n\*n) ④O(n\*e)

4.含n个顶点的连通图中的任意一条简单路径，其长度不可能超过 （ ）

①1 ② n/2 ③ n-1 ④n

![143b](data:image/png;base64,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)![143a](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAOAAAAC3AQAAAAAj3W8DAAAABGdBTUEAALGOfPtRkwAAAAlwSFlzAAAPYQAAD2EBqD+naQAABLtJREFUWMPt2D+P3EQUAHCfNtIhIeEiRRqQ6VJcE4kCCpQp+AB8AXrKIFFw6JIdU115QRQpkPBXANFQxUsSZZUiGCGBAkJ4o0SYznsxOq/l8Qwez3tv7BnnJNIgAT7p1pqfx37vzZ/1XaDOOYL/Jm6C4MLz8I+gP8J53O4NvcNZjJn+LffmcMPMp9ifwRhPFj5uGZ4J5qM9jTy0KajHLuK99LFz8fE4qcjB4zFmU5R8jKdT3E2K3E3xifIPwvW0PZ1gNMVsjNN4lCrG2DiPq8ZYOdiMsXBQjDFzUI6RuTny85BZdDMxVQhGz58cucXOhrmwEXprZXfqYW3rBo+fxVJx+CQsR4GkLtoJlPQ/UxTXKc80yh1sbBFuv+tiBffqj6vXcifaQuWIyzJzsIRwz+4EPDe4T5iVGuWjfkdgSU5VNJiXRaz3Ch0tWw1RiBH2e0zw4ZDKtVWEVUSkCfZFmKy4jie1SMVNVKo3jPwksUjFvdzfbxuqRKc7jlYf8n0dyULdLgnLAteR2OktSgapThcqdBexkcMOFbO8tLX9CrCCWqUJ9WzUWzhLEFN65rNAwJhlgInFaiHZFPOE8sxqHNAEcFShpMZlxgALvVgMpjUs0L485sSOimQ1LG2Jy3h7iih4DZtCg1gnhP2MH5ayagkVYquRQZvBnLDWjcwE6WGmMYMJWUC+iLnGNbQZTAmZTqQyZ4Acsc+8MnuWnnIFFANQDCkIc2aSMBtIYDKvzMU7BT0twgOj4Qam546wMK2JuaaGMgJmprU0K7aGMgLmdL8MsSaEK1tTl0phVBp1mK0JgmGnElFAT3nlFY6YI+4wgNcv0OMSxAox3BAyxAIxOfUxQ+RD0SoaFI0JBsSX2FMSMkS5xGhh4w7MVRqF4Bxui7jaYYW6jhC+2YLgiLAlbPG2twi3DLFGXCMKxfHxTxBpcKVaYp6Zj/IqYg74oKVpwWyFAH8eIWWVAjYN4fF9jJYBtkP7UJI4ZIAce3aEXJ2Y20p8Zke3lWbqtPbbNHhIAXUm+dZ+mwJ2CpeMRnyjCOoKsaKJiKlChTQWhDVhgZibBFv7uhGYIncwV9MBS0TGEJkZjpbq3s8EjqhP1lM0Hx2UxcwP5mFHA4ClHeHQLvSp9HHIvG+fRdzWOvsWY9F8JyX9aeegwPWa9dQ8D8seWw8himb0ajRCRVh6CCFK3tnXPEKMgs0hjn7iP1PSAJ909iWGeuK9ig1jXk+8vFpF3EO8/JTdd3FL9xL8qRvQyT1sEKOXZEBGf3KIzkVpK9o96xwUdoCbMxe73RIb2q1wsKF5s1pslg628A4dBHvv1B7uOP9Rv6FFqq2vez05rAvV1Dd8PMwxFQ8rjgX1K9RWS0RpJx/mKSS18MLBUYVUtHZQcvug4W1yOip2I91wF9cnauYA3ETn4PzxP74Ydi/c81+B/Z8qfB5F9+0q/G0Of5V7X3af34lyH8X+w21488rFWTz7KD5a/N7dncdLPT59Lb4TzuCft+Kjg+DwchzmzMPtm/HHB48OP/kpzGZwPz48+OW94vvwu1n84OUfXg3uZYlfobM3gkufHb9d3Axnynd2caE+jV8qvolmcLuo1A3lHIRfu//F+LtD9o/jXzAq7uAHVM32AAAAAElFTkSuQmCC)

5．一有向图G的邻接表存储结构如图单项选择5所示。现按深度优先遍历算法，从顶点V1出发，所得到的顶点序列是 （ ）

①V1,V3, V2 ,V4, V5 ②V1, V3, V4, V2, V5 ③V1,V2, V3, V4, V5 ④V1, V3, V4, V5 , V2

6.在无向图中，所有顶点的度数之和是所有边数的（ ）倍。

①0.5 ②1 ③2 ④4

7.在有向图中，所有顶点的入度之和是所有顶点出度之和的（ ）倍。 （ ）

①0.5 ② 1 ③ 2 ④4

8．在图的邻接表存储结构上执行深度优先搜索遍历类似于二叉树上的 （ ）

①先根遍历 ② 中根遍历 ③ 后根遍历 ④按层次遍历

9．在图的邻接表存储结构上执行广度优先搜索遍历类似于二叉树上的 （ ）

①先根遍历 ②中根遍历 ③后根遍历 ④按层次遍历

10．判断一个有向图是否存在回路，除了可以利用拓扑排序方法，还可以利用 （ ）

①求关键路径方法②求最短路径的Dijkstra方法③广度优先遍历方法④深度优先遍历方法

11．在图单项选择中，从顶点V1出发，按广度优先遍历图的顶点序列是 （ ）

①V1 V3 V5 V4 V2 V6 V7 ②V1 V2 V4 V7 V6 V5 V3 ③V1 V5 V3 V4 V2 V7 V6 ④V1 V4 V7 V2 V6 V5 V3

12.在图单项选择中，从顶点V1出发,广度遍历图的顶点序列是 （ ）

①V1 V5 V3 V4 V2 V6 V7 ②V1 V5 V3 V4 V2 V7 V6 ③V1 V7 V2 V6 V4 V5 V3 ④V1 V2 V4 V7 V6 V5 V3

13.设有6个结点的无向图，该图至少应有（ ）条边能确保是一个连通图。 （ ）

① 5 ② 6 ③ 7 ④ 8

14.以下说法正确的是 （ ）

①连通图的生成树，是该连通图的一个极小连通子图。

②无向图的邻接矩阵是对称的，有向图的邻接矩阵一定是不对称的。

③任何一个有向图，其全部顶点可以排成一个拓扑序列。

④有回路的图不能进行拓扑排序。

15以下说法错误的是 （ ）

①用相邻矩阵法存储一个图时，在不考虑压缩存储的情况下，所占用的存储空间大小只与图中结点个数有关，而与图的边数无关。

②邻接表法只能用于有向图的存储，而相邻矩阵法对于有向图和无向图的存储都适用。

③存储无向图的相邻矩阵是对称的，因此只要存储相邻矩阵的下（或上）三角部分就可以了

③用相邻矩阵A表示图，判定任意两个结点Vi和Vj之间是否有长度为m的路径相连，则只要检查A的第 i行第j列的元素是否为0即可。

16．以下说法正确的是 （ ）

①连通分量是无向图中的极小连通子图。

②强连通分量是有向图中的极大强连通子图。

③在一个有向图的拓扑序列中，若顶点a在顶点b之前，则图中必有一条弧<a,b>。

④对有向图G,如果从任意顶点出发进行一次深度优先或广度优先搜索能访问到每个顶点，则该图一定是完全图。

四、简答及应用

1． 简述图的邻接矩阵表示的类型定义

2． 简述图的邻接表的类型定义。

3． 给出无向图简答题3中g1的邻接矩阵和邻接表。
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4．分别给出图简答题3中g2的邻接矩阵、邻接表和逆邻接表。

5．分别给出图简答题3中g3从v5出发按深度优先搜索和广度优先搜索算法遍历得到的顶点序列。

6．求出图简答题6-1的连通分量。
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7．求出带权图简答题7-1的最小生成树

8．写出有向图简答题8-1的拓扑排序序列。

9．给出网图简答题9-1的邻接矩阵表示。

10．已知连通网的邻接矩阵如下，试画出它所表示的连通网及该连通网的最小生成树。
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11．对于图简答题11-1从其邻接表中回答下列问题：

1. 图中有多少条弧？
2. 图中是否存在从i到j的弧？
3. 如何求顶点i的出度？
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12．图简答题11-1所示为一有向图，请给出该图的下述要求：

1. 每个顶点的入/出度。
2. 邻接矩阵。
3. 邻接表。
4. 逆邻接表。

13．拓扑排序的结果不是唯一的，对图简答题13-1进行拓扑排序，试写出其中任意5个不同的拓扑排序列。

14．对m个顶点的无向图G，采用邻接矩阵，如何判别下列有关问题：

1. 图中有多少条边？
2. 任意两个顶点i和j是否有边相连？
3. 任意一个顶点的度是多少？

15.已知图G的邻接表如图简答题15-1所试，顶点V1为出发点，完成要求：

1. 深度优先搜索的顶点序列；
2. 广度优先搜索的顶点序列；
3. 由深度优先搜索得到的一棵生成树；
4. 由广度优先搜索得到的一棵生成树。

Vertex fi
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16.设有一无向图G=(V,E),其中V={1,2,3,4,5,6},E={(1,2),(1,6),(2,6),(1,4),(6,4),(1,3),(3,4),(6,5),(4,5),(1,5),(3,5)}。

1. 按上述顺序输入后，画出其相应的邻接表；
2. 在该邻接表上，从顶点4开始，写出DFS序列和BFS序列。

17．图简答题17-1所示为一无向连通网络，先要求根据prim算法构造出它的最小生成树。

![147c](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAUMAAAH1CAMAAABbfmxdAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJUExURf///wAAAAAAAH5RqV0AAAADdFJOU///ANfKDUEAAAAJcEhZcwAAIdUAACHVAQSctJ0AABmOSURBVHhe7ZzrkiwnDoSP3/+ljVJJFRdBce3pmuHbOF0oJSVC6wj/8Hr/HQ6Hw+FwOBwOh8PhcDgcDofD4XA4HA5/mf9iqB7a4eYimDq0wa2lMHt4hhszYcmhDrdVgEWHClwV+Sf/iTXWHUpwT4CSQk2gcijANZmLYuYssQ6XVFgTc2eJNbii4o6YPkss87wgVpwdluB+qgtiydmiDZfzsB0WnR3atC1Hq84OTZp301r398BmmlbTXvnXKGzG2pVdeSjs0FyWXXqwFmNIoKT/dey9WNrZYRF7L/au7No/D9ZydjgF1nJ2OAXW0rhDrT1LTCmsxV5VofivU1iLvapC8V+nsBZ7VXbtnwdrOTucAms5O5wCazk7nAJrOTucA3vJFmPuyi49dOxQK88Oc8zFGJIDlWeHBtlmVHAwvjDFgwObMZfI0GOKB0FX87ybxrI/ie7mcTttVX+Vlu2w5qywBPdTWxArzg5LcD/lDTENKP0hWt7M5QhUEphUqP0RGt+sZYRaBFMXlP8EbS/WqguqAUy4DA9/aol4NU9FdC0hTsK/WoHTRViM81/h6b26Eoe1y5ikg+EfoP5Y3YYjCQ20QqDwsMTHgvdQfQpWIaRxDisApfqOnvIvovYULMLBUKCSwTShWFvSQ/pVVJ4izzTSlAOYCGCivKV69mWUn4JnFrLMOShkMF0qqKTeR/2VM++kgelQzrwR+yn6xslXlj1EtTOvxHyKPF1gOApdchvRLP2lGE+RZwPG49AnNYKSy6+lvEKGU9Aq9tI4Vd9L9sDr3YxmMdw0SsQ3U1ghgwWoX2DIINJeTfY8wHARNPWujAClF8OHZK9juAq6/s4dXu+Jgg0Po3HknIS/A33mnofROzSPo9+BPnLXw2geuP/eFTLaQXxBeP4V4HUOhpsI7tDjL9ri9Q+WGG+D17h7rsMvge/5xIN40+/ZHeGzPvMu3vXLlshHfepVvO03LZEv+uSTPn/jVn7oOT907Q74lB94Cy9+/xb5jp94CG9+/RL5ih96Bi9/9xJ/+g28/81L/IIXfMEIM3D8H57/K4YYhLN/wfSc431r9HN/w+Sc5W1L/K6pOc2rlsiRv2job5vnEQ78VSN/30RVOO63zfs1U7kZHv4+wVG/8L9xDvajk3EEQCmD6S/coIOz/dBw1z8LCWAqgqnvXOHPjserM5j2UP3aFf7kEnmxAQsIxS/e4c8tkfdasEKgsny+tZaY0MHwM/BOoEIuOZJwGfRdaUzHj62R1wFKgJIjijVYiHouthY7geFmeJmDQgAT/o2CJhbiPRd7Y1gHw63Ur2L2hvpCvOlqd/ETGCY4fdlt1YsEFhCKK/G2y+3FUGB4QdlDdZxnH1YASmvxxuv9xVlg6KEawMQgLR5aI1DYwxb/dG6NM5gdoslBixyM97DpAgzuiCMLreimrZtVr1xhPD2PNqjup7GbZVuXuM9eZ08xdNZ30tqrdTt3uNVdp7+hTCg6KPRhdxoaCve+kqct6PiEWggzIzNYjapldqa4jI3Wio4vUEhgcmAKo00VWx+5ognvvMvfofOXL2C+fwKjy78mTaC0/4YmvPG2C/z4FXsW9E+QN11x5pbXriK4U7/rwfAOhhas6J3B6LmENKHFPK8FzgqV1dD9wb6pKMVqoZJnROn0bwPGhNJiWs1b60IqHXmmUjwLrAXGq2l1b60LKXcYCRTveuVeSqNnMoS+N5Y7DB3FlPuu+XHuwUOgOhgKufJIscGSUdyEq2XPd+CnilEtzkgUCc+UGkwVxcv5xLr1ohRqcQql1uuLFBpsEy3+MLhVJ5IPR+lDLOxXipjkJDSKy9gNBQ8t/mI4YvoAiNaTVEtyqLWqi1j1Xkl0lL4YPiMjyaF2doeXEidQ6XCnMHwPeIVBktLiYrVB3nDFiW6UFgj/NmHUew9vh+9+9NKMPAelVG6RN6iiUAKG9Fl4O6YYQV0SjAykrndmDRAUKoohfSMyocyp4wZoOifLobrvoWkHYoWKYkhvoT55mqtX27T1oOqdK3yaPck9VJs09WjRX9ihFg/tsN7Emt+1Qy/FuUJxHW2qdrFEoPIuzNEvKU6J3P9M7ar1sUCg8jKs0S8pSokaCY1U+5i8of4qzMEpxRlUDjySfXYnUzfUX4U9OFSBsZAJrWgjoOKhGsPciyjMncuqDL2QrQIVhZojChG8iea5mwst2FwkKUL4Hlqnbq0rwHYTljgoOCi8A878NHVTURU65DCvUHvVEjmxg4INa+ZeRo8Y5i4of80SnwfhvICSCUtmH0aXACYCmPiSJT7PocMSahbPFe3Qy5kV/Jj/iiU+j4FJQ6gnMLnqTQ1eKHEw/DmehsCUjvtk1zO17EUtVrjPwfCneJgBaSEK8v9dAHUHhWmavHCjg+HPUB9Bsw7GwaqCnuifG1Cbp9EMly68doDqBJp0MHZQKMKyFbS56bU/uUS5vDgAZnMwVKgVYNESGu304rVX94CrS/djMgdDD1UDFiyi2RF3Oxh+GlxsX69zORjfUE9hdhk9nhhg/Qgt6LXW5RjJwTCD6QAm1tFjigkExp+Dd+ZXYxyBsQlLts3dZY1BBMYfg9cKVAjFx4Gaikbp9cYwDoYfgpcq1AQqz9M0FY3Say71gPFHSa/VSVpGaSwbo9tcGgDjT5Lc2jFHc+EIA+bSIjD8IOGlOkPrFO2VAwyZS9NI3yThnRigfYSe2m4GzaVtrHMYXok7eWy/v6u4k75JbtAnMP4AvFBu5OnlOwxf9HF4dc/lfdWdDJtLo8Dwg/Dirpt767sYN5dOgeHHGLq2v6ODGXPpnWgfgDd23znS086cOWZzMNwNb+u/bqyrlUlzDOdguBfeNXDZYFsj0+YY7yM71JscjDsYbGtk2hzjORjug/eM3TTa18QCc7GYd3lg8pKJ1keGB0Mj+MgSZ6+Yan5geDI0gjvQzA6mL5jrfmDUXPqUMEJqOTSfcZ9srzNqnnSJDWC8EjpPWc/2Vxk1z7rESGC4DvrOGU8bVBieLu+ClYPhKta4LrAoMjyf0QUvB8M1LLJcYlJi1Fz6BIaA0rJhabfCb5GNyeiM6AMUAKUnx6aiZrcmFtmYjM7ItqxbBIFhBtMXlC1YMTJdzjIjg+Ep2ZV3w7HgyVwEUxlMj02XsczIYHZKox2WDoYeqjnMJzC56OELrXJmza12eDoYKtQKsIhQBJRmWWiVMTwnm8x2mDoYAkolWKVQE6hMs9IrZXRQ32W2iwgYB4qDkoMCoCRQyX0nWO0XMjqs7yp0w1aIo7SYIqCUtK5itSEmpGNw7IJd5W7J+CTPDoQRTDiSWMNVrDXEfNeQchhxZ1etGda8C1DPCNM8V2zHWGupZt5TvkPmaHQwNGDBBWUDFrgKHoYmqrLWlGbec8L8qVXyNxQtWHH/JUt9IWtdaXZ/doxM4K5QsWENobiULb70FO99O7yXw7gIyxwUFpM7L7iInuK9aWwB9g6GZVi3bZYd1t5y49hA/Jtu0MK1swRu671vx+XeMbjJwfAm1wqF46ghLa/DMnZ6R+Ai64ZcLFUOAzd6LrZWvOkW8xuxty4wVFQunIVu+mGwGJruMb8Qe8vfkku1g9BNPwwWQ1f5bHD3FOxNGeK6WWimH/ldZ339zUpNF5snwD23t2VbnUU911pfXrf38rkvbHuRDFmreV6GWq619mb8ymf53Bdwz+xFMuRC9Rx0XOvsvYLv4rEDxDyzh5LLheopLsPrsAaYXZ7XYQtwT+xVyGQHipcOcxleh0XAz3EHOO0A7om9CpnsQPHqYdRxg/Ptt8E8JLdnbN2K4tXDqOUO54ut5pY9FA81YmnzwHKLs2erub0V/6Q8YWjjeCt4rrVO2GpesTdk1C6b5fLCV6Jl1ilbzSv2hozaZbNcXvhKtMw6Yae3UPQ3ZNSuG4Ze+llrnbDT24HZjQss2dImgJv39N8t7PR2YPbsBqqxbEiTqCMsr8MOdnoLGN6+IVYrhQvYbs7jHjB9wxWtdWNsN+dxD5j++Y7GslHeaw5ww+MdbVXDvNcc4AYHQxOW7Btkq/tWcwVXOBhaPFdMstV+q7mCKwTGBo8Fs+y0h/feHeoVgEoKs2/d4V5zARd4qEUwBSitZ6c7vDePHkA5gIkLyqvZ6f0Bc8FYFQ8ZbDV4LKgw3tnAhPljH7wd4blEXG2BXK2ghvQNNTYA7zHzpz61diShRVSBIIeZckGNmvE0w+ZPfTB2MHRQyGHeaAlhopivUvGdZtj7qRH5tIJiApMOCrYx5UL2gaLrCka960Mh62AYwoyHKqHooJBTy5Wpe04y6I2ZSo2adDCOYe6pmWFGJVWhajkJvPvNpafYB0sHw5yGrINhTDHxQNlxHnj3m0tLoU8dHYwN6tnLgWFASX9muLEBeHebo8Xug5/A2OAhfXswvCnIDQw3tjBirh1mH+wExhZP+duFYUhBfqJkt4Ihb+0wGuEGKNg8FlxGDENs9YmS2xIGvDlP3oiEwLhEQ8llxujGFB+xvRYxYI4WDzUHhQaz9qqwkMdIaya2Wsy4d9IoRgLDCo1l3jGIwm8f0jXQ1sa4edQHG4FxlZ464QrCbx/SNdDWBLzHzKM+9Wl06ioUePYavn1cNhuA95h50KcuAoU6zYWXMc8UkOpjsK2NwaHQ5gjPzT4dpd48OA5My16eVwPvAXPtk04eOkwGqlnvv/3cHhuYNUe/wLiFgfK+jpx5hzLwHjNHn/Y7KLbQW39dwnCEyfYqmG3MXVsJtSa6GxYsca67DkYbdtfu3v7RFgfDfua660x5o9nBsJXhHgfDbqaaH5jwRutI81AbmgTGnUy0PjLqjT5AoYOZtl+0Q7QJjLsYbEQboNDDYFsTYzOhS2Dcx2Sng2EHg21NDHmjSWDcyWyrg2E7Q02NDEyEFoFxNzPN6HUwbGakpxHM02euLQ7G/Ux1o9nBsJGBlnY6zVGuUBlgrh3dDoZt9He0A++BHTIcY9YB/QLjBjrLu4B3/w4ZDTJtAQOB8TN91e3A94JiDVZOz7LABBY9Jn3VTWCCFOZKsGp+lBUu8HAwfKKnthFYZjBZoq2qgSU2MHEwfKCjtBE4WjBv8VzRzBojuDgYPtBe2QIuLsKilHq2k0VWsOnZ4aolwqsKC0OYWToDzzPAx8GwRmtdEzAD7kwtVB3UbqivnYHnOeDU4tVY1gS8AIULygIVQEmgMs9CN1gJjEu01DQCKwfDmPtfCKMgUHFQWMBSO5g5GNr4mgW30qrsxPxdwHjdk4W1hnBzMExgMoSZQZ5N4gpG696rLPaEnYNhCDMxzA3S4BGU6NGBaCHLTWGYW1LOYX6AJoO7iCeHZtaxwRSWiSk1AxYM0GjAsgvK69hjq66BLYUCLOqktZl1Hqor2eILU0cSAmqRSKmP1l7WEYpL2WMMV0cUJNcE/z4/lS7aW1m54ZlkkzdmFqpPYMJBoYP2Pq3c8kxlmznGDqEew1z/DFaXag7GHlNcyEZ3TE4oGbCgdwirSTUHY48pLmSjOyYnlCxY0TmF1QJNYOwxxYXstIe3QsWkoSTHaClaoHbXIx373Z8vaCpKMFqKFqjd/EoeN4Dhn/0by0KMjqIDave9MnAPjsto9URd1+VGQ9EAtaufdnO54+CAuopmy+bCC6MBkoPhTUFeBt31w2AZ4pc5qhirhvSA0QBJYHxhq8vw7tfvyqvELjOElOoS911tdDBOZUdeuxK684rFN8E8cVQl00XoutxoYJj7GLUrofuWK+BtvEd/44QIXTOU63MdtT3mfaj7nivUO8YraQK1PTOU6/MEanvM+1B3/ALKS7AMi1dYxTVQHzcwynSrdiXqjl+F+gosv+INKO64Pa/3YSI7UNrh3Ym649ddor+roGkIJIWKxxRrZPU+zG2y0rWo/XWH/y5BXBM7SIQSsbQaWh82+ChWHSjssO5F7a87/HcJ4mo9hwcIF8j0XK4NYUvBud+6E7W/rlh6l3pHXIqZ6btcO8IWKqZzl3Ufan9fsfIy9Y64lTQlmc6785ZMcEDrdO5D/a9L/HcJ4prY3Uqakkzn5U0tWtRn3Akv8LcsvQ3esd8tWJnOu9Hy1NRSMwlv8NcsvQ7eid8lJBmU9t6tTdWuhpJp/A3h7yrgnRh6IU2gtPdybaq1PRaswF+Br0PVNViOXkkSIidSC2wr9jHd7dvHfcV9WgYsE09VUlnUVGuAbQKVG+qE4ha2XgDz1L5dbIGNDgoeqheUd7DVH+aGfS4VClvQVsWQPEztYK8/3BvsW+tMtJlkC7xiVm9grz3cn/0by4qwPydKa7CBve5t47NoYgwaZDDNPIPl7PQWMHz9CpZMjUGLGOYEKnueus9ZgLvA2IIVC4agkeIiyoqXN7DNWIC5QiWH+TUz0MtB4Yb6jrdusgWY+YJiApPbZrjhRRtu2uMKMHEI9RBmPrBCx6a7tpgCODvCVTJ1Q/0zK5xbYqVr2PMBDOsIzyTKAyifYM99GywdmFRgnK4xhjWfgDeuvXO1H8CUAmMHBQtWfAbeufTWxXYCRgQUBCoGLPgYvHbdvWvdACwtUyZimPskvHnZ1UvNABwLnsxdUP40vH3V9Su9BPg5GH4pHHLRlAutBNg5GH4tHHPNoMuMBJgJjL8ZTrpi1kU2CswcDL8cDrtoiTxOgoEExl8Px52fd4mJA9MIjN8AJ54eeYVHsME3rXDZEucdHDqJg/Fr4NiTg08bODCFg+HLmB9+sl3ACA6Gr2N2/LluAAsHw/cxO/9c973AF69w+q+Cmd7fsEEdXd8w+oqJ1tmrvwE/PZ4hQO1kuNGBXoHxCwmmx0uG3jLaJ6D3zRuMX4/AwbCdsS4BnQ6GbyR5gIYOxq2M9AjoczB8J+kTNB7aIY894CoHw3ci88dvwJscDFvp77ivcp08vHGZmDoZHW9xMGyju8GBWxzhud/lx8HI2dx8Tc9zOssduEEwojehMxuT4zk9D+qrFnCBgwE+L4QvsB6g72t+Wk+tA+WKF/T7PnTy+yUheKCD4QMdpQ5UOxg6Opq/C75EoXZT0k06Sq0VvneHgv+fRjIM0UTb65oLb9uonNJrN1keXd/V8rDWusIKC+p7qE2uD3t4GYvaFsDSpFaFXH8L1cHlWQLDHOY9VIuwLK2jkCdegfmkAM0XKpiLYc6ABQ4KKeXMV6NvqsxeyTOVwmzOQ1oLePxd4OHG26gbsCClmgQP6feiT89eR7UAiwKKCYfXiwW/AXlc/D4qRVjmoVrYkE8UC34FWEDwQsYOCgo1gYpiaQE+VSn5DWAHjigwnkzdQUHIhAQmqzW/AazBERzNFzPlSAXGJiz55Tu8n8lv+cFMI8+jgFyJ54pfAZ55Q9WCFa6Ehz+wnUa4D4WaDWsuKB8cXIlApQCLPFQPAnfyvBWWKdQOSvNWWHj2l9O6GK07KzRoX4xWnh3mtC9GK88Oc4zFqCRQIJZ2cBh7gaRQIZZ2sHbohVT3u2V08Bhr8XG+LaP4UNghP2eHTVS2YsiV6r9McS2WWiz+2xS3YqkoPjtMKW3FVFF8dphS2kppsXb136awFntVheK/TmEt5qq09uwwxV6LvSmtPTtMsfeSK4KWnh2m2HvJFcEsPfTsUCvPDnPMzWSCoIVnhznmZjJBsApfzbrX6GpitzQWtOzs0ER3kyyR3xtWnR3atCxHa37VCq2/UoZp2I6W/LIVLuVxP1pwVljhaUPMnx1W4IZKO2LyrLAKd+SgEFFJHW64JoWaQEWgcijDTd2kmpYdanBVJVh1qMNtmbDk8AgXlsP84RluLIa5QzvcHKF4OBwOh8PhcDgcDofD4XA4HA6Hw+FwOBwOh8PhcDgcDofD4XA4HA6Hw+FwOBwOh8PhcDgcDofD4fBH4P/pwg0kJpG9jzx57viP/582yJZymKzu8M4FVX8SeX9OlJSvHimDII5TEhkw+xvxr7ufGTxYjjmVXDFxWf5G+LrwmdcJYk4l99R1kcavhq/TdwqXBE1/7qP7vXIGV9vl4tWIW5QTUeGN6PD6CuAl/1D51SMF4RJw8gUKFMAIasCdDIuzspymoh8Ac+EN1yb0N8gkCa/qxxGmbtUp/ApMKpeAg/wkBRZtVT+BzIXpFC8RFSO8HmQvAagmhO1MKpfg9bTAQHqeq34EmYt/BC8RFSOYAZTil1FzhO1MklTICixymy/BzyUD3kd8qSVoSkFsiQqc/J+IVMgKTNqqPg/mcj8eLzEnaCDkkW+mJCAGcrz+RCRClrdpLPs4bi6DKxcWeIV4Ub9BQhEl/BPi4khI8wUayz6OPCfnyoUFetZUsY+HC5jInxAkAtJ8gcayjyNzyWjyrJs75wf3Zx/Y2CnvcQHxJk0XSLq+B84l8wmBxANkoGcmcMJ2wCUF9ReiSdtNLGRpG1h9IzqXjCcEkj9AB3q+MhIQaE7g59J4FJC6iIU0jQYPNSGOvgedC9M6AskfoAM9a8oBLYAyuqjoBzBJIsHK3lAT4uh78HNhXj3zw0Mouh+mHBIEUNVKSvoRmCOxkqVLNBd+mHsueZic+dETZRCmHNdZ1FgnUW9IrGTpEs2FH0aek3PlwgI9a8pROEuNcJ30y6wSCWmyTHvlZ5Hn5Fw59xOer5RDAhdCCHSVEfMTtwmRkCaLZDbfAgaTn4grpwegmejtIZmKwIv6VZgPOnh6IOj5LvK57lHjnOihwthzq/qbommDSiriweZLSUZO3hAG95knKY1B9hAT7sXaETZ3Q/VwOBwOh8PhcDgcDofD4XB45N+//wGcNz2xPI53PAAAAABJRU5ErkJggg==)

五、算法设计

* 1. 写出将一个无向图的邻接矩阵转换成邻接表的算法。
  2. 写出将一个无向图的邻接表转换成邻接矩阵的算法。
  3. 试以邻接矩阵为存储结构，分别写出连通图的深度优先和广度优先搜索算法。
  4. 写出建立一个有向图的逆邻接表的算法。
  5. G为一n个顶点的有向图，其存储结构分别为：

1. 邻接矩阵；
2. 邻接表。

请写出相应存储结构上的计算有向图G出度为0的顶点个数的算法。

6．以邻接表作存储结构，给出拓扑排序算法的实现。

第九章 查找表

一、名词解释

1.查找表2.集合3.查找长度4.有序表5.平衡化6.平衡二叉排序树7.平衡因子8.散列表

9.散列函数10.散列地址11.同义词12.冲突13.开散列表14.拉链法15.堆积

二、填空题

1.对任何集合A而言，A的每一个成员a称为A的一个\_\_\_\_\_\_\_\_，记为\_\_\_\_\_\_\_\_。

2.空集是\_\_\_\_\_\_\_\_的集合，记为\_\_\_\_\_\_\_\_。

3.在集合这种逻辑结构中，任何结点之间都不存在\_\_\_\_\_\_\_\_关系，这是集合这种逻辑结构的基本特点。

4.集合中没有相同的\_\_\_\_\_\_\_\_。作为一个数学概念，集合的元素没有\_\_\_\_\_\_\_\_。

5.数据元素之间的逻辑关系反映的是\_\_\_\_\_\_\_\_。

6.对于集合这逻辑结构来说，其中的数据元素之间也可以有各种各样的非逻辑关系，但任何一对数据元素之间没有\_\_\_\_\_\_\_\_关系，即没有\_\_\_\_\_\_\_\_关系。

7.查找表按其所包括的运算的不同分为\_\_\_\_\_\_\_\_查找表和\_\_\_\_\_\_\_\_查找表。

8.查找表中主关键字指的是\_\_\_\_\_\_\_\_，次关键字指的是\_\_\_\_\_\_\_\_。

9.静态查找表包括\_\_\_\_\_\_\_\_、\_\_\_\_\_\_\_\_、\_\_\_\_\_\_\_\_三种基本运算。

10.动态查找表包括\_\_\_\_\_\_\_\_、\_\_\_\_\_\_\_\_、\_\_\_\_\_\_\_\_、\_\_\_\_\_\_\_\_、\_\_\_\_\_\_\_\_五种基本运算。

11.假定key为主关键字，若顺序表中第n个元素的键值为K，则顺序查找算法的查找长度为1；若第1个元素的键值为K，则查找长度为\_\_\_\_\_\_\_\_；若表中无键值等于K的元素，则查找长度为\_\_\_\_\_\_\_\_。

12.以下算法在有序表R中用二分查找法查找键值等于K的元素，请分析程序，并在\_\_\_\_\_\_\_\_上填充合适的语句。

int binsearch(sqtable R,keytype K)

{low=1;hig=R.n;/\*置查找区间初值。low,hig分别标记查找区间的下、上界\*/

while(low<=hig)

{mid=（low+hig)/2;

switch

{case K==R.item[mid].key:return(mid);/\*找到，返回位置mid\*/

case K<R.item[mid].key:\_\_\_\_\_\_\_\_;break;/\*缩小区间\*/

case K>R.item[mid].kiy:\_\_\_\_\_\_\_\_;break;/\*缩小区间\*/

}

}

return(0);/\*若区间长度已为0但仍不成功，则返回0，表示查找不成功\*/

}

13.二分查找在查找成功时的查找长度不超过\_\_\_\_\_\_\_\_，其平均查找长度为\_\_\_\_\_\_\_\_，当n较大时约等于\_\_\_\_\_\_\_\_。

14.一个\_\_\_\_\_\_\_\_表由一个顺序表和一个索引表两部分组成。其中的顺序表在组织形式与普通的\_\_\_\_\_\_\_\_表完全相同；而索引表本身在组织形式上也是一个\_\_\_\_\_\_\_\_表。

15.索引顺序表的特点表现为以下两个方面：a.顺序表中的数据元素"\_\_\_\_\_\_\_\_"；b.索引表反映了这些"\_\_\_\_\_\_\_\_"的有关特性。

16.在索引顺序表上，对于顺序表中的每一块，索引表中有相应的一个"索引项"。每个索引项有两个域：块内最大\_\_\_\_\_\_\_\_值和块\_\_\_\_\_\_\_\_位置。

17.索引顺序表上的查找分两个阶段：一、\_\_\_\_\_\_\_\_；二、\_\_\_\_\_\_\_\_。该查找方法称为\_\_\_\_\_\_\_\_查找。

18.静态查找表的三种不同实现各有优缺点。其中，\_\_\_\_\_\_\_\_查找效率最低但限制最少。\_\_\_\_\_\_\_\_查找效率最高但限制最强。而\_\_\_\_\_\_\_\_查找则介于上述二者之间。

19.二叉排序树是一种特殊的、增加了限制条件的二叉树，其限制条件是任一结点的键值\_\_\_\_\_\_\_\_于其左孩子（及其子孙）的键值且\_\_\_\_\_\_\_\_于其右孩子（及其子孙）的键值。

20.在表示一棵二叉排序树的二叉链表上，要找键值比某结点X的键值\_\_\_\_\_\_\_\_的结点，只需通过结点X的左指针到它的左子树中去找。

21.中根遍历一棵二叉排序树所得的结点访问序列是键值的\_\_\_\_\_\_\_\_序列。

22.对于一个无序序列，可以通过构造一棵\_\_\_\_\_\_\_\_而使其成为一个有序序列。

23.以下算法在指针T所指的二叉排序树上查找键值等于K的结点。成功时回送指向该结点的指针；否则回送空指针。请分析程序，并在\_\_\_\_\_\_\_\_填充合适的语句。

bitreptr search\_bst(bitreptr T,keytype K)

{if(T==NULL)return(NULL);

else swith

{case T->key==K:\_\_\_\_\_\_\_\_;

case\_\_\_\_\_\_\_\_: rerutn(search\_bst(T->lchild,K));

case\_\_\_\_\_\_\_\_: rerutn(search\_bst(T->rchild,K));

}

}

24.二叉排序树上的查找长度不仅与\_\_\_\_\_\_\_\_有关，也与二叉排序树的\_\_\_\_\_\_\_\_有关。

25.在随机情况下，含有n个结点的二叉排序树的平均查找长度为\_\_\_\_\_\_\_\_，其时间效率很高。

26.二叉排序的查找效率与树的形态有关。当二叉排序树退化为一条单支时，查找算法退化为\_\_\_\_\_\_\_\_查找，平均查找长度上升为\_\_\_\_\_\_\_\_。

27.有n个结点的AVL树的深度与\_\_\_\_\_\_\_\_是同数量级的，因而在它上面进行查找的平均查找长度也与\_\_\_\_\_\_\_\_同数量级。

28.平衡二叉排序树上任一结点的平衡因子只可能是\_\_\_\_\_\_\_\_、\_\_\_\_\_\_\_\_或\_\_\_\_\_\_\_\_。

29.采用散列技术时需要考虑的两个主要问题是：一、\_\_\_\_\_\_\_\_？二、\_\_\_\_\_\_\_\_？

30.按组织形式的不同，通常有\_\_\_\_\_\_\_\_与\_\_\_\_\_\_\_\_两类散列表。

31.以下算法在开散列表HP中查找键值等于K的结点，成功时返回指向该结点的指针，不成功时返回空指针。请分析程序，并在\_\_\_\_\_\_\_\_上填充合适的语句。

pointer research\_openhash(keytype K,openhash HP)

{i=H(K); /\*计算K的散列地址\*/

p=HP[i]; /\*i的同义词子表表头指针传给p\*/

while(\_\_\_\_\_\_\_\_)p=p->next;/\*未达表尾且未找到时，继续扫描\*/

\_\_\_\_\_\_\_\_;

}

32以下算法实现若开散列表HP中无键值为K结点，则插入一个这样的结点。请分析程序并在\_\_\_\_\_\_\_\_上填充合适的语句。

void insert\_openhash(keytype K,openhash HP)

{if(research\_openhash(K,HP)==NULL)

{i=H(K);

q=malloc(size);q->key=\_\_\_\_\_\_\_\_; /\*生成新结点\*/

\_\_\_\_\_\_\_\_=HP[i];HP[i]=\_\_\_\_\_\_\_\_; /\*前插法链入新结点\*/

}

}

33.以下算法实现若开散列表HP中存在键值为K结点，则将其删除。请分析程序并在\_\_\_\_\_\_\_\_上填充合适的语句。

void delete\_openhash(keytype K,openhash HP)

{i=H(K);

if(HP[i]==NULL)return;/\*空表则退出\*/

p=HP[i];

if(p->key==K){\_\_\_\_\_\_\_=p->next;free(p);return;} /\*表首结为待点时的删除\*/

while(p->next!=NULL) /\*其他情况下的删除\*/

{q=p;p=p=->next;

if(p->key==K){\_\_\_\_\_\_\_\_=p->next;delete(p);return;}

}

}

34.对闭散列表来说，\_\_\_\_\_\_\_\_的方法就是处理冲突的方法。

35.常见的构造后继散列地址序列的方法有\_\_\_\_\_\_\_\_、\_\_\_\_\_\_\_\_、\_\_\_\_\_\_\_\_、\_\_\_\_\_\_\_\_四种。

36.以下算法假定以线性探测法解决冲突，在闭散列表HL中查找键值为K的结点，成功时回送该位置；不成功时回送标志-1。请分析程序，并在\_\_\_\_\_\_\_\_上填充合适的语句。

int search\_cloxehash(keytype K,closehash HL)

{d=H(K); /\*计算散列地址\*/

i=d;

while(HL[i].key!=K&&(i!=d-1)i=\_\_\_\_\_\_;/\*未成功且未查遍整个HL时继续扫描\*/

if(\_\_\_\_\_\_\_\_)reurn(i); /\*查找成功\*/

else return(-1); /\*查找失败\*/

}

37.\_\_\_\_\_\_\_\_查找法的平均查找长度与元个数n个数无关。

38.在分块查找法中，首先查找\_\_\_\_\_\_\_\_，然后再查找找相应的\_\_\_\_\_\_\_\_。

39.在具有24个元素的有序表上进行二分查找，则比较一次查找成功的结点数为\_\_\_\_\_\_\_\_，比较二次查找成功的结点数为\_\_\_\_\_\_\_\_，比较五次查找成功的结点数为\_\_\_\_\_\_\_\_。总的平均查找长度为\_\_\_\_\_\_\_\_。

40.在散列存储中，装填因子x的值越大，则\_\_\_\_\_\_\_\_。

41.\_\_\_\_\_\_\_\_是散列表的一个重要参数，它反映出散列表的装满程度。

42.当所有结点的权值都相等时，用这些结点构造的二叉排序树上只有\_\_\_\_\_\_\_\_。

43.在二叉排序树上插入新结点时，不必移动其它结点，仅需使某结点的指针域由\_\_\_\_\_\_\_\_变为\_\_\_\_\_\_\_\_即可。

44．二分查找方法仅适用于这样的表：表中的记录必须\_\_\_\_\_\_\_\_，其存储结构必须是\_\_\_\_\_\_\_\_。

45.设线性表(a1,a2,…,a500)元素的值由小到大排列。对一个给定的k值，用二分法检索查找表中与k相等的元素，在检索不成功的情况下至多较\_\_\_\_\_\_\_\_次。

46.设线性表L=（a1,a2,…,an)(n>2),表中元素按值的递增顺序排列。对一个给定的值k，分别用顺序检索和二分法检索查找与k相等的元素，比较次数分别为s和b ，若检索不成功，则s和b的数量关系是\_\_\_\_\_\_\_\_。

47.设有两个散列函数H1(k)=k mod 13 和H2(k)=k mod 11+1，散列表为T[0…12]，用双重散解决冲突。函数H1用来计算散列地址，当发生冲突时，H2作为计算下一个探测地址的地址增量，假定在某一时刻T的状态为：

T: 0 1 2 3 4 5 6 7 8 9 10 11 12

|  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
|  |  | 80 | 85 |  |  |  |  | 34 |  |  |  |  |

下一个被插入的关键码是42，其插入的位置是:\_\_\_\_\_\_\_\_\_\_\_\_\_\_。

48.设有一个已按各元素的值排好序的线性表，长度为125，对给定的k值，用二分法查找与k相等的元素，若查找成功，则至少需要比较\_\_\_\_\_\_\_\_次，至多需比较\_\_\_\_\_\_\_\_次。

三、单项选择题

1. 以下说法错误的是 （ ）

①数字分析法对健值的各位进行分析，选择分布较均匀的若干位组成散列地址。

②除余法选择一个适当的正整数p,以p除健值以所得的余数作为散列地址。

③平方取中法以健值平方的中间几位作为散列地址。

④基数转换法将健值看成另一种进制的数再转换成原来进制的数，然后选择其中几位作为散列地址。

⑤随机数法选择一个随机函数random,以健值在该函数下的值作为散列地址。

1. 以下所法正确的是 （ ）

①数字分析法需事先知道所有可能出现的健值及所有健值的每一位上各数字的分布情况，并且健值的位数比散列地址的位数多。

②除余法要求事先知道全部健值。

③平方取中法需要事先掌握健值的分布情况。

④随机数法适用于健值不相等的场合。

1. 除余法选择一正整数p，以健值除以p所得的余数作为散列地址。通常选p为（ ）

①小于或等于散列表长的素数。

②接近表长的且不与组成关键字的字符基数直接相关的质数。

③大于或等于散列表长的素数。

④接近表长的质数。

4．顺序查找法适合于（ ）存储结构的查找表。

①压缩 ② 散列 ③索引 ④顺序或链式

5．对采用二分查找法进行查找运算的查找表，要求按（ ）方式进行存储。

①顺序存储 ② 链式存储

③顺序存储且结点按关键字有序 ④ 链式存储且结点按关键字有序

6．设顺序表的长为n,则其每个元素的平均查找长度是 （ ）

①n ② (n-1)/2 ③ n/2 ④ (n+1)/2

7.设有序表的关键字序列为{1，4，6，10，18，35，42，53，67，71，78，84，92，99}，当用二分查找法查找健值为84的结点时，经（ ）次比较后查找成功。

①2 ② 3 ③ 4 ④ 12

8．静态查找表与动态查找表两者的根本差别在于 （ ）

①逻辑结构不同 ② 存储实现不同

③施加的操作不同 ④ 数据元素的类型不同

9．长度为12的按关键字有序的查找表采用顺序组织方式。若采用二分查找方法，则在等概率情况下，查找失败时的ASL值是 （ ）

①37/12 ② 62/13 ③ 39/12 ④49/13

10.在表长为n的顺序表中，实施顺序查找，在查找不成功时，与关键字比较的次数为（ ）

①n ②1 ③ n+1 ④n-1

11.二分查找法适用于存储结构为（ ）的，且按关键字排序的线性表。 （ ）

①顺序存储 ② 链接存储 ③ 顺序存储或链接存储 ④索引存储

12．用顺序查找法对具有n个结点的线性表查找的时间复杂性量级为

①O（n2） ② O(nlog2n) ③ O（n） ④ O(log2n)

13．用二分查找法对具有n个结点的线性表查找的时间复杂性量级为 （ ）

①O(n2) ② O(nlog2n) ③ O(n) ④O(log2n)

14．二叉排序树的查找和折半查找的时间性能相同。这种说法 （ ）

①正确 ② 错误

15．与其他查找方法相比，散列查找法的特点是 （ ）

①通过关键字比较进行查找

②通过关键字计算记录存储地址进行查找

③通过关键字计算记录存储地址，并进行一定的比较进行查找

16．在采用线性探测法处理冲突所构成的闭散列表上进行查找，可能要探测多个位置，在查找成功的情况下，所探测的这些位置上的健值 （ ）

①一定都是同义词 ② 一定都不是同义词

③都相同 ④ 健值不一定有序的顺序表

18．设散列函数为H(k)= k mod 7,一组关键码为23，14，9，6，30，12和18，散列表T的地址空间为0..6,用线性探测法解决冲突，依次将这组关键码插入T中，得到的散列表为 （ ）

①0 1 2 3 4 5 6

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| 14 | 6 | 23 | 9 | 18 | 30 | 12 |

② 0 1 2 3 4 5 6

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| 14 | 18 | 23 | 9 | 30 | 12 | 6 |

③0 1 2 3 4 5 6

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| 14 | 12 | 9 | 23 | 30 | 18 | 6 |

④0 1 2 3 4 5 6

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| 6 | 23 | 30 | 14 | 18 | 12 | 9 |

19．设有一个用线性探测法解决冲突得到的散列表：

T:0 1 2 3 4 5 6 7 8 9 10

|  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
|  |  | 13 | 25 | 80 | 16 | 17 | 6 | 14 |  |  |

散列函数为H(k)=k mod 11,若要查找元素14，探测的次数是 （ ）

① 18 ② 9 ③3 ④6

20．在散列函数H(k)=k MOD m 中，一般来讲，m应取 （ ）

①奇数 ②偶数 ③ 素数 ④ 充分大的数

21，分块查找的时间性能 （ ）

①低于二分查找 ② 高于顺序查找而低于二分查找

③高于顺序查找 ④ 低于顺序查找而高二分查找

22．以下说法正确的是 （ ）

①顺序查找效率最低但限制最强。

②二分查找效率最高但限制最少。

③分块查找效率介于顺序查找和二分查找之间。

23．以下说法正确的是 （ ）

①查找表中数据元素的任何数据项都可以作为关键字。

②采用二分查找法对有序表进行查找总比采用顺序查找法对其进行查找要快。

③二叉排序树的查找和二分查找时间的性能相同。

④最佳二叉排序树一定是平衡二叉树

⑤“顺序查找法”是指在顺序表上进行查找的方法。

24．．以下说法错误的是 （ ）

①散列法存储的基本思想是由关键码的值决定数据的存储地址。

②散列表的结点中只包含数据元素自身的信息，不包含任何指针。

③装填因子是散列法的一个重要参数，它反映散列表的装填程度。

④散列表的查找效率主要取决于散列表造表时选取的散列函数和处理冲突的方法。

25．以下说法错误的是 （ ）

①当所有的结点的权之都相等时，用这些结点构造的二叉排序树的特点是只有右子树

②中序遍历二叉排序树的结点就可以得到排好序的结点序列。

③任一二叉排序树的平均检查时间都小于用顺序查找法查找同样结点的线性表的平均查找时间。

④对两棵具有相同关键字集合的而形状不同的二叉排序树，按中序遍历它们得到的序列的顺序是一样的。

⑤采用分块查找方法，既能实现线性表所希望的较快的查找速度，又能适应动态变化的需要。

26．以下说法正确的是 （ ）

①平衡树一定是丰满树。

②虽然信息项的序列的顺序不一样，但依次生成的二叉排序树确是一样的。

③在二叉排序树上插入新的结点时，不必移动其他结点，只需改动某个结点的指针，由空变为非空即可。

④在二叉排序树上删除一个结点时，不必移动其他结点，只要将该结点的父结点的相应的指针域置空即可。

27．长度为12的有序表：Apr,Aug,Dec,Feb,Jan,Jul,Jun,Mar,May,Nov,Oct,Sep,按折半查找法对该表进行查找。在表内各元素等概率情况下查找成功所需的平均比较次数为（ ）。

① 35/12 ②37/12 ③39/12 ④43/12

28．已知一采用开放地址法解决Hash表冲突，要从此Hash表中删除一个记录，正确的做法是 （ ）

①将该元素所在的存储单元清空。

②将该元素用一个特殊的元素代替

③将与该元素有相同Hash地址的后继元素顺次前移一个位置。

④用与该元素有相同Hash地址的最后插入表中的元素替代。

四、简答及应用

1. 写出作为静态查找表存储结构的顺序表的类型定义。
2. 何谓二叉排序树？
3. 简述开散列表的组织方式及类型定义。
4. 简述闭散列表的类型定义。
5. 简述闭散列表解决冲突的基本思想。
6. 简述二次探测法解决冲突的基本思想。
7. 简述多重散列法解决冲突的基本思想
8. 简述公共溢出区法解决冲突的基本思想。
9. 对长度为20的有序表进行二分查找，试画出它的一棵判定树，并求等概率情况下的平均查找长度。
10. 给定有序表D={006,087,155,188,220,465,505,508,511,586,656,670,700,766,897,908}，用二分查找法在D中查找586，试用图示法表示出查找过程。

11．给定表（19，14，22，01，66，21，83，27，56，13，10）。

（1）试按元素在表中的次序将它们依次插入一棵初始时为空的二叉排序树，画出插入完成之后的二叉排序树。

（2）按表中元素顺序构造一棵AVL树，并求其在等概率情况下查找成功的平均查找长度。

1. 给定表（Jan,Feb,Mar,Apr,May,Jun,Jun,Aug,Sep,Oct,Nov,Dec）.设取散列函数H(x)=|\_i/2\_|,其中i为健值中第一个字母在英语字母表中的序号，要求：

（1）画出相应的开散列表；

（2）画出闭散列表（以线性探测法处理）；

（3）分别求这两个散列表在等概率情况下查找成功与不成功时的平均查找长度。

1. 已知散列函数为H(K)=K mod 12,健值序列为25，37，52，43，84，99，120，15，26，11，70，82，采用拉链法处理冲突，试构造开散列表，并计算查找成功的平均查找长度。
2. 顺序查找时间为O(n),二分查找时间为O(log2n),散列查找时间为O(1),为什么有高效率的查找方法而不放弃低效率的方法？

五、算法设计

1. 假设线性表中结点是按健值递增的顺序存放的。试写一顺序查找法，将岗哨设在高下标端。然后分别求出等概率情况下查找成功和不成功时的平均查找长度。
2. 若线性表中各结点的查找概率不等，则可用如下策略提高顺序查找的效率：若找到指定的结点，则将该结点和其前驱（若存在）结点交换，使得经常被查找的结点尽量位于表的前端。试对线性表的顺序存储结构和链式存储结构写出实现上述策略的顺序查找算法（注意，查找时必须从表头开始向后扫描）。
3. 试写出二分查找的递归算法。
4. 试编写算法求出指定结点在给定的二叉排序树中所在的层数。
5. 试编写算法，在给定的二叉排序树上找出任意两个不同结点的最近公共祖先（若在两结点A、B中，A是B的祖先，则认为A、B的最近公共祖先就是A）。
6. 试写一个判别给定二叉树是否为二叉排序树的算法，设此二叉树以二叉链表作存储结构。
7. 试写出在二叉排序树上删除指定结点的算法。
8. 在以T为根指针的AVL树上插入健值K的新结点，返回值为新AVL树的根指针。

第十章 排序

一、名词解释

1.排序 2.内部排序 3.外部排序 4.堆 5.堆排序

二、填空

1.若待排序的序列中存在多个记录具有相同的键值，经过排序，这些记录的相对次序仍然保持不变，则称这种排序方法是\_\_\_\_\_\_\_\_的，否则称为\_\_\_\_\_\_\_\_的。

2.按照排序过程涉及的存储设备的不同，排序可分为\_\_\_\_\_\_\_\_排序和\_\_\_\_\_\_\_\_排序。

3.按排序过程中依据的不同原则对内部排序方法进行分类，主要有：\_\_\_\_\_\_\_\_、\_\_\_\_\_\_\_\_、\_\_\_\_\_\_\_\_、\_\_\_\_\_\_\_\_等四类。

4.在排序算法中，分析算法的时间复杂性时，通常以\_\_\_\_\_\_\_\_和\_\_\_\_\_\_\_\_为标准操作。评价排序的另一个主要标准是执行算法所需要的\_\_\_\_\_\_\_\_。

5.常用的插入排序方法有\_\_\_\_\_\_\_\_插入排序、\_\_\_\_\_\_\_\_插入排序、\_\_\_\_\_\_\_\_插入排序和\_\_\_\_\_\_\_\_插入排序。

6.以下为直接插入排序的算法。请分析算法，并在\_\_\_\_\_\_\_\_上填充适当的语句。

void straightsort(list r);

{for(i=\_\_\_\_\_\_\_\_\_\_\_;i<=n;i++)

{r[0]=r[i];j=i-1;

while(r[0].key<r[j].key){r[j+1]=\_\_\_\_\_\_\_\_;j--;}

r[j+1]=\_\_\_\_\_\_\_;

}

}

7.直接插入排序是稳定的，它的时间复杂性为\_\_\_\_\_\_\_\_，空间复杂度为\_\_\_\_\_\_\_\_。

8.以下为冒泡排序的算法。请分析算法，并在\_\_\_\_\_\_\_\_上填充适当的语句。

void bulbblesort(int n,list r) /\*flag为特征位，定义为布尔型\*/

{for(i=1;i<=\_\_\_\_\_\_\_\_;i++)

{\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_;

for(j=1;j<=\_\_\_\_\_\_\_\_\_;j++)

if(r[j+1].key<r[j].key){flag=0;p=r[j];r[j]=r[j+1];r[j+1]=p;}

if(flag) return;

}

}

9.对于n个记录的集合进行冒泡排序，其最坏情况下所需的时间复杂度是\_\_\_\_\_\_\_\_。

10.以下对r[h],r[h+1],……r[p]子序列进行一趟忆速排序。请分析算法，并在\_\_\_\_\_\_\_\_上填充适当的语句。

int quickpass(list r,int h,int p)

{i=h;j=p;x=r[i];/\*置初值，以第一个记录的键值为标准\*/

while(i<j)

{while((r[j].key>=x.key)&&(i<j))\_\_\_\_\_\_\_\_;/\*自尾端进行比较\*/

if(i<j)

{\_\_\_\_\_\_\_\_;i++;/\* 将r[j].kiy<x.key的记示移至i所指位置\*/

while((r[i].key<=x.key)&&(i<j))\_\_\_\_\_\_\_\_;/\*自首行端进行比较\*/

if(i<j){\_\_\_\_\_\_\_\_;j--;}/\* 将r[j].kiy<x.key的记示移至j所指位置\*/

}

}

r[i]=\_\_\_\_\_\_\_\_;return(i);/\*一趟快速 排序结束，将x移至正确的位置\*/

}

11.对快速排序来讲，其最好情况下的时间复杂度是\_\_\_\_\_\_\_\_，其最坏情况下的时间复杂度是\_\_\_\_\_\_\_\_。

12.以下是直接选择排序的算法。请分析算法，并在横线上填充适当的语句。

void select(list r,int n)

{for(i=1;i<=\_\_\_\_\_\_\_\_;i++)/\*每次循环，选择出一个最小键值\*/

{k=i;

for(j=i+1;j<=n;j++)if(r[j].key<r[k].key)\_\_\_\_\_\_\_\_;

if(\_\_\_\_\_\_)swap(r[k],r[i]）;/\*函数swap(r[k],r[i]）交换r[k]和r[i]的位置\*/

}

}

13.直接选择排序是不稳定的，其时间复杂性为\_\_\_\_\_\_\_\_。

14.树形选择排序要增加\_\_\_\_\_\_\_\_个结点以保存前面比较的结果。另外，排序的结果还需要另外开辟\_\_\_\_\_\_\_\_.

15.树形选择排序可用一棵树来表示这一排序过程，树中的n个叶子代表待排序记录的键值，叶子上面一层是\_\_\_\_\_\_\_\_两两比较的结果，依次类推。\_\_\_\_\_\_\_\_表示最后选择出来的最小关键字。在选择次最小键值时，只需将叶结点中最小键值改成\_\_\_\_\_\_\_\_，重新进行比较。依次类推。

16.若树形选择排序的叶子数为n，除第一次需执行\_\_\_\_\_\_\_\_次比较就选择出一个最小的键值外，以后的每次都只经过\_\_\_\_\_\_\_\_次比较就选择出一个最小的键值。所以树形选择排序总的时间开销为\_\_\_\_\_\_\_\_。

17.从一个无序序列建立一个堆的方法是：首先将要排序的所有键值分放到一棵\_\_\_\_\_\_\_\_的各个结点中，然后从i=\_\_\_\_\_\_\_\_的结点ki开始，逐步把以kn/2,kn/2-1,kn/2-2,……为根的子树排成堆，直到以k1为根的树排成堆，就完成了建堆的过程。

18.堆排序是不稳定，空间复杂度为\_\_\_\_\_\_\_\_。在最坏情况下，其时间复杂性也为\_\_\_\_\_\_\_\_。

19.以下将ah,…,am和am+1,…,an两个有序序列（它们相应的关键字值满足Kh<=…<=Km,Km+1<=…<=Kn）合并成一个有序序列Rh，…,Rn（使其关键字值满足Kh<=…<=Kn）。请分析算法，并在\_\_\_\_\_\_\_\_上填充适当的语句。

void merge(list a,list R,int h,int m,int n)

{i=h;k=h;j=m+1;

while((i<=m)&&(j<=n))

{if(a[i].key<=a[j].key){R[k]=\_\_\_\_\_\_\_\_;\_\_\_\_\_\_\_\_;}

else{R[k]=\_\_\_\_\_\_\_\_;\_\_\_\_\_\_\_\_;}

k++;

}

while(i<=\_\_\_\_\_\_\_\_){R[k]=a[i];i++;k++;}

while(j<=\_\_\_\_\_\_\_\_){R[k]=a[j];j++;k++;}

}

此算法的执行时间为\_\_\_\_\_\_\_\_.

20．归并排序要求待排序列由若干个\_\_\_\_\_\_\_\_\_\_\_的子序列组成。

21．二路归并排序的时间复杂度是\_\_\_\_\_\_\_\_\_\_\_。

22．对于n个记录的集合进行归并排序，所需的附加空间消耗是\_\_\_\_\_\_\_\_\_\_\_。

23.设表中元素的初始状态是按键值递增的，分别用堆排序、快速排序、冒泡排序和归并排序方法对其仍按递增顺序进行排序，则\_\_\_\_\_\_\_\_\_\_\_最省时间，\_\_\_\_\_\_\_\_\_\_\_最费时间。

24．分别采用堆排序、快速排序、插入排序和归并排序算法对初始状态为递增序列的表按递增顺序进行排序，最省时间的是\_\_\_\_\_\_\_\_\_\_\_算法，最费时间的是\_\_\_\_\_\_\_\_\_\_\_算法。

三、单项选择

1. 以下说法错误的是 （ ）

①直接插入排序的空间复杂度为O(1)。

②快速排序附加存储开销为O(log2n)。

③堆排序的空间复杂度为O(n)。

④二路归并排序的空间复杂度为O(n),需要附加两倍的存储开销。

1. 以下不稳定的排序方法是 （ ）

①直接插入排序 ②冒泡排序 ③直接选择排序 ④二路归并排序

1. 以下稳定的排序方法是 （ ）

①快速排序 ②冒泡排序 ③直接选择排序 ④ 堆排序

1. 以下时间复杂性不是O(n2)的排序方法是 （ ）

①直接插入排序 ②二路归并排序 ③冒泡排序 ④直接选择排序

1. 以下时间复杂性不是O(nlog2n)的排序方法是 （ ）

①堆排序 ② 直接插入排序 ③二路归并排序 ④快速排序

1. 在文件局部有序或文件长度较小的情况下，最佳的排序方法是 （ ）

①直接插入排序 ② 冒泡排序 ③ 直接选择排序 ④归并排序

1. 对于大文件的排序要研究在外设上的排序技术，即 （ ）

①快速排序法 ② 内排序法 ③外排序法 ④ 交叉排序法

8．排序的目的是为了以后对已排序的数据元数进行（ ）操作。

①打印输出 ②分类 ③ 合并 ④查找

9．当初始序列已按健值有序时，用直接插入算法进行排序，需要比较的次数为（ ）

①n-1 ②log2n ③ 2log2n ④n2

10.快速排序在最坏的情况下的时间复杂度是 （ ）

①O(log2n) ②O(nlog2n) ③ O(n2) ④O(n3)

11.具有24个记录的序列，采用冒泡排序至少的比较次数是 （ ）

①1 ②23 ③ 24 ④ 529

12．用某种排序方法对序列（25，84，21，47，15，27，68，35，20）进行排序，记录序列的变化情况如下：

25 84 21 47 15 27 68 35 20

15 20 21 25 47 27 68 35 84

15 20 21 25 35 27 47 68 84

15 20 21 25 27 35 47 68 84

则采取的排序方法是 （ ）

①直接选择排序 ②冒泡排序 ③快速排序 ④二路归并排序

13．在排序过程中，健值比较的次数与初始序列的排列顺序无关的是 （ ）

①直接插入排序和快速排序 ②直接插入排序和归并排序

③直接选择排序和归并排序 ④快速排序和归并排序

14．（ ）方法是从未排序序列中依次取出元素与已排序序列中的元素作比较，将其放入已排序序列的正确位置上。

①归并排序 ② 插入排序 ③快速排序 ④选择排序

15（ ）方法是从未排序序列中挑选元素，并将其依次放入已排序序列的一端。

①归并排序 ②插入排序 ③ 快速排序 ④选择排序

16．（ ）方法是对序列中的元素通过适当的位置交换将有关元素一次性地放置在其最终位置上。

①归并排序 ②插入排序 ③快速排序 ④选择排序

17．将上万个一组无序并且互不相等的正整数序列，存放于顺序存储结构中，采用（ ）方法能够最快地找出其中最大的正整数。

①快速排序 ②插入排序 ③ 选择排序 ④ 归并排序

18一般情况下，以下四种排序方法中，平均查找长度最小的是 （ ）

①归并排序 ②快速排序 ③选择排序 ④插入排序

19．以下四种排序方法中，要求附加的内存容量最大的是 （ ）

①插入排序 ②选择排序 ③快速排序 ④归并排序

20已知一个链表中有3000个结点，每个结点存放一个整数，（ ）可用于解决这3000个整数的排序问题且不需要对算法作大的变动。

①直接插入排序法 ②简单选择排序方法

③快速排序方法 ④堆排序方法

21．若用冒泡排序法对序列（18，14，6，27，8，12，16，52，10，26，47，29，41，24）从小到大进行排序，共要进行（ ）次比较。

①33 ②45 ③70 ④91

22．在任何情况下，快速排序方法的时间性能总是最优的。这种说法

①正确 ②错误

23．对一个由n个整数组成的序列，借助排序过程找出其中的最大值，希望比较次数和移动次数最少，应选用（ ）方法。

①归并排序 ②直接插入排序

③直接选择排序 ④快速排序。

四、简答及应用

1．对于给定的一组键值：83，40，63，13，84，35，96，57，39，79，61，15，分别画出应用直接插入排序、直接选择排序、快速排序、堆排序、归并排序对上述序列进行排序中各趟的结果。

2．举例说明本章介绍的各排序方法中那些是不稳定的？

3．相对于树形选择排序，直接选择排序和堆排序有何优点？

4．试比较直接插入排序、直接选择排序、快速排序、堆排序、归并排序的时、空性能。

5．判断下列两序列是否为堆？如不是，按照建堆的思想把它调整为堆，并用图表示建堆的过程。

（1）（3，10，12，22，36，18，28，40）；

（2）（5，8，11，15，23，20，32，7）。

6．对于下列一组关键字46，58，15，45，90，18，10，62，试写出快速排序每一趟的排序结果，并标出每一趟中各元素的移动方向。

7．已知数据序列为（12，5，9，20，6，31，24），对该数据序列进行排序，试写出插入排序和冒泡排序每趟的结果。

五、算法设计

1. 设计一个用链表表示的直接选择排序算法。
2. 写出非递归调用的快速排序算法。
3. 插入排序中找插入位置的操作可以通过二分法查找的方法来实现。试据此写一个改进后的插入排序方法。
4. 一个线性表中的元素为正整数或负整数。设计一个算法，将正整数和负整数分开，使线性表前一半为负整数，后一半为正整数。不要求对这些元素排序，但要求尽量减少交换次数。
5. 已知（k1,k2……，kn）是堆，试写一个算法将（k1,k2,……，kn,kn+1）调整为堆。按此思想写一个从空堆开始一个一个填入元素的建堆算法（题示：增加一个k n+1后应从叶子向根的方向调整）。
6. 设计一个用链表表示的直接插入排序算法。
7. **参考答案**
   1. 名词解释 （略）
   2. 填空题

1、数据表示 数据处理 2、机内表示

3、逻辑结构 逻辑结构上的基本运算 存储结构和运算 评价和选择

4、逻辑性 基本运算 5、存储

6、机外表示 逻辑结构 存储结构

7、处理要求 基本运算和运算 算法

8、数据 数据元素 数据项

9、元素 结点 顶点 记录

10、字段 域 11、数据元素 数据项

12、集合 线性结构 树形结构 图状结构

13、加工 引用 14、定义在S上的运算 S上运算

15、归纳 16、机内表示

17、存储结点 数据元素之间关联方式的表示 附加设施

18、顺序存储方式 链式存储方式 索引存储方式 散列存储方式

19、给定逻辑结构S的存储实现 存储映象

20、程序 算法设计

21、运行终止的程序可执行部分 伪语言算法 非形式算法

22、时空性能 算法分析 23、正确性能 易读性 健壮性 高效性

24、时间性能（或时间效率） 空间性能（或空间效率） 计算量 存储量

25、标准操作 标准操作 计算量

26、最坏情况时间复杂性 最坏情况时间复杂度 平均时间复杂性 平均时间复杂度

27、时间复杂性 时间复杂度 28、算法输入规模

29、作为该算法输入的数据所含数据元素的数目，或与此数目有关的其他参数

30、1 log2n n n2  2n 实际不可计算 高效

31、设计 实现

32、数据结构的定义 数据结构的实现 数据结构的评价 选择

33、数据的逻辑结构 34、线性结构 非线性结构

34、O（n2） 36、o(log2n)。

* 1. 单项选择题

1.② 2.① 3.② 4.③ 5.① 6.② 7.④ 8.③ 9.③

10.③ 11.② 12.② 13.④ 14.④ 15.②

* 1. 简答及应用
     1. 凡能被计算机存储、加工的对象通称为数据。

数据元素是数据的基本单位，在程序中作为一个整体而加以考虑和处理。换句话说，

数据元素被当作运算的基本单位，并且通常具有完整确定的实际意义。根据需要，数据

元素又被称为元素、结点、顶点或记录。

在很多情况下，数据元素又是由数据项组成的，但数据项通常不肯有完整确定的实际意义，或不被当作一个整体对待。在有些场合下，数据项又称为字段或域。它是数据的不可分割的最小标识单位。

从某种意义上说，数据，数据元素和数据实际反映了数据组织的三个层次，数据可由若干个数据元素构成，而数据元素又可由若干个数据项构成。

２、所谓逻辑关系是指数据元素之间的关联方式或称“邻接关系”。数据元素之间逻辑关系的整体称为逻辑结构。数据的逻辑结构就是数据的组织形式。关于逻辑结构的以下几点需特别注意：

（１）、逻辑结构与数据元素本身的形成、内容无关。

（２）、逻辑结构与数据元素的相对位置无关。

（３）、逻辑结构与所含结点个数无关。

由此可见，一些表面上很不相同的数据可以有相同的逻辑结构，因此，逻辑结构是数据组织的某种“本质性”的东西，是数据内部组织的主要方面。

　　　　３、逻辑结构反映数据元素之间的逻辑关系，而存储结构是数据结构在计算机中的表示，它包括数据元素的表示及其关系的表示。

　　　　４、一般地，运算是指在任何逻辑结构上施加的操作，即对逻辑结构的加工。一个运算的实现是指一个完成该运算功能的程序。

　　　　　　相同点：运算与运算的实现都能完成对数据的“处理”或某种特定的操作。

　　　　　　不同点：运算只描述处理功能，不包括处理步骤和方法，而运算实现的核心是处理步骤。

　　　　５、类Ｃ语言基本上是标准Ｃ语言的简化。类Ｃ语言与标准Ｃ语言的主要区别如下：

1. 局部量的说明可以省略（但形参表中及函数类型的说明需保留），重要的变量需在注解中用文字说明基类型和作用。
2. 分情形语句可以采用下述形式：

　switch

{ case 条件１：语句序列１；break;

case 条件2：语句序列2；break;

……

case 条件n：语句序列n；break;

default: 语句序列n+1;

}

其中“default: 语句序列n+1;”可以省略。

1. 不含goto语句，增加了一个出错处理语句error（字符串），其功能是终止它所在算法的执行并回送表示出错信息的字符串。
2. 输入输出语句有：

输入语句 scanf([格式串]，变量度，……，变量n);

输出语句 printf([格式串]，变量度，……，变量n);

(５) 类Ｃ语言的形参书写比标准Ｃ语言简单，如int abc (int a,int b,int c)可以简写为 int abc(int a,b,c)。

　　　五．算法设计

　　　　１．（１）int locate(dataytpe A[1..n],dateytpe k)

{ i=n;

while ((I<=n)&&(A[i]!=k)) I++;

if (I<=n) return(i);

else return(o);

}

当查找不成功时，总是比较n+1次，所以，最坏时间复杂性为n+1。其量

T（n）=O(n).

（２）Void CZ\_max(datatype A[n],x,y)

{ x=A[1]; y=A[1];

for(I=2;I<=n;I++)

if(x<A[i]{y=x;x=A[i];} /\*替换最大值\*/

else if(y<A[i] y=A[i]; /\*替换次最大值\*/

}

若经条件判断语句为标准操作，则最坏情况时间复杂性为n-1。其量级为

T(n)=O(n).

第二章 参考答案

1. 名词解释 （略）
2. 填空题

1、结点 起始 终端 序号 位置 前趋 后趋

2、（） ф

3、前趋 前趋 后趋 后趋

4、线性 5、线性 长度 表长 6、空表

7、初始化INITLATE（L） 求表长LENGTH（L） 读表长GET（L，i） 定位LOCATE

（L，X） 插入INSERT（L，X，i） 删除DELETE（L，i）

8、逻辑结构中相邻的结点在存储结构中仍相邻

9、b+（i-1）x k

10、L．data[j]=L．data[j-1]

11、n O(n) n/2 O(n)

12、L.data[j-2]=l.data[j-1]

13、n-1 o(n) (n-1)/2 O(n)

14、i=1 i≦L.last

15、O(n) O(1)

16、L.last L.data[i-1]

17、单链表 循环链表 双链表

18、指针 19，单链表

20、头结点 表结点

21、首结点 尾结点 任何信息、特殊标志 表长

22、头结点 头结点

23、t=malloc(size) t->next=NULL

24、p=haed p=p->next

25、(p->next!=NULL)&&(j<I)

26、(p->next!=NULL)&&(p->data!=x)

27、(p!=NULL)&&(p->next!=NULL) p->next

28、mailloc(size) p->next

29、insert\_lklist(head,x,I) I++ n(n-1)/2 O(n2)

30、p=q p->next=NULL O(n)

31、单向循环链表（简称循环链表） 双向循环链表（简称双链表）

32、NULL 头结点 33、双链表

34、字符数组 赋值 35、空 ф 非空 字符

36、长度 相同 子 主 37、非紧缩 紧缩

38、结点大小 不属于字符集的特殊符号

1. 单项选择题

1、②2、①3、①4、②5、①6、②7、③8、③9、④

10、②11、④12、③13、⑤14、④15、③16、①17、②18、③

19、④20、④21、④22、223、②24、③25、④26、②27、③

28、④29、①30、④31、②32、②33、④34、④35、③36、③

37、②38、③39、②40、①41、④

1. 简答及应用

1、线性表的数据元素的类型为datatype，则在语言上可用下述类型定义来描述顺序表：

const maxsize=顺序表的容量；

typedef struct

{ datatype data[maxsize]

int last;

}sqlist;

sqlist L;

数据域data是一个一维数组，线性表的第1，2……，n个元素分别存放在此数组的第0，1，……，last-1个分量中，数据域last表示线性表当前的长度，而last-1是线性表的终端结点在顺序表中的位置。常数maxsize称为顺序表的容量，从last到maxsize-1为顺序表当前的空闲区（或称备用区）。

Sqlist类型完整地描述了顺序表的组织。L被说明为sqlist类型的变量，即为一顺序表，其表长应写为L.last，而它的终端结点则必须写为 L.data[L.last-1]。

2、假设数据元素的类型为datatype。单链表的类型定义如下：

typedef struct node \*pointer

struct node

{datatype data;

pointer next;

};

typedef pointer lklist;

其中，①ponter是指向struct node类型变量的指针类型;②struct node是结构体类型规定一个结点是由两个域data和next组成的记录，其中data的结点的数据域,next是结点的链域；③lklist与pointer相同类型，用来说明头指针变量的类型，因而lklist也就被用来作为单链表的类型。

3、typedef struct dnode \*dpointer;

struct dnode

{datatype data;

dpointer prior,next;

}

typedaf dpinter dlklist;

链域prior和next分别指向本结点数据域data所含数据元素的直接前趋和直接后继所在的结点。所有结点通过前趋和后继指针链接在一起，再加上起标识作用的头指针，就得到双向循环链表。

4、顺序串的类型定义与顺序表类似，可描述如下：

　const maxlen=串的最大长度

typedef struct

{char ch[maxlen]

int curlen;

}string

5、链串的类型定义为：

const nodesize=用户定义的结点大小;

typedef struct node \*pointer;

struct node

{char ch[nodesize]

poinernext;

}

typedef pointer strlist;

当结点大小为1时，可将ch域简单地定义为：char ch

6、head称为头指针变量，该变量的值是指向链表的第一个结点的指针，称为头指针。头指针变量是用于存放头指针的变量。

为了便于实现各种运算，通常在单链表的第一个结点之前增设一个类型相同的结点，称为头结点。其它结点称为表结点。表结点中和第一个和最后一个分别称为首结点和尾结点。

头指针变量的作用：对单链表中任一结点的访问，必须首先根据头指针变量中存放的头指针找到第一个结点，再依次按各结点链域存放的指针顺序往下找，直到找到或找不到。头指针变量具有标识单链表的作用，故常用头指针变量为命名单链表。

头结点的作用：头结点的数据域可以不存储任何信息，也可以存放一个特殊标志或表长。其作用是为了对链表进行操作时，将对第一个结点煌处理和对其它结点的处理统一起来。

7、循环单链表、循环双链表。

8、空串和空格串：含0个字符的串称为空串，其长度为0。空格串是含有一个或多处空格字符组成的串，其长度不为0。

串变量和串常量：串常量在程序的执行过程中只能引用不能改变而串变量的值在程序执行过程中是可以改变和重新赋值的。

主串和子串：一个串中任意个连续字符组成的子序列称为该串的子串，该串称为它的所以子串的主串。

串变量的名字与串变量的值：串变量的名字表示串的标识符；串变量的值表示串变量的字符序列。

9、(a)A+B “ mule”

(b)B+A “mule ”

(c)D+C+B “myoldmule”

(d)SUBSTR(B,3,2) “le”

(e)SUBSTR(C,1,0) “ ”

(f)LENGTH(A) 2

(g)LENGTH(D) 2

(h)INDEX(B,D) 0

(i)INDEX(C,”d”) 3

(j)INSERT(D,2,C) “myold”

(k)INSERT(B,1,A) “m ule”

(l)DELETE(B,2,2) “me”

(m)DELETE(B,2,0) “mule”

10、REPLACE(S,SUBSTR(T,7,1),SUBSTR(T,3,1));CONCAT(S,”y”);

1. 算法设计
   1. 分析：(1)当A、B表都不为空时，比较A，B表中各元素对应位置的内容的大小，进而判断A，B的大小。

(2)当A，B表都不为空时，且A，B表中各各元素对应位置的内容相同时，比较A，B的长度，进而判断A，B的大小或是否相等。

const maxsize=顺序表的容量;

typedef struct

{int data[maxsize]

int last;

}sqlist;

int CMP\_sqlist(sqlist A ,sqlist B)

{ for (i=0;(i<A.last)&&(I<B.last));i++}

{ if(A.data[i]<B.data[i])return(-1);

if(A.data[i]>B.data[i])return(1);

}

if(A.last= =B.last) return(0);

else if(A.last>B.last) return(1);

else return(-1);

}

2、(1)定位LOCATE(L，X)

在带头结点类单链表上实现的算法为：

int locate\_lklist(lklist head,datatype x)

/\*求表head中第一个值等于x的的序号，不存在这种结点时结果为0\*/

{p=head->next;j=1; /\*置初值\*/

while((p!=NULL)&&(p->data!=x))

{p=p->next;j++}/\*未达表结点又未找到值等于X的结点时经，继续扫描\*/

if (p->data = =x) return(j);

else return(0);

}

在无头结点的单链表上实现的算法为：

int Wlocate(lklist head,datatype X)

/\*求表head中第一个值等于x的结点的序号。不存在这种结点时结果为0\*/

{p=head; j=1; /\*置初值\*/

while((p!=NULL)&&(p->data!=x))

{p=p->next;j++}/\*未达表结点又未找到值等于X的结点时经，继续扫描\*/

if( p->data = =X) return(j);

else return(0);

}

(2)按序号查找find(L,i)

在带头结点的单链表上实现的算法为：

pointer find\_lklist(lklist head , int i);

{ j=1; p=head->next;

while((j<1)&&(p!=NULL)){p=p->next; j++}

if(i= = j) return(p);

else return(NULL);

}

在无头结点的单链表上实现的算法为：

pointer find\_lklist(lklist head , int i);

{ j=1; p=head;

while((j<1)&&(p!=NULL)){p=p->next; j++}

if(i= = j) return(p);

else return(NULL);

}

(3)、插入INSERT(L，X，i)

在带头结点单链表上实现的算法为：

void insert\_lklist(lklist head,datatype x,int I)

/\*在表haed的第i个位置上插入一人以x为值的新结点\*/

{p=find\_lklist(head,i-1); /\*先找第i-1个结点\*/

if(p= =NULL)reeor(“不存在第i个位置”)/\*若第i-1个结点不存在，退出\*/

else{s=malloc(size);s->data=x /\*否则生成新结点\*/

s->next=p->next /\*结点\*p在链域值传给结点\*s的链域\*/

p->next=s; /\*修改\*p的链域\*/

}

}

在无头结点的单链表上实现的算法为：

void Winsert(lklist head,dataytpe X,int i)

/\*在表haed的第i个位置上插入一人以x为值的新结点\*/

{if(i<=0) error(“i<=0”);

else{ s=malloc(size);s->data=X; /\*否则生成新结点\*/

if(i= =1){s->next=head;head=s;}

else{ p=wfind\_lklist(lklist head,i-1);

if(p= =NULL) error(“i>n+1”);

else{s->next=p->next;p->next=s;}

}

}

(4)删除DELDTE(L,i)

在带头结点的单链表上实现的算法为：

void delete\_lklist(lklist head,int i) /\*删除表head的第i个结点\*/

{p=find\_lklist(head,i-1) /\*先找待删结点的直接前驱\*/

if((p!==NULL)&&(p->next!=NULL))/\*若直接前趋存在且待结点存在\*/

(q=p->next; /\*q指向待删结点\*/

p->next=q->next/\*摘除待结点\*/;

free(q);/\*释放已摘除结点q\*/

}

else error(“不存在第i个结点”)/\*否则给出相关信息\*/

}

在无头结点的单链表上实现的算法为：

void Wdelete(lklist head,int i)

/\*　删除表head的第i个结点，若该链表仅有一个结点时，赋该结点指针NULL\*/

{if(i<=0) error(“I＜＝0”

else{if(i= =0){q=head;head=head->next;free(q);}

else{p=wfind\_lklist(head,i-1);/\*找链表head中第i-1结点指针\*/

if(p!=NULL)&&(p->next!=NULL)

｛q=p->next; p->next=q->next; free(q);｝

else error(“不存在第I个结点”)；

｝

｝

｝

1. 分析：从第一个结点开始访问，只要是非空计数一次。

Int wlength\_lklist(lklist head)　　　/\*求表head的长度\*/

{p=head;j=0;

while(p!=NULL){p=p->next;j++;}

return(j); /\*回传表长\*/

｝

1. 设A,B,C均为无头结点单链表

分析：（1）当有序表A，B均非空时，找出两表中元素最小的一个元素，然后将此结点插入到C表中，重复上述步骤。

（2）当A，B两表有一个为空表时，将另一表中元素顺序地插入到C表中。

（3）由于C按递减排序，因此在C表中插入元素时，应始终插入到C表表头。

Lklist Wlink\_lklist(lklist A,lklist B)

{ while((A!=NULL)&&(B!=NULL))

if(A->data<b->data){p=A;A=A->next;}

else

p->next=C;C=p;

}

if(A= =NULL) A=B;

while(A!=NULL)

{p=A;A=A->next;

p->next=C;C=p;}

return(C);

}

1. 分析：（1）当有序表A、B均非空时，依次分别从A、B表头部取下结点，插入C表中。

　　　　（2）当A、B两表有一个为空表时，将非空表插入到C表尾部。

设A，B，C均为带头结点的单链表

lklist HB\_lklist(lklist A,lklist B)

{ C=A;

A=A->next;B=B->next; //去除头结点

While((A!=NULL)&&(B!=NULL))

{p->next=A;p=p->next;A=A->next;

p->next=B;p=p->next;B=B->next;

}

if((B= =NULL)&&(A!=NULL)) p->next=A;

else if((A= =NULL)&&(B!=NULL)) p->next=B;

Return(c);

}

1. 分析：从有序表的尾部开始依次取元素与插入元素比较，若大于插入元素，此元素后移一位，再取它前面一个元素重复上述步骤；则将待插入元素插入。

Void CR(datatype A[],datatype X,int elenum)

{ i=elenum-1;

while((i>=0)&&X<A[i]){A[i+1]=A[i];I--}

A[i+1]=X;

Elenum=elenum+1;

}

算法的时间复杂度为O（n）。

1. 分析首先从表头开始查找待插入位置的直接前趋，找到后插入待插结点。

/\*设L表带头结点\*/

Void CR\_lklist(lklist L,datatype x)

{q=L;p=q->next;

while((p!=NULL)&&(p->data<x)){q=p;p=p->next;}/\*查X插入位置q\*/

s=malloc(size);s->data=s;

}

1. (1)顺序表

分析：将顺序表的第一个元素与最后一个元素互换，第二个元素与倒数第二个元素互换。

Void NZ\_sqlist(sqlist A)

{for{i=0;i<((A.last-1)/2);i++}

{x=A.data[i];

A.data[i]=A.data[A.last-i-1];

A.data[A.last-i-1]=x;

}

}

(2)单链表

分析：将原单链表的元素依次取出，再插入另一个单链表的头部。

设该单链表为无头结点，s为指向表的第一个结点的指针。

Void NZ\_lklist(lklist s)

{p=NULL; /\*p指向当前结点的前趋结点\*/

while(s!=NULL)

{ q=s;s=s->next; /\*将原单链表的元素依次取出到q\*/

q->next=p;p=q; /\*再插入另一个单链表p的头部\*/

}

s=p; /\*s指向新单链表的第一个结点\*/

}

1. 分析：A与B的交是指A与B的相同部分元素，即那些在A中出现又在B中出现的元素。由于A、B是有序表，故从表头开始依次比较当前指针所指元素的值是否相同，若相同，在C表中插入该元素，然后将两个表的指针后移，否则指向较小元素的指针后移。重复上述步骤，直到A，B表中有一个表到表尾。

(1)顺序表

sqlist HDZ\_sqlist(sqlist A,sqlist B)

{ t=0;j=0;k=0;

while((t<=A.last-1)&&(j<=B.last-1))

switch{ case A.data[i]<B.data[j];i++;break;

case A.data[i]>B.data[j];j++;break;

case A.data[i]= =B.data[j];C.data[k]=A.data[i];k++;i++;j++;break;

}

C.last=k;

Return(c );

}

(2)单链表（设带头结点）

lklist HDZ\_lklist(lklist A,lklist B)

{ C=initiate\_lklist();

r=C;p=A->next;q=B->next:;

While ((p!=null)&&(q!=null))

Switch

{ case p->data <q->data: p=p->next;break;

case p->data <q->data: q=q->next;break;

case p->data==q->data;

s=malloc(size);s->data=p->data;

s->next=r->next; r->next=s;

r=s; p=p->next;q=q->next;

}

return(c);

}

10.分析：①在有序表B、C中找出相同元素X；

②若X在表A中出现则删除，否则转①；

③重复①②直到B、C表有一个表查找完毕。

1. 顺序表

void ASBC\_sqlist(sqlist A, sqlist B, sqlist C)

{I=0;j=0;k=0;

while ((j<B.last)&&(k<C.last))

switch

{case B.data[j]<C.data[k]:j++;break;

case B.data[j]<C.data[k]:k++;break;

case B.data[j]==C.data[k]:/\*B、C中找到相同元素\*/

{while((I<A.last)&&( A.data[I]<B.data[j]))I++;/\*在A中查找B、C表共有元素\*/

if (I>= A.last) return;

if (A.data[I]==B.data[j])/\*在A中存在B、C表共有元素，删除\*/

{for(t=I+1;t< A.last;t++) A.data[t-1]= A.data[t] A.last--;}

j++;k++;

}

}

}

1. 单链表（设含头结点）

void ASBC\_lklist(lklist A,lklist B,lklist C)

{pa= A ->next;q= A;

pb= B ->next;pc= C ->next;

while ((pb!=null)&&(pc!=null))

switch

{

case pb->data<pc->data: pb=pb->next;break;

case pb->data<pc->data: pc=pc->next;break;

case pb->data= =pc->data:/\* B、C中找到相同元素\*/

if(pa= =null)return;

if (pa->data= =pb->data)/\*在 A中存在 B、C 表共有元素，删除\*/

{q->next=pa->next; free(pa);pa=q->next;}

pb=pb->next;pc=pc->next;

}

}

}

11．分析设置两个指针，分别指向\*S及其后继，然后按循环链表特性，顺序往下查找\*s的

直接前趋，找到后删除；

void DELETE\_Xlklist(lklist S)

{p=s; q=p->next;

while (q->nest!=s)

{ p=q; q=q->next;}

p->next=s; free(q);

}

12．分析：在链表L中依次取元素，若取出的元素是字母，把它插入到字母B中，然后在L中删除该元素；若取出的元素是数字，把它插入到数字链D中，然后在L中删除该元素。继续取下一个元素，直到链表的尾部。最后B、D、L中分别存放的是字母字符、数字字符和其它字符。

设原表有头结点、头指针L，新建数字字符链D，字母字符链B，其它字符链R。

void DISM\_lklist(lklist L,lklist D,lklist B,lklist R)

{ D =malloc(size of(int)); D ->next= D; /\*建D循环链表头结点\*/

B =malloc(sizeof(char)); B ->next= B; /\*建B循环链表头结点\*/

p= L;q=p->next;

while(q!=null)

{if((q->data<=’9’)&&(q->data>=’0’))

{p->next=q->next; /\*在表L 中摘除q结点\*/

q->next= D ->next; D ->next=q; /\*将q结点插入D中\*/

q=p->next; /\*移动q指针\*/

}

else if (q->data<=’z’)&&(q->data>=’a’)||(q->data<=’z’)&&(q->data>=’a’))

{p->next=q->next; /\*在表L中删除q 结点\*/

q->next= B ->next; B ->next=q; /\*将q结点插入B中\*/

q=p->next; /\*移动q指针\*/

}else {p=q;q=p->next;} /\*移动q指针\*/

}

p->next=L;R=L; /\*使R为循环表\*/

}

13．分析：使用一维数组，数组下标表示元素的序号，数组值为1表示元素存在，数组

值为0表示此元素不存在。若累加数组的下标大于N，再从1开始继续累加数组值，直到

所有元素都输出。

Void JSP( int n, k, a[n])

{for(I=0;I<n;I++) a[I ]=1;

j=0;

for(I=0;I<n;I++)

{s=0;

while (s<l){j=(j%n) +1;

s=s+a[j-1];

printf(“%d”,j);a[j-1]=0;

}

}

14．（1）始化

dlklist initiate\_dlklist()

{t=malloc(size);

t->next =null;

t->prior=null;

return(t);

}

(2)定位（设含头结点）

int locate\_dlklist (dlklist head, datatype x)

/\*求表head中第一个值等于x 的结点的序号。不存在这种结点时结果为0 \*/

{p=head->next;j=1; /\*置初值\*/

while((p!=null)&&(p->data!=x))

{p=p->next;j++;} /\*未达尾结点又未找到值等于x的结点时继续扫描\*/

if (p->data = = x) return (j);

else return (0);

}

1. 插入（设含头结点）

void insert\_dlklist (dlklist head, datatype x, int I)

/\*在表head的第I 个位置上插入一个以x为值的新结点\*/

{p=head->next; j=1; /\*先找第I-1个结点\*/

while ((p!=null) &&(j<I-1))

if ((I-1)!=j) error(“不存在第I个位置”)/\*若第I-1个结点不存在，退出\*/

else {s=malloc(size);s->data=x;/\*否则生成新结点\*/

s->prior=p;

s->next=p->next;

p->next->prior=s;

p->next=s;

}

}

1. 删除（设含头结点）

void deldtd\_dlklist(dlklist head, int I) /\*删除表head的第i个结点\*/

{p=head->next;j=1; /\*先找第i个结点\*/

while((p!=null)&&(j<I)) {p=p->next;j++;}

if(I!=j) error(“不存在第I个位置”)/\*若第i个结点不存在，退出\*/

if(p!=null) /\*若直接前趋存在且待删结点存在\*/

{p->prior->next=p->next;

p->next->prior=p->prior;

free(p);/\*释放已摘除结点p\*/

}

else error(“不在存在第I 结点”) /\*否则给出相关信息\*/

}

15．分析：首先在链表中查找元素值为X的结点，若找到则让freq域的值增1；然后

依次和它的前趋的freq域值比较，若比前freq域值大，和前趋结点位置交换，直到比

前趋结点的freq域值小为止。

Typedef struct dfnode \*dfpointer;

Struct dfnode

{datatype data;

int freq;

dfpointer prior,next;

}

typedef dfpointer dflklist;

设该双链表含头结点。

Int LOCATE\_dflklist(dflklist L,datatype X)

{/\*定位值等于X的结点\*/

p=L->next; I=1;

while ((p!=null)&&(p->data!=X))

{o=p->next; I++;}

if ((p->data!=X||(p= = null)) error(“不存在值为X的结点 ”);

else { p->freq++; /\*令元素值为X的结点中freq域的值增1\*/

q=p->prior;

while((q!= L)&&(q->freq<p->freq))

{I=I-1;

p->prior->next=p->next; /\*摘除p\*/

p->next->prior=p->prior;

q->prior-<next=p /\*在q前插入p\*/

p->prior=q->prior;

p->next=q;

q->prior=p;

q=p->prior; /\*q重新指向p的前趋\*/

}

return(i);

}

16．分析：将X串的结点依次与Y串中的结点值比较，若找到第一个不在Y中出现的结点，则查找成功，返回该值。

设单链表无头结点

char CZC\_lklist (lklist X,lklist Y)

{p=x;

while (p!=null)

{q=Y;

while (q!=null)&&(q->data!=p->data) q=q->next;

if (q!=null) return(p->data);

else p=p->next;

}

return(‘＄’);

/\*若X中的字符都在Y中出现，则返回’＄’\*/

}

17.const maxlen=串的最大长度;

typedef struct

{char ch [maxlen];

int curlen;

} string;

int EQUAL\_string(string s,string t )

{ if (s.curlen!=t.curlen) return(0);

for (t=0; t<s.curlen; t++)

if (s.ch[t]!=t.ch[t] ) return(0);

return(1);

}

18.设单链表无头结点

const nodesize =用户定义的结点大小；

typedef struct node \*pointer;

struct node

{char ch;

pointer next;

}

typedef pointer strlist;

int EQULA\_strlist(strlist s ,strlist t )

{ while ((s!= null )&&(t!=null)&&(s->ch==t->ch))

{s=s->next;t=t->next;}

return((t= = null)&&(s= =null));

}

19．分析：首先判断串T是否为串S的子串，若串T是串S的子串对S中该子串逆置。

Int NZ\_strlist (strlist s,strlist t)

{p=s->next;t=t->next;q=s;

while(p!=null)

{pp =p ; tt =t; /\*判断串T是否为串S的子串\*/

while ((tt!=null)&&(pp!=null)&&(pp->ch= =tt->ch))

{pp=pp->next;tt=tt->next;}

if (tt==null) /\*串T是串S的子串对S中的该子串的位置\*/

{qq=q->next; /\* q是子串的第一个结点前趋pp是子串最后一个结点后继\*/

while(qq!=pp)

{g=qq; qq= qq->next;

q->next =pp; pp=g;

}

q->next=pp; /\*将该子串的前趋与逆置后的子串的相连\*/

return(1);/\*找到并逆置返1 \*/

}else {q=p;p=p->next;}

}

return(0);/\*找不到匹配的串返0\*/

}

20．Int index(char \*s, char \*t)

{l=LENGTH(s);k=LENGTH(t);

for (j=1;j<=l;j++)

{if (( l-j+1)>=k)

{ASSIGN(m,SUBSTR(s,j,k));

if (EQUAL(m,t )) return(j);

}else return(0);

}

}

1. 参考答案

一、名词解释（略）

二、填空题

1. 先进后出、后进先出，后进先出，进栈，入栈，退栈，出栈
2. 初始化InitStack(S)、进栈Push(S,X), 退栈Pop(S)，读栈顶Top(S),判栈空Empty(S)
3. 下溢
4. 上溢
5. 顺序、链接
6. 栈空、下溢、栈满、上溢
7. sq->top=0
8. sq->top++,sq->data[sq->top]
9. sq->data[sq->top],sq->top—
10. sq->top= =0
11. sq->top= =0,sq->data[sq->top]
12. ls=NULL
13. p->data=x,ls=p
14. p->data,free(p)
15. \*x=ls->data
16. 更小的“尺度”、递归
17. 队、队尾、队头
18. 队列初始化InitQueue(Q)、入队列EnQueue(Q,X)、出队OutQueue(Q,X)、判队列空EmptyQueue(Q)、读队头ead(Q,x)
19. 假溢出
20. sq->front=0
21. sq->front,sq->rear=(sq->rear+1)%maxsize,sq->data[sq->rear]=x
22. sq->rear,sq->fornt=(sq->rear+1)%maxsize,\*x= sq->data[sq->rear]
23. sq.rear= sq.front
24. sq.front,(sq.front+1)%maxsize
25. 队满、队空
26. lq->front=p,NULL
27. p->data,p,lq->rear=p
28. \*x,s->next
29. lq.rear= =lq.front
30. p=lq.front->next,\*x
31. n-1,读、写
32. 顺序、列序、行序、行、列
33. 特殊、稀疏
34. n(n+1)/2

35、 i(i-1)/2+j 当i≧j

　　　k=

j(j-1)/2+i 当i<j

36、n-t+1,(i-1)(2n-i+2)/2,j-i+1

(i-1)(2n-i+2)/2+j-i+1 当i<=j

k=

n(n+1)/2+1 当i>j

n(n+1)/2+1

37、　　　(i-1)/2+j 当i≧j

　k=

n(n+1)/2+1 当i<j

38、col<=a.nu,a.data[p].j,q++

39、col<=a.nu,cpot[col-1]+num[col-1],cpot[col]++

40、先进后出（后进先出）

41、先进先出（后进后出）

42、ls= =NULL,\*x=p->info

43、2230,2374

44、n-1

45、栈

46、EA+222,EA+117

47、lq->front->next= =lq->rear

48、540,108,M[3][10]

三、单项选择题

1、④2、①3、④4、①5、③6、②7、①8、③9、④10②、

11、②12、③13、①②14、②15、④16、①17、②18、③19、④20、①

21、②22、①23、③24、①25、②26、③27、②28、②29、②30、③

31、②32、②33、③34、②35、④

四、简答及应用

1、顺序栈类型定义如下：

#define sqstack\_maxsize 顺序栈的容量

typedef struct sqstack

{DataType data[sqstack\_maxsize];

int top

}SqStackTp

它有两个域：data和top。Data为一个一维数组，用于存储栈中元素，DataType为栈元素的数据类型。Top为int型，它的实际取值范围为0~sqstack\_maxsize－1。

2、链栈的类型定义如下：

typedef stuct node

{ DataType data;

struct node \*next;

}LstackTp;

单链表的第一个结点就是链栈栈顶结点，链栈由栈顶指针惟一确定。栈中的其它结点通过它们的next域链接起来不。栈底结点的next域为NULL。

3、顺序队列的类型定义如下：

#define maxsize 顺序栈的容量

typedef struct sqqueue

{DataType data[maxsize];

int fornt,rear

}SqQueueTp

SqQueueTp sq;

该类型变量有三个域：data,front,rear。其中data存储队中元素的一维数组。队头指针front和队尾指针rear定义为整型变量，实际取值范围为0~maxsize－1。

循环队列的类型定义如下：

#define maxsize　　　循环队的容量

typedef struct cycqueue{

DataType data[maxsize]

Int front,rear

}CycqueueTp;

CycqueueTp sq;

4、typedef struct linked\_queue

{ DataType data;

struct linked\_queue \*next;

}LqueueTp;

typedef struct queueptr

{ LqueueTp \*front, \*rear;

}QueptrTp;

QueptrTp lq;

5、#define maxnum　　　非零元素的容量

typedef struct node

{ int i,j ;　　/\*非零元素所在的行号、列号\*/

DataType v;　　/\*非零元素的值\*/

}NODE;

typedef struct spmatrix

{ int mu,nu,tu;　　/\*行数、列数、非零元素的个数\*/

NODE data[maxnum+1];/\*这里假定三元组的下标的起始值为1\*/

}SpMatrixTp

6、int length(CycqueueTp sq)

{len=(sq.rear-sq.front+maxsize)%maxsize;

return(len);

}

7、1234、4321、2143、3421、3241、1324、1432、1342、1243、3214、2134、2314、2341、2431

8、 i(2n-i+1)/2 当i<=j

f1(i)=

1. 当i>j

j 当i<=j

f2 (j)=

1. 当i>j

-n 当i<=j

c=

n(n+1)/2+1 当i>j

9、(1)k=2i+j-2; (i,j=1,2,…..n)

(2)i=ceil((k+1)/3) j=floor(k/3)+k mod 3

10、运行结果：ABCDEFGHIJKLM

MLKJIHGFEDCBA

11、借助栈将一个带头结点的单链表倒置。

12-

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| Top-> |  |  | Top-> |  |  | Top-> |  |  | Top-> |  |  | Top-> |  |  | Top-> |  |  |
|  |  |  |  |  |  |  |  |  |  | 1 | r’’’’ |
|  |  |  |  |  |  |  |  | 2 | r’’’ | 2 | r’’’ |
|  |  |  |  |  |  | 3 | r’’ | 3 | r’’ | 3 | r’’ |
|  |  |  |  | 4 | r’ | 4 | r’ | 4 | r’ | 4 | r’ |
|  |  | 5 | r | 5 | r | 5 | r | 5 | r | 5 | r |
|  |  |  |  |  |  |  |  |  |  |  |  |

调用f(5)前　　调用f(5)前　　调用f(4)前 调用f(3)前 调用f(2)前 调用f(1)前

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| Top-> |  |  | Top-> |  |  | Top-> |  |  | Top-> |  |  | Top-> |  |  |
|  |  |  |  |  |  |  |  |  |  |
| 2 | r’’’ |  |  |  |  |  |  |  |  |
| 3 | r’’ | 3 | r’’ |  |  |  |  |  |  |
| 4 | r’ | 4 | r’ | 4 | r’ |  |  |  |  |
| 5 | r | 5 | r | 5 | r | 5 | r |  |  |
|  |  |  |  |  |  |  |  |  |  |

返回f(1)后　　　　　返回f(2)后　　　返回f(3)后　　　　返回f(4)后　　　返回f(5)后

**五、算法设计**

1．本程序中，将客车类定义一个队KE，货车类定义一个队HE，过江渡船定义成一个栈DC。栈采用顺序存储结构，队采用链式存储结构。

#define sqstack\_maxsize 10

typedef struct sqstack

{DataType data[sqstack\_maxsize];

int top;

}SqStackTp;

typedef struct linked\_queue

{DataType data;

struct linked\_queue \*next;

}LqueueTp;

typedef struct queueptr

{LqueueTp \*front,\*rear;

}QueptrTp;

int InitStack(SqStackTp \*sq) {sq->top=0; return(1);}

void InitQueue (QueptrTp \*lp)

{LqueueTp \*p;

p=(LqueueTp \* )malloc(sizeof(LqueueTp));

lq->front=p;

lq->rear=p;

( lq->front)->next=NULL;

}

int QutQueue(QueptrTp \*lp,Data Type \*x)

{LqueueTp \*s;

if (lq->front==lq->rear) {error(“队空”);return(0);}

else {s=(lq->front)->nest;

\*x=s->data;

(lq->front)->next=s->next;

if (s->next == NULL) lq->rear=llq->front;

free(s);

return(1);

}

}

int EmptyQueue(QueptrTp lq)

{if (lq.rear==lq.front) return(1);

return(0);

}

int Push (SqStackTp \*sq , DataType x)

{ if (sq ->top = =sqstack\_maxsize-q) {return(0);}

else {sq ->top++; sq->data[sq->top]=x;

return(1);}

}

void main()

{ SqStackTp DC; //DC表示渡船

QueptrtTp KE ,HE; // KE表示客车E、HE表示货车

Int t ,j=0;

Initstack(DC);

Initqueue(KE);

Initqueue(HE);

While(DC.top<sqstack\_maxsize)

{j=o;

for (I=I;j<=4;I++) //先上4辆客车

if (!emptyqueue(KE)&&(DC.top <sqstack\_maxsize))

{ outqueue (&KE, &t);Push (&DC, t ); j++:}

for (I=j;I<5;I++) //再上1辆货车或客车不足时用货车补足

if (!emptyqueue(HE)&& (DC.top < sqstack \_maxsize))

{outqueue(&HE,&t); Push(&DC, t);j++;}

if (j<5) for (I=j;I<5;I++) // 当货车不足时用客车补足

if (!emptyqueue(KE)&&(DC.top <sqstack\_maxsize))

{outqueue(&KE,&t);Push (&DC,t ) ; j++}

else printf (“客车、货车合计不足10辆！”);

}

}

2.typedef struct dustack

{DataTypeelem[1:M];

int top0 ,top1;

}dustktp

void initstack (dustktp \***S ) /\***初始化\*/

{S->top0=0; S->top1=M+1;}

void push (dustktp \***S,DataType X, int I ) /**\*I指示是栈0或栈1入栈\*/

{if (S->top0= =s->top1-1)error(“栈满！”)；

else {if (I==0){s->top0++;S->elem[S->top0]=X;}

else {S->top1--; S->elem[S->top1]=X}

}

}

void pop(dustktp \***S, DataType \*X, int I ) /**\*I指示是栈0或栈1入栈\*/

{if (I==0)

{if (S->top0==0) error (“栈空！”)

else {\*X =S->elem[S->top0];S->top0--;}

}

else {if (S->top1= =M+1) error(“栈空！”)

else {\*X =S->elem[S->top1];S->top1++;}

}

}

3.void initqueue(lklist \*lq) **/**\*初始化\*/

{lq=malloc(size);

lq->next=lq;

}

void EnCycQueue(lklist \*lq ,DataType \*X) **/**\*入队列\*/

{ p=malloc(size);p->data=X;

p->next=lq->next;

lq->next=p;

lq=p;

}

void outqueue(lklist \*lq ,DataType \*X)  **/**\*出队列\*/

{if (lq->next=lq )error(“队空！”);

else{p=lq->next;q=p->next;}

if (q= =lq ) lq=p ;

p->next=q->next;\*X=q->data;

free(q);

}

4．设cycque[m]\ rear\quelen皆为全局变量

viod Enqueue (DataType cycque[m], DataType X)

/\*入队列\*/

{ if (quelen= =m+1) error(“队满!”);

else {real=(real+1)%(m+1);

cycque[real]=X;quelen++;

}

}

void outqueue(DataType cycque[m], DataType \*X)

/\*出队列\*/

{if (quelen ==0) error (“队空!”);

else { frone =(real- quelen +1+(m+1))%(m+1); /\*计算对头下标\*/

\*X=cycque [frone]; quelen--;

}

}

5. void trans\_mat \_trix(DateType a[m][n],SpMatrixTp b )

{p=0;

for (I=1; I<=m ; I++)

for (j=1; j<=n;j++)

if (a[I][j]) /\*非零元素\*/

{p++; /\*给三元组赋值\*/

b.data[p].i=I;

b.data[p].j=j;

b.data[p].v=a[I][j];

}

b.mu=m; b.nu=n; b.tu=p; /\*赋行数、列数和非0元素数\*/

}

6．本题首先判断三元组A，B表示的矩阵是否行列相同，若相同才能进行矩阵的加法

运算。若三元组表示的矩阵能进行相加运算，其思路如下：

若a,b表的指针均没有到表尾，重复下列步骤：

1. 若a表元素的i 域值小于b表元素的i域值，将a表当前元素插入到c表表尾， a表指针后移。
2. 若a表元素的i 域值大于b表元素的i域值，将b表当前元素插入到c表表尾， b表指针后移。
3. 若a表元素的i域值等于b表元素的i域值，又分以下几种情况讨论：

①若a表元素的j域值小于b表元素的j域值，将a表当前元素插入到c表表尾，a表指针后移。

②若a表元素的j域值大于b表元素的j域值，将b表当前元素插入到c表表尾，b表指针后移。

③若a表元素的j域值等于b表元素的j域值，若a,b表当前元素的v域值和非零，则在c表表尾播入元素的I\j域值等于a表当前元素的I\j域 的值，域v的值等于a,b表的域值的和，将a,b表当前指针后移。

(4) 若a表的指针没到表尾，b表的指针到表尾，将a表剩余元素依次插入到c表表尾，否则，将b表剩余元素依次插入到c表表尾.

SpMaterixTp trsxsum(SpMaterixTp a, SpMaterixTp b , SpMaterixTp c)

{if ( (a .mu=b. mu)&&(a.nu=b.mu)) /\*a，b为同行同列矩阵\*/

{c.mu=a.mu ;c.nu=a.nu; I=1; j=1; p=0;

if (a.tu&&b.tu) /\*a，b为非空矩阵\*/

{cola=a.data[I].i; rowa = a.data[I] .j; /\*取三元组a的元素的行、列下标\*/

colb= b.data[j].i; rowb =b.data[j] .j; /\*取三元组b的元素的行、列下标\*/

while ((I<=a.tu)&&(j<=b.tu))

switch

{cola <colb: /\*在c中，插入三元组a的元素\*/

p++; c.data [p] .i=a.data [I] .i;

c.data [p].j= a.data [I].j;

c.data [p] .v= a.data[I].v;

I++; break; /\*a元素后移\*/

Cola>colb: /\*在c中，插入三元组b的元素\*/

P++;c.data[p] .i=b.data [j] .i;

c.data [p].j= b.data [j].j;

c.data [p] .v= b.data[j].v;

j++; break; /\*b元素后移\*/

Cola =colb :

P++; /\*三元组 a，b的元素I域相等\*/

If (rowa<rowb) /\*在c中插入三元组a的元素\*/

{c.data[p].j=a.data [I].j;

c.data[p].j=a.data[j].j;

c.data[p].v=a.data[I].v; I++;

}

else if (rowa>rowb) /\*在c中插入三元组b的元素\*/

{c.data[p].i=b.data[j].i;

c.data[p].j=b.data[j].j;

c.data[p].v= b.data[j].v; j++;

}

else if (a.data[I].v +b.data[j].v)

/\*a中的元素和b中的元素I，j的域都相等且v域的和非零\*/

{c.data [p].i =a.data[I].i ;/\*在c中元素\*/

c.data[p].j=a.data[j].j;

c.data[p].v=a.data[I].v+b.data[j].v;

I++; j++;

} else {p--;I++;j++}; /\*a中元素和b中元素的I，j域都相等且v 域的和为零\*/

break;

} /\*swith结束\*/

}

if (I<=a.tu) /\*b表到表尾，将a表中剩余元素插入到C表中\*/

{p++; c.data[p].i =a.data[p].i; c.data[p].j=a.data[p].j;

c.data[p].v=a.data[p].v; I++;

else{ /\*a表到表尾，将b表中剩余元素插入到C表中\*/

p++; c.data[p].i=b.data[j].i; c.data[p].j=b.data[j].j;

c.data[p].v=b.data[j].v; j++;}

}c.tu=p; /\*c表赋非零元素个数\*/

}

7.设表达式已存入字符数组A[n]中。

Void prool(A[n])

{Initstack (d); I=0; flag =true;

while ((I<n)&&(flag))

{if （(A[i]=‘(’)||(A[I]=‘[’||(A[I]=‘{’)Push (s,A[I]);

else if （(A[i]=‘)’ ）||（A[Push (s,A[I]);

if (emptystack(s)) flag= false;

else{x=GetTop(s);

switch(a[I])

{case’}‘:if (x=’(’)pop (s);

else flag =false;

break;

case’]’:if (x=’[]’) pop(s);

else flag=false;

break;

case’}’:if (x=’{}’) pop(s);

else flag=false;

}}

I++;

}

}

8.int akm(int m ,int n)

{if (m= =0) return(n+1);

else if (n= =0) return(akm (m-1,1));

else return(akm(m-1,akm(m,n-1)));

}

9. int f(int m, int n )

{if (m\*n= =0) return(m+n+1);

else return(f(m-1,f(m,n-1)));

}

10. 用Knap(S,n)表示背包问题的解，这是一个布尔函数，其参数应满足 S>0,n≥1。背包问题如果有解，其选择只有两种可能：一种是选择的一组物品中不包含Wn，这样Knap(S,n)的解就是Knap(S,n-1)的解，另一种是选择中包含Wn，这时Knap(S,n)的解就是Knap(S-Wn,n)的解。另外可以定义：当S=0时，背包问题总有解，即Knap(0,n)=true ，只要不选择任何物品放入背包即可：当S〈0时，背包问题无解，即Knap(S,n)=false，因为无论怎样选择总不能使重量之和为负值，当S>0但n<1时，背包问题也无解，即Knap(S,n)=false，因为不取任何东西就要使重量为正值总是办不到的。从而，背包问题可以递归定义如下：

╭

| true, 当S=0

| false, 当S<0

Knap(S,n)= < false, 当 s>0且 n<1

| Knap(S,n-1)或Knap(S- ,n-1)， 当s>0 且 n>=1

|

上述递归定义是确定的，因为每递归一次n都减1，S也可能减少 ，所以递归若干次以后，一定会出现S≤0或者 n=0，无论哪种情况都可由递归出口明确定值。

Int knap(int s ,int n)

{if (s==0) return(1);

else if (s<0||(s>0&&n<1)) return(0);

else if (knap(s-w[n],n-1)){printf(“%d”,w[n]);return(1);}

else return(knap(s,n-1));

}

11.方法是先依次让单链表上的元素进栈，然后再依次出栈。

Void invert (lklist head)

{LstackTp s;

initstack(s);

p= head;

while (p<>null)

{Push (s,p->data);p=p->next;}

p=head;

while(not emptystack(s))

{pop(s,p->data); p=p->next;}

}

第六章 参考答案

一、名词解释（略）

二、填空题

1. 分支层次、根、直接前趋
2. 子孙、祖先
3. 空、只含根、非空左子树、非空右子树、非空左右子树
4. 2i-1
5. 2k-1
6. n2+1
7. 最大值、完全
8. floor(log2n)+1
9. 根、floor(i/2)、左孩子、右孩子、2i、右孩子、2i+1
10. 顺序、链式
11. 根
12. 根、root
13. 指向该结点的一个孩子、空指针NULL
14. 2n、n-1、n+1
15. 二叉链表、三叉链表
16. 虚结点
17. \*count++,countleaf(l->rchile,count)
18. 访问根结点、遍历左子树、遍历右子树
19. DLR、LDR、LRD、先根（或前序）遍历、中根（或中序）遍历、后根（或后序）遍历
20. 先根遍历、后根遍历、层次遍历
21. 非终端结点、终端结点
22. WPL（T）＝
23. i<k,x,T[j].wt,k+i,k+i,m+n,x,y
24. 第一
25. 先根
26. floor(n/2),l,n,floor(n/2)+1
27. 后面
28. 相同
29. 左子树、右子树、左子树、右子树
30. 树
31. 最短、较近
32. 2m-1
33. （A），（E、G、I、J、K、L、N、O、P、Q、R），（3），（4），（5），（J、K）（C）
34. 1、0
35. 树、二叉树
36. 只有一个根结点的树、空二叉树
37. n-1
38. n-2m+1
39. 5、答案见图 A B A C C

B A C C B A

C B A B

1. WPL＝165

　　　　　　　　　　　　　　　　62

　　　　　　　　　　　37　　　　　　　　　　25

　　　　　　19　　　　　　　　18　　 13　　　　　　　12

　　　10　　　　　9　　　　　　7　　　　　　6

　　　　　　5　　　　　4

41、m-1

42、本题有一定的难度，其求解方法如下：设总结点数为n度为0、1、2、3的结点数分别为n0,n1,n3,则有下面两个等式成立：

n=n0+n1+n2+n3 /\*结点数\*/

n-1=n1+2n2+3n3 /\*分支数\*/

　两式相减得 n0=1+n2+2n3=1+3+2x4=12 (12)

三、单项选择

1、①2、③3、④4、④5、②6、④7、③8、④9、③10、①

11、④12、②13、④14、①15、②16、①17、②18、④19、①20、②

21、④22、③23、①24、②25、②26、③27、③28、①29、②30、④

31、④32、②33、②34、③35、①36、③37、③

四、简答及应用题

1. 二叉链表的类型定义如下：

typedef struct btnode \*bitreptr;

struct btnode{ datatype data;

bitreptr lchild,rehild;

}

bitreptr root;

其中，data域称为数据域，用于存储二叉树结点中的数据元素；lchild 域称为左孩子指针域，用于存放指向本结点左孩子的指针（简称左指针）。rchild域称为右孩子指针域，用于存放指向本结点右孩子的指针（简称右指针）。

2．三叉链表与二叉链表的主要区别在于，它的结点比二叉链表的结点多一个指针域，该域用于存储一指向本结点双亲的指针。三叉链表的类型定义如下：

typedef struct ttnode \*ttnodeptr;

struct ttnode

{datatype data;

ttnodeptr lchild, rchild, parent;

}

ttnodeptr root;

3．typedef struct tagnode /\*表结点类型\*/

{int child; /\*孩子结点在表头数据组中的序号\*/

struct tagnode \*next;  **/**\*表结点指针域\*/

}node,\*link;

typedef struct /\*头结点类型\*/

{datatype data; /\*结点数据元素\*/

link headptr; /\*头结点指针域\*/

}headnode;

typedef headnode childlink[axnode]; /\*表头结点数组\*/

带双亲的孩子链表表示法，其类型定义与孩子链表类似，只需将头结点的定义改为：

typedef struct

{datatype data;

int parent;

link headptr;

}headnodel;

4．就图简答题4.1（a）中的二叉树

⑴根结点是A； ⑵叶结点是：D，F，J；

⑶G的双亲是：E； ⑷G的祖先是：A；

⑸G的孩子是：H； ⑹E的子孙是：F，G，H，I，J；

⑺E的兄弟是：B；C的兄弟是：C无兄弟；⑻结点B和I的层数分别是2，5；

⑼树的深度是：6； ⑽以结点G为根的子树的深度是：4；

⑾树的度数是：2。

就图简答题4.1(b)中的树

⑴根结点是A； ⑵叶结点是：D，F，G，H，I，J；

⑶G的双亲是：C； ⑷G的祖先是：A；

⑸G的孩子是：G无孩子； ⑹E的子孙是：H，I，J；

⑺E的兄弟是：D；C的兄弟是：B； ⑻结点B和I的层数分别是2，4；

⑼树的深度是：4； ⑽以结点G为根的子树的深度是：1；

⑾树的度数是：3。

5．(a)因为该图所示结构，有两个结点没有直接前趋，即有两个根结点，而树只能有一个根结点。

(b)因为找不到树的根结点，所以不满足树的定义。

(c)因为最上面一个结点的后继结点分不出两个不相交的子集，不满足树的定义。

6．答案见图简答题6所示。

7．答案见图简答题7-2所示。

8．先根序列：A B C D E F G H I J;

中根序列：B C D A F E H J I G;

后根序列：D C B F J I H G E A。

9．⑴二叉树中任意一个结点都无左孩子；

⑵二叉树中任意一个结点都无右孩子；

⑶至多只有一个结点的二叉树。

10．由后根遍历序列得到二叉树的根结点A（后根序列中最后一个结点）；在中序序列中，A的左力是A的左子树上的结点，A的右边是A的右子树上的结点；再到后根序列中找左子树和右子树的根结点，依次类推，直到画出该二叉树，如图简答题10所示。

11．答案见图简答题11-2所示。

12．先根序列：A B E F K L C G D H I J；

后根序列：E K L F B G C H I J D A；

层次序列：A B C D E F G H I J K L。

13．答案见图简答题13-2所示。

14．答案见图简答题14-2所示。

(a)(b)(c)(d)(e)

15.答案见图简答题15-1所示。

16．利用先根遍历方法查找结点\*A的直接后继：

当A->lchild<>NULL时，A的先根后继结点是A->lchild；否则，当A->rchild<>NULL时，A的先根后继结点是A->rchild。

16．利用先根遍历方法查找结点\*A的直接后继：

当A->lchild<>NULL时，A的先根后继结点是A->lchild；否则，当A->rchild<>NULL时，A的先根后继结点是A->rchild。

利用中根遍历方法查找结点\*A的直接后继：

当A->lchild<>NULL时，\*A的中根前趋是其左子树的“最右下结点”； 当A->rchild<>NULL时，\*A的中根后继是其右子树的“最左下结点”。

利用后根遍历方法查找结点\*A的直接前趋：

当A->rchild<>NULL时，A的后根前趋结点是A->rchild；否则，A->rchild<>NULL时，A的后根前趋结点是A->lchild；

17．本题的解题过程如下：

①由前根序列各A是二叉树的根结点；由中根序列知GDHBE是A的左子树中的结点，CIJF是A的右子树中的结点。

②由前根序列知B是A的左子树的根结点；由中根序列知GDH是B的左子树中的结点，E是B的右子树中的结点。

③由前根序列知D是B的左子树的根结点；由中根序列知G是B的左子树中的结点，H是B的右子树中的结点

④由前根序列知C是A的右子树的根结点；由中根序列知IJF是C的右子树中的结点（C的左子树为空）。

⑤由前根序列知F是C的右子树的根结点；由中根序列知IJ是F的左子树中的结点，（F的右子树为空）。

⑥由前根序列知I是F的左子树的根结点；由中根序列知J是F的右子树中的结点，（F的左子树为空）。

完整的二叉树如图简答题17所示。

18．第一步，先以给定的权值构造出哈夫曼树，如图简答题18所示。

第二步，假没规定哈夫曼树上所有的左指针用0表示，所有的右指针用1表示。

第三步，从根开始沿每一条通向叶子的路径上的数字，这些数字就是对应叶子结点所代表的字母的哈夫曼编码。8个字母所应的哈夫曼编码为：

7---0010 19---10

2---00000 6---0001

32---01 3---00001

21---11 10---0011

**图简答题18**

19．任意一棵二叉树只有先转换成完全二叉树后，才能用顺序存储结构进行存储。转换后的二叉树如图19-2所示。任意二叉树的顺序存储结构示意图如图19-3所示。

**图简答题19-2**

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| A | B | C |  | D |  | E |  |  | F |  |  |  | G | …… |

**图简答题19-3**

20．转换后的二叉树如图简答题20-2所示。

**图简答题20-2**

**五、算法设计**

1．⑴bitreptr PARENT(bitreptr BT, bitreptr p, datatype data) /\*调用前p为空指针\*/

{if(BT!=NULL)if(BT->data==X) return(p); /\*找到,返回其父结点\*/

else{p=BT;

PARENT(BT->lchild, p, X); /\*查找其左子树\*/

PARENT(BT->rchild, p, X); /\*查找其右子树\*/

}

}

⑵void CREATE(datatype X, bitreptr LBT, bitreptr RBT)

{ BT=malloc(size); /\*申请根结点\*/

　　BT->data=x;BT->lchild=LBT; BT->rchild=RBT;

}

(3)void DELLEFT(bitreptr BT,datatype X)

{if (BT!=null ) if (BT->data = X) {BT->lchild=null,BT->rchild=null;}

else{DELLEFT(BT->lchild,X); DELLEFT(BT->rchild,X);}

}

2.(1) ttnodeptr PARENT(ttndoeptr BT, datatype data)

{ if (BT!=null) if (BT->data = X) return (BT->patrnt); /\*找到，返回其父结点\*/

else {PARENT (BT->lchild,X);PARENT(BT->rchild,X);}

}

(2) void CREATE(datatype X, ttnodeptr LBT, ttnodeper RBT)

{BT=malloc(size); /\*申请根结点\*/

BT->data=x; BT->lchild=LBT; BT->rchild=RBT;

LBT->parent = BT; R BT->parent = BT;

}

(3)void DELLEFT(ttnodeptr BT,datatype X)

{if (BT!=null) if (BT->data ==X){ BT->lchild =null; BT->rchild=null;}

else {DELLEFT(BT->lchild ,X); DELLEFT(BT->rchild,X);}

}

3.采用递归方法，对每一个结点先求其左右子树的深度，取较大值加1作为此结点的深度。

Int depth (bitreptr BT)

{if (BT= =null)return（0);

else {l=hepth (BT->lchild);

r=hepth(BT->rchild);

return((l>r?l:r)+1);

}

4.按照题目要求，附加一个工作栈以完成对该树的非递归遍历，思路如下：

1. 每访问一个结点，将此结点压入栈，查看此结点是否有左子树，若有，访问左子树，转（1）执行。
2. 从栈弹出一结点，如果此结点有右子树，访问右子树并转第（1）步执行，否则转第（2）步执行。

Void preorder(datatype a[n],int n )

{ INISTACK(sd); /\*初始工作栈sd\*/

I=1; PUSH(sd,0);

If (i<=n)

{visite(a[I]); /\*访问此结点\*/

PUSH(sd,I);

J=2\*I; /\* 取左子树\*/

While(!EMPTY(sd)) /\*若栈sd 非空\*/

{while(j<=n) /\*若2I<=n,则该结点有左子树\*/

{PUSH(sd,j); /\*进栈\*/

I=j; j=2\*I; /\*取左子树\*/

Visite(a[I]); /\*访问此结点\*/

}

I=pop(sd); /\*出栈\*/

J=2\*I+1; /\*取右子树\*/

}

}

}

5.本题用递归方法，采用以下步骤：

1. 若t1和t2都是空树则等价；
2. 若t1和t2有一个为空树另一个非空树，则不等价。
3. 若t1和t2两个都是非空树且它们的值相等，比较它们的左、右子树。

Int same\_tree (bitreptr t1, t2)  
 {if ((t1= =null)&&(t2= =null)) return(1); /\*t1,t2都是空树\*/

Else if ((t1= =null)||(t2= =null)) return(0); /\*t1,t2只有一个空树\*/

Else if (t1->data = =t2->data) /\*t1和t2的值相等\*/

Return (same\_tree (t1->lchild, t2->lchild)&&

Same\_tree(t1->rchild,t2->rchild));

}

6.采用后根遍历递归访问的方法，交换每一个结点的左右子树。

Void exchg\_tree(bitreptr BT)

{if (BT!=null) /\*非空\*/

{exchg\_tree(BT->lchild); /\*交换左子树所有结点指针\*/

exchg\_tree(BT->rchild); /\*交换右子树所有结点指针\*/

p=BT->lchild; /\*交换根结点左右指针\*/

BT->lchild=BT->rchild; ->rchild =p;

}

}

7.设置一个栈用于装入查找结点的所有祖先。

栈的元素结构说明如下：

typedef struct

{bitreptr p;

int tag;

}snode;

int search(bitreptr T,datatype X)

{top =0; /\*栈s初置为0\*/

while ((T!=null)&&(T->data!=X)||(top!=0))

{while (((T!=null)&&(T->data!=X))

{top ++;

s[top ].p=T; s[top].tag=0; /\*结点入栈，置标志0\*/

T=T->lchild; /\*找左子树\*/

}

if (((T!=null)&&(T->data==X)) /\*找到\*/

{for (I=1;I<=top;I++)

printf (“%d\n”,s[I].p->data); /\*输出\*/

return(1);

}

else while ((top>0)&&(s[top].tag==1)) top --; /\*退出右子树已访问过的结点\*/

if (top>0){s[top].tag=1;T=s[top]; T=T->rchild;/\*置访问标志为1，访问右子树\*/

}

}

return(0);

}

8. （1） PARENT(T,X)的功能是查找值为X的结点的双亲。查找的方法是，在表头数组中依次顺序查看每个头结点的链域，查找是否含水量有值为X的结点，如有，则返回其结点的值。

Headnode parent (headnode T,datatype X ) /\*n表示树的结点数\*／

{k=0;

if (T[k].data= =X) return(null);　　／\*根结点值是Ｘ返回空值\*／

while (k<n)

{p=T[k].headptr; /\*取子树指针\*/

while (p!=null)

{j=p->child; /\*取孩子序号\*/

if (T[j].data= =X) return(T[k]); /\*查找到X，返回父结点\*/

p=p->next; /\*取下一个孩子\*/

}

k++;

}

return(null); /\*没有找到，返回空值\*/

}

（2）HILD（T，X，I）的功能是在树T中查找值为X的结点的第I个孩子。算法思路是：先在表头结点中查找值为X的结点，然后再由此结点的链表找第I个孩子，如找到则返回这个孩子的指针值。

Headnode child(headnode T,datatype X,int I)

{k=0;

while ((k<n)&&(T[k].data!=X)) k++; /\*在头结点中查找元素\*/

if (t[k].data= =X) /\*查找到元素X\*/

{j=0; p=T[k].headptr ; /\*取X结点第一个孩子\*/

while ((p!=null )&&(j<I)){j++; p=p->next;};/\*查找第I个孩子\*/

if ((p!=null)&&(j= =I)) return(p); /\*找到第I个孩子\*/

else return(null); /\*没找到，返回定指针\*/

}

else return(null); /\*没有找到结点X\*/

}

(3) DELETE(T,X,I)的功能是删除值为X的结点的第I个孩子。算法思路是：先在表头数组中查找值为X的结点。找到后再沿此结点的链表查找第I个孩子，如存在将其删除。

Void delete (headnode T,datatype X,int I)

{k=0;

while ((k<n)&&(T[k].data!=X))k++; /\*在头结点中查找元素\*/

if (k<=n) /\*查找到结点X\*/

{j=0; p =T[k].headptr;

q=p; /\*q为p的前趋\*/

while ((p!=null)&&(j<I){j++;q=p p=p->next;} /\*查第I个孩子\*/

if ((p!null)&&(j==I)) /\*找到第I个孩子\*/

{t=p->child; q->next=p->next;free(p); /\*删除第I个孩子结点\*/

while(t<n){T[t]=T[t+1];t++;}

}

else printf(“X没有第I棵子树”)；

}

else printf(“T中不存在结点X”)；

}

9．（1）用孩子兄弟链表为存储结构，实现PARENT（T，X）运算。

本题算法的思路是：①当根结点非空进栈；②当栈非空p=pop(s)(退栈操作)，取元素p的左子树T；③当T非空且值为X，返回双亲P。否则，若T非空，让T进栈，T取它的右子树，转③执行；④转②执行。

本题用到栈S存放查找到的每一个结点，栈中元素结构说明如下：

typedef struct {bitreptr p;}s[max\_size];

bitreptr PARENT(bitreptr T,datatype X)

{

if (t!=null)

{top =1; s[top].p=T; /\*若头结点非空，进栈\*/

while ((T!=null)||(top>0))

{p=s[top].p;topj--; T=p->rchild；/\*退栈\*/

while ((T->data!=X)&&(T->rchild!=null))

{top++;s[top].p=T; T=T->rchild;}

/\*若此结点值不为X，查找其兄弟域\*/

if ((T!=null)&&(T->data= =X))return(p) ;/\*找到返回其双亲结点\*/

}

}

return(null);

}

(2)用孩子兄弟链表为存储结构，实现CHILD（T，X，I）运算。

算法CHILD（T，X，I）的功能是查找结点X的第I个孩子。本算法在查找结点X时，同（1）基本思路相仿，只在找到结点X时，再查找它是否有第I个孩子。

Bitreptr CHILD(bitreptr T,datatype X,int I ) /\*用的栈S同（1）\*/

{if (T!=null)

{top =1; s[top].p =T; /\*若头结点非空，进栈\*/

while ((T!=null )||(top >0))

{whhile ((T!=null )&&(T->data==X))

{top ++; s[top].p=T; T=T->lchild } /\*若此结点值不为X，查找其左子树\*/

if ((T!=null)&&(T->data= =X))

{j=0; p=T->lchild ; /\*找到结点X，查找第I个孩子\*/

while ((p!=null)&&(j<I)){j++; p=p->rchild;}

if (j= =I) return(p); /\*找到返回结点\*p\*/

else return(null); /\*没有找到返回空指针\*/

}

while ((top>0)&&(s[top].p->rchild= =null)) top--;

if (top>0){T=s[top].p->rchild ;top--;}

}

}return(null);

}

(3) 用孩子兄弟链表为存储结构，现实DELETE（T，X，I）的运算。

Void DELETE(bitreptr T,datatype X,int I)

{if (T!=null)

{top=1; s[top].p=T; /\*若头结点非空，进栈\*/

while((T!=null)||(top>0))

{while ((T!=null)&&(T->data!=X)){top++;s[top].p=T; T=T->lchild;}

if (t->data= =X) /\*找到结点\*/

{j=o; p=T->lchild; /\*查找第I个孩子\*/

while ((p!=null)&&(j<I)){j++; T=p;p=p->rchild;}

if ((p!=null)&&(j= =I)

{T->rchild =p->rchild ;free(p);} /\*找到第I个孩子删除\*/

else printf(“ 没有找到第I个孩子”)；

return;

}

while((top>0) &&(T->rchild!=null))top--;

if (top>0){T=s[top].rchild;top--;}

}

printf(“没有找到结点X返回”)；

}

}

（4）.用静态双亲链表为存储结构，实现PARENT（T，X）运算。

静态双亲链表的类型定义如下：

#define size

typedef struct

{ datatype data; /\*数据域\*/

int parent; /\*双亲域（静态指针域）\*/

}node;

typedef node T[size]; /\*静态双亲链表\*/

node PARENT(node T[],datatype X) /\*n表示树的结点数\*/

{k=0;

while (k<n)

if (T[k].data= =X) if (T[k.parent ]>=0) return (null);

else {printf(“X在根结点”); return(null);}

else k++;

printf (“找不到Z结点”!); return(null);

}

(5)用静态双亲链表为存储结构，实现CHILD（T，X，I）运算。

算法CHILD（T，X，I）的功能是查找结点X的第I个孩子。本算法在查找结点X时，同（4）基本思路相仿，只在找到结点X时，再查找它是否有第I个孩子。

Node CHILD（node T[]，datatypeX，int I）

{k=0;

while (k<n)

if (T[k].data= =X)

{j=0;h=k;

while (++k<n)

if (T[k].parent= =h) if ((j= =I) return(T[k]);

else j++;

printf (“找不到X结点的第I个孩子！”); return(null);

}else k++;

printf(“找不到X结点！”);return (null);

}

(6)用静态双亲链表为存储结构，现实DELETE（T，X，I）运算。

Int DELETE（bitreptr T，datatypeX，int I）

{k=0;

while (k<n)

if (T[k].data= =X)

{j=0;h=k;

while (++k<n)

if (T[k].parent= =h)

If ((j= =I)

{while (k<(n-1)){T[k]=T[k+1]; k++;}

free(T(n-1)); return(!);}

else j++;

printf (“找不到X结点的第I个孩子！”); return(0);

}else k++;

printf(“找不到X结点！”);return (0);

}

10.(1) 需要设置一个栈，用于存放查找到的每一个结点。本题的思路是：当前的根

结点不空时，查找最左下的孩子，并将查找过的结点依次进栈，找到最左下孩子后，

输出该结点，然后转其右子树上，重复前面查找过程。

本题用到栈S存放查长到的每一个结点，栈中元素结构说明如下：

typedef struct{bitreptr p;}s[max\_size];

void inorder1(bitreptr T)

{ initstack(s);

while ((T!=null )||(not enpty(s)))

{while(T!=null){push(s,T);T:=T->lchild;} /\*向左下找下一个结点\*/

if (not empty(s))

{T=pop(s); /\*退出下一结点\*/

printf(“%datatype”,T->data); /\*访问\*/

T =T->rchild; /\*遍历右子树\*/

}

}

}

(2) 本题需用到栈，因此解法同（1）。

Viod inorder2(ttnodeptr T) /\*栈同（1）所设\*/

{initstack(s);

while ((T!=null)||(not empty(s)))

{while (t!=null){push(s,T);T:=T->lchild;} /\*向左下找下一个结点\*/

if (not empty(s))

{T=pop(s); /\*退出下一结点\*/

printf(“%datatype”,T->data); /\*访问\*/

T=T->rchild; /\*遍历右子树\*/

}

}

}

11.(1)本题用到栈的结构说明如下：

typedef struct

{ bitreptr p; //tag的说明：tag=0表示访问过左子树；

int tag; tag=1表示访问过右子树。

}snode;

因为本题要求对二叉树的后根序非递归启遍历，解决此问题的算法思路是：

1. 对任一非空结点，让此结点的标志tag=0,并进栈，到其左子树，转①执行。
2. 若左子树为空且栈非空，让栈顶点元素的标志tag=1，然后到其右子树，

转①执行。

1. 若栈非空且顶点的访问标志tag=1,访问此元素，退栈，转③执行；否则，栈非空，

转②执行。

Void postorderl(bitreptr T)

{top=0; /\*栈S初值为空栈\*/

while((T!=null)||(top!=0))

{while(T!=null)

{top++;s[top].p=T; /\*结点及访问标志入栈\*/

s[top].tag=0;T=T->lchild;} /\*找下一个结点\*/

while((top>0)&&(s[top].tag= =1)) /\*输出右子树已遍历结点\*/

{T=T[top].p;top--; /\*取一个结点并退栈\*/

printf(“%datatype”,T->data);} /\*访问\*/

if (top>0){s[top].tag=1;T=T->rchild;} /\*置访问右子树并赋指针\*/

}

}

⑵本题所用三叉结点结构如下：

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| mark | data | lchild | parent | rchild |

其中：mark=0表示已访问过该结点的左子树；

mark=1表示已访问过该结点的右子树；

mark=2表示已访问过该结点

void postorder2 ( ttnoderptr T) /\*T为三叉链表的二叉树 \*/

{ p=NULL; /\*p为T的双亲结点 \*/

do{

while(T!=NULL) /\*遍历左子树 \*/

{T->mark=0;p=T;T=T->lchild; /\*置访问标志，取左子树 \*/

T=p; /\*取其双亲结点 \*/

while((T!=NULL)&&(T->mark==1)) /\*访问所有右子树已访问结点 \*/

{ printf(“datatype”, T->data); /\*访问 \*/

T->mark=2;T=T->parent; /\*置已访问标志并取其双亲结点\*/

if(T==NULL) return; /\*根结点被访问，结束 \*/

else if(T->mark==0) /\*遍历其右子树 \*/

{T->mark=1;p=T;T=T->rchild;} /\*置标志，取右子树 \*/

}while(1); /\*继续循环 \*/

}

12．此问题所构造的一棵比较次数最小的判定树见图算法设计12．。

void tran(float score)

{if(score<=70)

if(score<=80) grade=’C’; /\*70~79 \*/

else if(score<=90) grade=’B’; /\*80~89 \*/

else grade=’A’; /\*90~100 \*/

else if(score>=60) grade=’D’; /\*60~69 \*/

else grade=’E’; /\*0~59 \*/

}

**图算法设计题12**

13．void preorder(bitreptr T)

{if (t!=NULL)

{printf(“%f”, T->data);

preorder(T->rchild);

preorder(T->lchild);

}

}

14．本算法要借用队列来完成，其基本思想是，只要队列不为空，就出队列，然后判断该结点是否有左孩子和右孩子，如有就依次输出左、右孩子的值，然后让左、右孩子进队列。

void layorder (bitreptr T)

{initqueue (q) /\*队列初始化\*/

if(T!=NULL)

{printf(“%f”, T->data);

enqueue (q, T); /\*入队列\*/

while (not emptyqueue (q) ) /\*若队列非空\*/

{outqueue (q, p) ; /\*出队\*/

if (p->lchild!=NULL)

{printf(“%f”, p->lchild->data);

enqueue (q, p->lchild); /\*入队列\*/

}

if (p->rchild!=NULL)

{printf(“%”, p->rchild->data);

enqueue (q, p->rchild); /\*入队列\*/

}

}

}

}

15．本算法的基本思想是：先求左子树的叶子数，再求右子树的叶子数，两都相加就是根结点的叶子数，也就是对应二叉树的叶子数。

int leafcount (bitreptr T) /\*求二叉树 T的叶子数\*/

{ if(T==NULL)leaf=0; /\*当二叉树为空时，叶子数等于0\*/

else if(T->lchild==NULL)&&(T->rchild==NULL)leaf=1

/\*当二叉树仅含一个根结点时，叶子数为1\*/

else{L=leafcount(T->lchild); /\*求左子树的叶子数\*/ （1）

R=leafcount(T->lchild); /\*求右子树的叶子数\*/ （2）

leaf=L+R; /\*左、右子树叶子数之和等于二叉树的叶子数\*/ （3）

}

return(leaf);

}

1. 参考答案

四、简答及应用

　1．作为静态查找表存储结构的顺序表的类型定义如下：

#define maxsize 静态查找表的表长 ;

typedef struct

{ keytype key ; /\* 关键字 \*/

…… /\* 其他域 \*/

} rec ;

typedef struct

{ rec item [ maxsize + 1 ] ;

int n ; /\* 最后一个数据元素的下标 \*/

} sqtable ;

静态查找表中的数据元素存放在上述数组的第1到第 n 个单元中，第 n+1　到最后一个单元为备用区，0或 n+1 单元被用于设置“岗哨”，以便简化查找运算的实现。

2．一棵二叉排序树（又称二叉查找树）或者是一棵空树，或者是一棵同时满足下列条件的二叉树：

1. 若它的左子树不空，则左子树上所有结点的键值均小于它根结点键值。;
2. 若它的右子树不空，则右子树上所有结点的键值均大于它根结点键值。;
3. 它的左、右子树也分别为二叉排序树。

3．开散列表的组织方式如下：设选定的散列函数为 H ，H的值域（即散列地址的集合）为0．．n – 1。设置一个“地址向量”pointer HP[ n ],其中的每个指针HP[ i ]指向个单链表用于存储所有散列地址为i 的数据元素,即所有散列地址为ii的同义词。每一个样的单链表称为一个同义词子表。由地址向量以及向量中的每个指针所指的同义词子表构成存储结构称为开散列表。这种开散列解决冲突的方法又称“拉链法”。开散列表类型定义如下：

typedef struct tagnode

{ keytype key ;

struct tagnode \*next ;

．．．．．．　　　　　　　　　　　　/\*其他其他域\*/

}\*pinter,nod ;

tyedef poiner openhah[n] ;

4．闭散列表是一个一维数组，其元素的类型与动态查找表中数据元素的类型一致：

　　#define maxsize　　闭散列表的容量

typedef struct

{ keytype key ;

．．．．．． /\*其他域\*/

} element ;

typedef element closehash[ maxsize ] ;

5．闭散列表是一个大小固定的一维数组，解决冲突的基本思想是在需要时为每个键值K生成一个散列地址序列d0，d1，…，di，…，dm-1。其中d0=H(K)是K的散列地址；所有di(0<i<m)是后继散列地址。当插入K时，若位置d0=H(K)上的结点已被别的数据元素占用，则按上述地址序列依次探测，将找到的第一个空闲位置di作为K的存储位置。若所有后继散列地址都不空闲，说明该闭散列表已满（溢出）。相应地，查找或删除K时将按同样的后继地址序列依次查找。查找成功时回送该位置或删除该位置上的数据元素（实际上是对该结点加以标记）；查找不成功时回送一个特殊标志。

6.对地址单元d = H ( K ) ,如发生冲突，以d为中心在左右两边交替进行探测。按照二次探测法，键值K的散列地址序列为：

d0 = H ( K ) ,

d1 = (d0 + 12 ) mod m ,

d2 = (d0-12 ) mod m ,

d3 = (d0 + 22 ) mod m ,

d4 = (d0 - 22 ) mod m ,

……

7．此法要求设立多个散列函数Hi, i= 1 , …, k 。当给定值K与闭散列表中的某个键值是相对于某个散列函数Hi的同义词因而发生冲突时，继续计算该给定值K在下一个散列函数Hi+1下的散列地址，直到不再产生冲突为止。

8．散列表由两个一维数组组成。一个称为基本表，另一个称为溢出表。插入首先在基本表上进行；假如发生冲突，则将同义词存入溢出表。

9．假设长度为20的有序序列为（ a1 , a2 , … , a20 ）,按二分查找法得到的判定树如图简答题9所示。

成功平均查找长度为：（ 1 + 2 \* 2 + 3 \* 4 + 4 \* 8 + 5 \* 5 ）/ 20= 74 /20 = 3.7

10．

01 02 03 04 05 06 07 08 09 10 11 12 13 14 15 16

①006 087 155 188 220 465 505 508 511 586 656 670 700 766 897 908

↑ ↑ ↑

low mid hig

②006 087 155 188 220 465 505 508 511 586 656 670 700 766 897 908

↑ ↑ ↑

low mid hig

③006 087 155 188 220 465 505 508 511 586 656 670 700 766 897 908

↑ ↑ ↑

low mid hig

（成功）

11．分析：平衡二叉树AVL要求二叉树上任何一个结点的平衡因子为-1，0，1，如有一个元素的平衡因子不是-1，0，1，此二叉树就不是平衡二叉树，必须通过调整把此二叉树变成平衡二叉树。平衡二叉树是二叉树排序树（对结点数结点相同的二叉树）平均查找次数最小的一种二叉树。

答案见图简答题 11（1）（2）所示。成功平均查找长度为：ASL=( 1 +2 \* 2 + 3 \* 4 + 4 \* 4 ) / 11 = 33 /11 = 3 .

12．分析：开散列表上查找失败的平均查找次数的计算方法，是对每一种情况（即一个下标）计算查找失败次数的总和除以表的长度，即（3 + 1 + 2 + 2 + 1 + 4 + 3 + 3 + 1 + 2 + 1 +1 + 1 + 1 ）/ 14 ≈2。

闭散列表查找失败的平均查找次数的计算方法，是对每一种情况（即每一个下标）计算查找失败次数的总和除以表的长度，即（5+4+3+2+1+9+8+7+6+5+4+3+2+1）/14 = 60/14≈4。

开散列表见图简答题12-1。

闭散列表见图简答题12-2。

0 1 2 3 4 5 6 7 8 9 10 11 12 13

Apr | Aug | Dec | Feb | | Jan |Mar | May | Jun | Jul | Sep | Oct | Nov |

1 2 1 1 1 1 2 4 5 2 5 6

图简答题12-2闭散列表

开散列表上查找成功的平均查找长度：

ASL =（1+2+1+1+1+2+3+1+2+1+2+1）/12 = 18/12 = 1.5

开散列表上查找不成功的平均查找长度：

ASL =（3+1+2+2+1+4+3+3+1+2+1+1+1+1）/14 = 26/14≈2

闭散列表上查找成功的平均查找长度：

ASL =（1+2+1+1+1+1+2+4+5+2+5+6）/12 = 31/12≈2.6

闭散列表上查找不成功的平均查找长度：

ASL =（5+4+3+2+1+9+8+7+6+5+4+3+2+1）/14 = 60/14≈4

13．开散列表见图简答题13。

查找成功的平均查找长度为：（4\*2+8）/ 12 = 4/3。

14．衡量算法的标准有很多，时间复杂度只是其中之一。尽管有些算法时间性能很好，但是其他方面可能就存在着不足。比如散列查找的时间性能很优越，但是需要关注如何合理地构造散列函数问题，而且总存在着冲突等现象，为了解决冲突，还得采用其他方法。

二分查找也是有代价的，因为事先必须对整个查找区间进行排序，而排序也是费时的，所以常应用于频繁查找的场合。对于顺序查找，尽管效率不高，但却比较简单，常用于查找范围较小或偶而进行查找的情况。

五、算法设计

1．分析：将岗哨设置在高下标端，表示从线性表低端查找时，在不成功的情况下，算法自动在岗哨处终止。另外，在等概率前提下，查找成功的平均查找长度等于每一个元素查找次数之和除以结点总数。

Int sqsearch0 (sqtable A,keytype X) /\*数组有元素n个\*/

{ i=1; A.item[n+1].key=X; /\*设置哨兵\*/

while (A.item[n+1].key!=X) i++;

return (i% (n+1)); /\*找不到返回0，找到返回其下标\*/

}

查找成功平均查找长度为：（1+2+3+…+n）/ n =（1+n）/ 2。

查找不成功平均查找长度为：n+1。

2．（1）int sqsearch1 (sqtable A,keytype X) /\*数组有元素n个\*/

{ i=1; a.item[n+1].key!=X; /\*设置哨兵\*/

while (A.item[n+1].key!=X) i++;

if ( (i!=1)&&(i<n+1))

{ temp=A.item[i].key;

A.item[i].key=A.item[i-1].key; /\*结点i-1和i交换\*/

A.item[i-1].key=temp;

i--;

}

return (i% (n+1));

}

（2）lklist lksearch2 (lklist head,dataytpe X)

{ p=head->next;

q=head;

r=NULL; /\*r是q的前趋，q是p的前趋\*/

while ((p!=NULLl)&&(p->data!=X)) {r=q;q=p;p=p->next;} /\*搜索结点X\*/

if ((p!=head->next)&&(p!=NULL))

{q->next=p->next;p->next=q;r->next=p;} /\*交换q，p结点顺序\*/

return (p);

3．分析：在等查区间的上、下界处设两个指针，由此计算出中间元素的序号，当中间元素大于给定值X时，接下来到其低端区间去查找；当中间元素小于给定值X时，接下来到其高端区间去查找；当中间元素等于给定值X时，表示查找成功，输出其序号。

Int binlist (sqtable A,int s,t,keytype X) /\*t、s分别为查找区间的上、下界\*/

{ if(s<t) return(0); /\*查找失败\*/

else

{ mid=(s+t)/2;

switch(mid)

{ case x<A.item[mid].key: return(binlist(A,s,mid-1,X)); /\*在低端区间上递归\*/

case x==A.item[mid].key: return(mid); /\*查找成功\*/

case x>A.item[mid].key: return(a,mid+1,t,X)); /\*在高端区间上递归\*/

}

}

}

4．分析：采用递归方法，从根结点开始查找结点p，若查询结点是所要找的结点，返回其深度h0。否则，到左、右子树上去找，查找深度加1。

int find1 ( birtreptr T , p , int h0 )

/\*在二叉树排序树T中查找结点p的层次，若不在时返回空值。h0为根结点T的层次\*/

{ if ( p == NULL ) return ( 0 ) ; /\* 没找到，返回0 \*/

if( p ==T) return( h0 ) ; /\* 找到 \*/

else if (p -> data < T -> data ) return( find1( T ->lchild,p,h0) +1) ; /\* 到左子树去找 \*/

else return ( find1 ( T -> rchild,p,h0) + 1); /\* 到右子树去找 \*/

}

int find2( birtrptr T, p ) { return ( find1 ( T, p,1 ) ) ; }

5．分析：根据题目要求分下面情况进行讨论：

1. 若A为根结点，则A为公共祖先；
2. 若A->data<T->tata且T->data<B->data,T为公共祖先；
3. 若A->data<T->data且B->data<T->data或A->data>T->data且B->data>T->data,则到T的左右子树去查找。

bitreptr ANS (bitreptr T,A,B) /\*T为二叉排序树的根结点\*/

{ if (T==NULL) return (NULL); /\*不存在\*/

else if ((A->data<T-V>data)&&(T->data<B->data)|| /\*T为公共祖先\*/

(A->data==T->data)) return (T);

else if ((A->data>T->data) return (ANS(T->rchild,A,B)); /\*到右子树上查找\*/

else return (ANS(T->lchild,A,B)); /\*到左子树上查找\*/

}

6．分析：对二叉排序树来讲，其中根遍历序列为一个递增有序序列。因此，对给定的二叉树进行中根遍历，如果始终能保证前一个值比后一个值小，则说明该二叉树是二叉排序树。

int bsbtr (bitreptr T) /\*predt记录当前结点前趋值，初值为-∞\*/

{ if (T==NULL) return(1);

else {b1=bsbtr(T->lchild); /\*判断左子树\*/

if (!b1 || (predt>=T->data)) return(0); /\*当前结点和前趋比较\*/

predt=T->data; /\*修改当前结点的前趋值\*/

return(bsbtr(T->rchild)); /\*判断右子树并返回最终结果\*/

}

}

7．分析：在二叉排序树上删除指定结点p，首先要找到p的双亲结点Pre。删除结点p又分三种情况（下面仅以p为其双亲左孩子举例）：

1. 若p结点为叶子结点，只要令pre->lchild=null即可。
2. 若p结点只有一棵子树树，令其子树代替结点，即pre->lchild=p->lchild或Pre->lchild=p->rchild。
3. 若结点p的左子树和右子树均不空，做法是p的直接前趋（或直接后继）替代p，然后再从二叉排序树中删除它的直接前趋（或直接后继）。  
   bitreptr srch\_bstree (bitreptr pre, bitreptr bst, keytype k, int found)  
   /\*pre为bst结点的双亲，k为删除结点的关键字，found为查找标志，若找到关键字为k的结点，则置found值为1，找不到found值为0\*/  
    { if (bst==NULL) {found=0; return(p); }  
    else if (bst->key==k) {found=1; return(pre); }  
    else if (k<bst->key) {pre=bst; return(srch\_bstre(pre,bst->lchild,k,found)); };  
    else {pre=bst;return(srch\_bstree(pre,bst->rchild,k,found)) };  
    }  
    void del\_bstree(bitreptr pre,bst,p)  
    /\*bst为二叉树根结点，p为删除结点，pre为p的双亲结点，若p为根结点，则Pre为Null\*/  
   { k=p->key; found=0;  
    pre=srch\_bstree( pre,bst,k,found)  
    if (found)  
    switch{  
    case (p->lchild==NULL)&&(p->rchild==NULL): /\*p为叶结点\*/  
    pre->lchild=NULL; free(p); break;  
    case (p->lchild==NULL)&&(p->rchild!=NULL): /\*p有右孩子\*/  
    pre->lchild=p->rchild; free(p); break;  
    case (p->lchild!=NULL)&&(p->rchild==NULL): /\*p有左孩子\*/  
    pre->lchild=p->lchild; free(p); break;  
    case (p->lchild!=NULL)&&(p->rchild!=NULL): /\*p有左右孩子\*/  
    { q=p; s=p->lchild;  
    while (s->rchild!=NULL) {q=s;s=s->rchild;} /\*找p的直接前趋\*/  
    p->data=s->data /\*p直接前趋的值传给p\*/  
    if (q!=p) q->rchild=s->lchild; /\*删除p直接前趋结点\*/  
    else q->lchild=s->lchild; /\*q=p时，即为p的左孩子\*/  
    free (s);  
    }  
    } /\*end switch\*/  
    else {/\*p为双亲右孩子，类似p为双亲左孩子，略。\*/}  
   else printf (“没有找到结点P，删除结点有错误。”);

}

8．分析：显然，AVL树的插入算法应在二叉排序树插入算法的基础上扩充以下功能：①判断插入结点之后是否平衡；②若是，寻找最小失衡子树并转③；③判断失衡类型并做相应调整。

失衡的判断可以与寻找最小失衡子树结合起来，最小失衡子树的根结点一定是离插入结点最近，且插入之前平衡因子的绝对值为1的结点。AVL树插入算法的基本步骤如下：

1. 在寻找新结点的插入位置的过程中，记下离该位置最近，且平衡因子不等于零的结点a（此结点即为可能出现的最小失衡树的根）；
2. 修改自该结点至插入位置路径上所有结点的平衡因子（注意：树上其他结点的平衡因子均不受插入的影响）；
3. 判断实施插入操作之后，结a点的平衡因子的绝对值是否大于1（即判断是否失衡）。若是，进一步判断失衡类型并做相应调整；否则插入过程结束。

仍以二叉链表作为AVL树的存储结构。但每个结点需增加一个域用于存储平衡因子。类型定义如下：

typedef struct taganode

{ keytype key; /\*键值\*/

int bf; /\*平衡因子域\*/

struct taganode \*lchild, \*rchild; /\*孩子指针域\*/

…… /\*其他域\*/

} anode, \*avlpt;

在此存储结构上，AVL树的插入算法如下：

avlpt insert\_avltree (keytype K, avlpt T)

{s=malloc(size); s->key=K; s->lchild=NULL; s->rchild=NULL;

/\*生成以K为键值的新结点\*/

if (T==NULL) return(s); /\*查找s的插入位置，并记录a\*/

else

{ f=NULL; a=T; q=NULL;

while (p!=NULL)

{ if (p->bf!=0) {a=p; f=q}

/\*a记录bf!=0的结点，其终值指向离插入位置最近的bf!=0的结点\*/

q=p;

if (s->key<p->key) q->lchild=s;

else p=p->rchild;

} /\*与while对应\*/

if (s->key<q->key) q->lchild=s;

else q->rchild=s; /\*插入s\*/

if(s->key<a->key){p=a->lchild; b=p; d=1;}/\*s插入在a的左子树上，增量d为1\*/

else {p=a->rchild; b=p; d=-1;} /\*s插入在a的右子树上，增量d为-1\*/

while (p!=s) /\*修改自a的孩子到s路径上结点的平衡因子\*/

if (s->key<p->key) /\*若s在p的左子树上\*/

{p->bf=1; p=p->lchild;}/\*p的平衡因子加1。原来为0，因为p是a的子孙\*/

else {p->bf=-1; P=P->rchild;} /\*p的平衡因子减1，原来为0\*/

switch /\*判断是否失衡并分类调整\*/

{ case a->bf==0: a->bf=d; break;

/\*找插入位置过程中未遇到bf!=0的结点，a指树根\*/

case a->bf+d==0: a->bf=0; break; /\*插入不导致以a为根的子树失衡\*/

default: /\*其他情况均失衡，判别失衡类型并调整\*/

{ if(d==-1) switch

{ case b->bf==1: LL\_rotation; break; /\*LL调整\*/

case b->bf==-1: LR\_rotation; break;

/\*LR调整，结束时令b指向新子树的根\*/

}

else switch

{ case b->bf==-1: RR\_rotation; break;

case b->bf==1: RL\_rotation; break; /\*结束时令B指向新子树的根\*/

}

switch /\*将新子树链接到原a双亲f上\*/

{ case f==NULL: return(b); /\*原a为树根\*/

case f->lchild==a: f->lchild=b; return(T);

case f->rchild==a: f->rchild=b; return(T);

}

}

}

}

第七章 参考答案

四、简答及应用

1.用邻接矩阵表示法来表示一个具有n个顶点的图时，除了用邻接矩阵中的n×n个元素存储顶点问相邻关系外，往往还需要另设一个数组存储n个顶点的信息。类型定义如下：

＃define vnum 20

typedef struct graph

{ VertexType vexs[ vnum ] ; /\* 顶点信息 \*/

int arcs[vnum ] [vnum ] ; /\* 邻接矩阵 \*/

int vexnum , arcnum ; /\* 顶点数，弧（边）数 \*/

} GraphTp ;

若图中每个顶点只含有一个编号( 1 <= i <= vnum ),则只需一个二维数组表示图的邻接矩阵。此时存储结构可简单说明如下：

# define vnum 20

typedef int GraphTp [vnum] [vnum ] ;

2．单链表中每一个结点称为表结点，应包括两个域：邻接点域，用以存放与vi相邻接的顶点序号；链域，用以指向同vi邻接的下一个结点。另外，每一个单链表设一个表头结点。每一个表头结点有两个域，一个用来存放顶点vi的信息；另一个域用来指向邻接表中的第一个结点。为了便于管理和随机访问任一顶点的单链表，将所有单链表的头结点组织成一个一维数组。邻接表的类型定义如下：

#define vnum 顶点个数

typedef struct arcnode

{ int adjvex ; /\* 下一条弧（边）的始点编号 \*/

struct arcnode nextarc; **/**\* 指向下一条弧（边）的指针 \*/

} ArcNodeTp ;

typedef struct vexnode

{ int vertex; /\* 顶点编号 \*/

AarcNodeTp firstarc ;  **/**\* 指向第一条弧（边）的指针 \*/

}AdjList[vnum] ;

typedef struct graph

{ AdjList adjlist ;

int vexnum ,arcnum ; /\* 顶点和弧（边）的个数 \*/

}GraphTp ;

3．g1的邻接矩阵如下：

g1的邻接表如图简答题3-1所示。

4．Gg2的邻接矩阵如下：

g2的邻接表如图简答题4-1所示。

5．深度优先搜索序列 V5 V4  V3 V2 V1.

广度优先搜索序列 V5 V4  V3  V2 V1.

图的深度优先搜索和广度优先搜索的顶点序列不是惟一的。

6．答案见图简答题6-2

7．答案见图简答题 7-2

8．图简答题8-1的拓扑排序序列：V3 ,V1, V4, V5, V2,V6.

9.网图简答题9-1的邻接矩阵如下：

10.答案见图简答题10-2

11.⑴有11条弧；

⑵顶点i,j之间有弧的条件是A[ i,j ] <> 0 ;

　⑶顶点i的出度是以顶点ii为起点的弧的个数或A[i,k] <> 0的个数(k=0,1,2,…，9)。

12.⑴图简答题11-1每个顶点的入、出度

顶点 入度 出度

V1 3 0

V2 2 2

V3 1 2

V4 1 3

V5 2 1

V6 2 3

⑵邻接矩阵如下：

⑶邻接表和逆邻接表见图简答题12-1

⑷逆邻接表如下：

13．根据图简答题13-1进行拓扑排序，得出5个拓扑序列为：

V1, V4, V2, V7, V9, V3, V3, V8, V6

V1, V9, V3, V4, V9, V2, V7, V5, V6

V1, V4, V2, V9, V3, V7, V5, V8, V6

V9, V3, V1, V4, V2, V7, V5, V8, V6

V9, V1, V4, V2, V3, V7, V5, V8, V6

14．⑴邻接矩阵非零元素个数的总和除以2.

⑵当A[ i,j ] <> 0或A[ i,j ] <> 0时，表示两顶点i,j之间有边相连。

⑶计算邻接矩阵上任一行非零元素的个数。

15．⑴深度优先搜索顶点序列：V1, V2, V3, V5, V4 .

⑵广度优先搜索顶点序列：V1, V2, V5, V4, V3 .

⑶由深度优先搜索得到的一棵生成树如图简答题15-2所示。

⑷由广度优先搜索得到的一棵生成树如图简答题15-2所示。

16．⑴按题中顺序输入各条边后建立起来的邻接表如图简答题16所示。

⑵在邻接表上进行深度优先遍历所得到的DFS序列为4，5，3，1，6，2；在邻接表上进行广度优先遍历所得到的BFS序列为4，5，3，6，1，2.

17．假设无向连接通网络为G=( V, E ) ,而构造出的最小生成树为T(U,TE)。初始时，U中只有一个顶点（即出发点），而TE=￠。应用prim算法的操作步骤是：

1. 将出发点用实线画出（表示出发点属于U集合）；
2. 查找所有虚线顶点连接到实线顶点上的边的权值（若其顶点到出发点无边，则认为它们之间有一条权值为∞的边），找出权值最小的那条边；
3. 将找出的权值最小的边改为用实线画出（表示将该条边加入TE中），将该条边的另一顶点也用实线画出（表示将该顶点加入到U中）；
4. 调整所有虚线顶点到实线顶点边上的权值，原则是用权值较小的边取代权值较大的边；
5. 如果V<>U，重复执行第②步，否则退出。

按照上述操作步骤，最小生成树的构造过程如图简答题17-2所示。

五、算法设计

1．本题算法思路是：先设置一个空的邻接表，然后在邻接矩阵上查找值不为空的元素，找到后在邻表的对应单链表中插入相应的边的表结点。

void mattolist ( int a[][], AdjList b[], int n) /\*n为图的结点个数\*/

{ for (i=0; i<n; i++) b[i].firstarc=NULL; /\*邻接表置空\*/

for (i=0; i<n; i++) /\*逐行进行\*/

for (j=n-1; j>=0; j--)

if (a[i][j]!=0)

{ p=(ArcNodeTp\*) molloe (sizeof (ArcNodeTp)); /\*产生邻接点\*/

p->adjvex=j; /\*插入到表头\*/

p->nextare=b[i].firstare;

b[i].firstarc=p;

}

}

2．本题的算法思路是：先建一个空的邻接矩阵，然后在邻接表上顺序地取每个单链表中的表结点，如果表结点不为空，则将邻接矩阵中对应单元的值置为1。

void list\_to\_mat (AdjList b[], int n, int a[][])

{ for (i=0; i<n; i++) for (j=0; j<n; j++) a[i][j]=0;

for (i=0; i<n; i++)

{ p=b[i].firstarc;

while (p!=NULL) {a[i, p->adjvex]=1; p=p->nextare;}

}

}

3．①连通图的深度优先搜索算法

本题的算法思路是：先访问并标记出发点v，然后在邻接矩阵中与v对应的行查找v的邻接点，找到后，再以该邻接点为新的出发点，进行深度优先搜索遍历。

void dfs (int a[][], int v, int n) /\*n为图的结点个数，visited数组初值为0\*/

{ printf (“%d”, v); visited[v]=1 /\*访问项点v\*/

w=1;

while ((w<=n)&&(a[v][w]==0)) w=w+1; /\*找顶点v的第一个邻接点\*/

while (w<=n)

{ if (!visited[w]) dfs(a, w, n); w++; } /\*找顶点v处于w之后的下一个邻接点\*/

}

②连通图的广度优先搜索算法

本题借助一个队列Q来存放已访问过的顶点。基本算法思路是，首先输出出发点，并标记已访问过，让其进入队列。接下来只要队列非空，则出队列，然后在与顶点对应的行上查找其邻接点。如果该邻接点未被访问过，则输出该顶点并让它进入队列。重复上述步骤直到队列为空队列为止。

void bfs (int a[][], int v, int n) /\*n为图结点个数，visited数组初值为0\*/

{ InitQueue(Q); /\*置队列Q为空队列\*/

printf(“%d”, v); visited[v]=1; /\*访问顶点\*/

EnQueue (Q, v); /\*v入队列\*/

while (!EmptyQueue (Q))

{ v=OutQueue (Q); /\*出队\*/

w=1;

while (w<=n) /\*找顶点v的邻接点\*/

{ if (!visited[w])

{ printf (“%d”, w); visited[w]=1; /\*访问顶点w\*/

EnQueue (Q, w); /\*入队\*/

}

w++; /\*w后退\*/

} /\*end if\*/

} /\*end while\*/

}

4．在有向图中，若邻接表中顶点Vi有邻接点Vj，在逆邻接表中顶点Vj一定有邻接点Vi，由此得出本题的算法思路是：首先，将逆邻接表表头结点的firstarc域置空，然后逐行将表头结点的邻接点进行转化。

Void list (AdjList b1[], AdjList b2[], int n) /\*n为图的结点个数\*/

{ for (i=0; i<n; i++) b2[i].firstarc=NULL; /\*逐行进行转换\*/

for (i=0; i<n; i++) /\*指向第一个邻接点\*/

{ p1=b1[i].firstarc;

while (p1!=NULL)

{ j=p1->adjvex; /\*j为邻接点\*/

p2=(ArcNodeTp \*) molloe (sizeof (ArcNodeTp)); /\*产生逆邻接点\*/

p2->adjvex=i;

p2->nextarc=b2[j].firstarc; /\*插入到表头\*/

b2[j].firstarc=p2;

p1=p1->nextarc; /\*指向下一个邻接点\*/

}

}

}

5．（1）在邻接矩阵上，一行对应于一个顶点，而且每行的非零元素的个数等于对应顶点的出度。因此，当某行非零元素的个数为零时，则对应顶点的出度为零。据此，从第一行开始，查找每行是否有非零元素，如果没有则计数器加1。

Void sum\_zero1 (int a[][],int n, int count) /\*n为结点个数，count计度数为0的结点数 \*/

{ for (I=0;I<n;I++)

{ tag=0; /\*tag为标志\*/

for (j=0; j<n; j++) if (a[I][j]>=1) tag=1; /\*有边\*/

if (tag==0) count++; /\*I出度为0\*/

}

}

(2)邻接表结构中的边表恰好就是出边表。因此，其表头数组中firstarc域为空的个数等于出度为零的元素个数。

Void sum\_zero2 (AdjList a[], int count) /\* count的初值为0，a为有向图的邻接表\*/

{ for (I=0; I<n; I++)

if (a[I].firstarc==NULL) count++;

}

6．在邻接表的表头中增加一个入度域in，数据结构修改如下：

typedef struct vexnode

{ VertexType vertex;

int in; /\*增加一个入度域\*/

ArcNodeTp \*firstarc;

} AdjList[vnum];

typedef struct graph

{ AdjList adjlist;

int vexnum, arcnum;

} GraphTp;

拓扑排序算法如下：

Top\_Sort (GraphTp g)

{ LstackTp \*S; /\*建立入度为0的顶点栈S\*/

ArcNodeTp \*p;

int m, I, v;

InitStack (S);

for (I=0; I<g.vexnum; I++)

if (g.adjlist[I].in==0) /\*if (w的入度==0)\*/

push(S,&v) /\*w入S栈\*/

m=0;

while (!EmptyStack(S))

{ Pop(S,&v); /\*S出栈->v\*/

printf(“%d”,v); /\*输出v\*/

m++;

p=g.adjlist[I].firstarc; /\*p=图g中顶点v的第一个邻接点\*/

while (p!=NULL) /\*p存在\*/

{ (g.adjlist[p->adjvex].in)--; /\*p的入度--\*/

if (g.adjlist[p->adjvex].in==0) /\*if (p的入度==0)\*/

Push (S, p->adjvex); /\*p入S栈\*/

p=p->nextarc; /\*p=图g中顶点v的下一个邻接点\*/

}

}

if (m<g.vexnum) return 0; /\*图含有环\*/

else return 1; /\*拓扑排序完成\*/

}
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二、填空

1．稳定、不稳定　　　　　　　　　　　　　　 2.内部、外部

3．插入排序、交换排序、选择排序、归并排序　 4.键值比较、记录移动、附加空间

5．直接、折半、表、希尔　　　　　　　　　　 6.2、r[j]、r[0]

7.O（n2）、O（1） 8.n-1、flag=1、n-i

9.O(n2) 10.j--、r[i]=r[j]、j++、r[j]=r[i]、x

11.O(nlog2n)、O(n2) 12.n-1、k=j、k!=I

13.O(n2) 14.n-1、存储区

15.叶子、树根、＋∝　　　　　　　　　　　　　16.n-1、log2n、O(nlog2n)

17.完全二叉树、n/2 18.O(1)、O(nlog2n)

19.a[ii]、ii++、a[j]、j++、m、n、O(n-h+1) 20.有序

21．O(log2n) 22.O(n2)

23.冒泡排序、快速排序　　　　　　　　　　　　24.插入排序、快速排序

三、单项选择

1. ③ 2. ③ 3. ② 4. ② 5. ② 6. ②

7. ③ 8. ④ 9. ① 10. ③ 11. ② 12. ③

13. ③ 14. ④ 15. ④ 16. ③ 17. ③ 18. ②

19. ④ 20. ④ 21. ④ 22. ② 23. ③

四、简答及应用

1．①直接插入排序

序号　　1　　2　　3　　4　　5　　6　　7　　8　　9　　10　　11　　12

　 关键字　83 40　 63 13 84 35 96 57 39 79 61 15

i = 2 40 83 [63 13 84 35 96 57 39 79 61 15]

i = 3 40 63 83 [13 84 35 96 57 39 79 61 15]

i = 4 13 40 63 83 [84 35 96 57 39 79 61 15]

i = 5 13 40 63 83 84 [35 96 57 39 79 61 15]

i = 6 13 35 40 63 83 84 [96 57 39 79 61 15]

i = 7 13 35 40 63 83 84 96 [57 39 79 61 15]

i = 8 13 35 40 57 63 83 84 96 [39 79 61 15]

i = 9 13 35 39 40 57 63 83 84 96 [79 61 15]

i = 10 13 35 39 40 57 63 79 83 84 96 [61 15]

i = 11 13 35 39 40 57 61 63 79 83 84 96 [15]

i = 12 13 15 35 39 40 57 61 63 79 83 84 96

　②直接选择排序

序号　　1　　2　　3　　4　　5　　6　　7　　8　　9　　10　　11　　12

　 关键字　83 40　 63 13 84 35 96 57 39 79 61 15

i = 1 13 [40 63 83 84 35 96 57 39 79 61 15]

i = 2 13 15 [63 83 84 35 96 57 39 79 61 40]

i = 3 13 15 35 [83 84 63 96 57 39 79 61 40]

i = 4 13 15 35 39 [84 63 96 57 83 79 61 40]

i = 5 13 15 35 39 40 [63 96 57 83 79 61 84]

i = 6 13 15 35 39 40 57 [96 63 83 79 61 84]

i = 7 13 15 35 39 40 57 61 [63 83 79 96 84]

i = 8 13 15 35 39 40 57 61 63 [83 79 96 84]

i = 9 13 15 35 39 40 57 61 63 79 [83 96 84]

i = 10 13 15 35 39 40 57 61 63 79 83 [96 84]

i = 11 13 15 35 39 40 57 61 63 79 83 84 [96]

　③快速排序

　 关键字　　　83 40　 63 13 84 35 96 57 39 79 61 15

第一趟排序后 [15 40 63 13 61 35 79 57 39] 83 [96 84]

第二趟排序后 [13] 15 [63 40 61 35 79 57 39] 83 　 84 [96]

第三趟排序后 13 15 [39 40 61 35 57] 63 [79] 83 84 96

第四趟排序后 13 15 [35] 39 [61 40 57] 63 79 83 84 96

第五趟排序后 13 15 35 39 [57 40] 61 63 79 83 84 96

第六趟排序后 13 15 35 39 40 [57] 61 63 79 83 84 96

第七趟排序后 13 15 35 39 40 57 61 63 79 83 84 96

④堆排序

关键字：　83　40　63　13　84　35　96　57　39　79　61　15

排序成功的序列：96　84　83　79　63　61　57　40　39　35　15　13

　　　　　排序过程如图简答题8－1.1、8－1.2、8－1.3所示。

⑤归并排序

　 关键字　　　83 40　 63 13 84 35 96 57 39 79 61 15

第一趟排序后 [40 83] [13 63] [35 84] [57 96] [39 79] [15 61]

第二趟排序后 [13 40 63 83] [35 57 84 96] [15 39 　 61 79]

第三趟排序后 [13 35 40 57 63 83 84 96] [15 39 61 79]

第四趟排序后 13 15 35 39 40 57 61 63 79 83 84 96

2．稳定排序有直接插入、冒泡排序、归并排序。

　不稳定排序有快速排序、直接选择排序、堆排序。举例如下：

①快速排序

初始状态　　40　　65　　38　　49　　97　　65　　13　　60

排序后 　　13　　38　　40　　49　　60　　65　　65　　97

（65表示记录初始位置在65记录位置之后）

②堆排序

初始状态　　65　　38　　75　　97　　80　　13　　27　　65

排序后 　　13　　27　　38　　65　　65　　75　　80　　97

③直接排序

初始状态　　40　　65　　38　　49　　97　　65　　13　　60

排序后 　　13　　38　　40　　49　　60　　65　　65　　97

3．直接选择相对于树形选择排序的优点：算法易懂，容易实现，基本上不需要附加空间。而树形排序需要附加n – 1附加空间。

直接选择排序相对于树形选择排序的缺点：直接选择排序每一趟都不保留比较结果比较次数较多，而树形排序则能利用大部分上一次的比较结果，因此时间性能比直接选择排序优越。

堆排序相对于树形排序的优点：堆排序除建第一个堆费时外，其余元素进行堆比较次数小于等于h（h表示n元素构成的完全二叉树的深度），而树形排序每次比较都是h次。因此，堆排序时间复杂度小于树形排序。堆排序基本也不需要附加空间。

4．直接插入排序、直接选择排序、快速排序、堆排序和归并排序时空性如表：

|  |  |  |  |
| --- | --- | --- | --- |
|  | 平均时间 | 最坏情况 | 辅助空间 |
| 直接插入 | O(n2) | O(n2) | O(n1) |
| 直接选择 | O(n2) | O(n2) | O(1) |
| 快速排序 | O(nlg2n) | O(n2) | O(nlog2n) |
| 堆排序 | O(nlog2n) | O(nlog2) | O(1) |
| 归并排序 | O(nlog2n) | O(nlog2n) | O(n) |

从上表可以得出：就平均时间性能而言，快速排序最佳，其所需时间最省，但快速排序在最坏情况下，时间性能不如堆排序和归并排序。　而后两者相比的结果是，当n较大时，归并排序所需时间优于堆排序，但它所需辅助空间最多。

注意，在所有排序方法中，没有哪一种是绝对最优的，有的适用于n较大的情况，有适用于n较小的情况，还有的与关键字的分布和初始位置有关……因此，在实际使用时，需要根据不同情况适当选用排序方法，甚至可将多种方法结合使用。

5．分析：先按序列画出对应的完全二叉树，再看其是否满足堆的定义。按这一思路，画出的完全二叉树见图简答8-5.1.

显然序列⑴是堆，而序列⑵不是堆，值为7的元素应该上调，调整过程见图简答题8-5.2.

6.第一趟：　　 [46, 58, 15, 45, 90, 18, 10, 62]

[46, 58, 15, 45, 90, 18, 10, 62] .

一次交换之后　[10, 58, 15, 45, 90, 18, 46, 62]

二次交换之后　[10, 46, 15, 45, 90, 18, 58, 62]

三次交换之后　[10, 18, 15, 45, 90, 46, 58, 62]

　[10, 18, 15, 45, 90, 46, 58, 62]

　　　　　　　[10, 18, 15, 45, 90, 46, 58, 62]

四次交换之后　[10, 18, 15, 45, 46, 90, 58, 62]

以上“－”表示当前经比较不交换位置的元素。“　”表示当前经比较交换位置的元素。

　　第一趟：　[10 18 15 45] 46 [90 58 62]

第二趟：　10 [18 15 45] 46 [62 58] 90

第三趟：　10 [15] 18 45] 46 [58] 62 90

结果：　　10 15　 18 45 46 58 62 90

7．

⑴插入排序的每趟的结果

　　　初始值健值序列　[12] 5 9 20 6 31 24

i=2 [5 12] 9 20 6 31 24

i=3 [5 9 12] 20 6 31 24

i=4 [5 9 12 20] 6 31 24

i=5 [5 6 9 12 20] 31 24

i=6 [5 6 9 12 20 31] 24

i=7 [5 6 9 12 20 24 31]

⑵冒泡排序的每趟的结果：

　　　初始键值序列　　[12 5 9 20 6 31 24]

第一趟之后　　[5 9 12 6 20 24] 31

第二趟之后　　[5 9 6 12 20] 24 31

第三趟之后　　[5 6 9 12] 20 24 31

第四趟之后　　 5 6 9 12 20 24 31

五、算法设计

1.分析：每趟从单链表头部开始，顺序查找当前链值最小的结点。找到后，插入到当前的有序表区的最后。

Void selesort ( lklist L ) /\* 设链表L带头结点 \*/

{ q=L; /\* 指向第一数据前趋 \*/

while ( q-> next !=NULL )

{ pl = q -> next ;

minp =pl; /\* minp指向当前已知的最小数 \*/

while ( pl -> next != NULL )

{ if ( pl -> next -> data < minp -> data )

minp = pl -> next ; /\* 找到了更小数 \*/

pl = pl -> next ; /\* 继续往下找 \*/

}

if ( minp != q -> next) /\* 将最小数交换到第一个位置上 \*/

{ r1 = minp -> next ;

minp -> next = r1 -> next ; /\* 删除最小数 \*/

r2 = q -> next ;

q -> next = r2 -> next ; /\* 删除当前表中第一个数 \*/

r1 -> next = q -> next ;

q -> next = r1 ; /\* 将最小数插入到第一个位置上 \*/

r2 -> next = minp -> next ;

minp -> next = r2 ; /\* 将原第一个数放到最小数原位置上 \*/

}

q = q > next ; /\* 选择下一个最小数 \*/

}

}

2.分析：先调用划分函数 quickpass () ,以确定中间元素的位置，然后再借助栈分别对中间元素左、右两边的区域进行快速排序。

　Void qksort ( list A ) /\* n为元素个数 \*/

{ InitStack ( S ) ; /\* 设置一个栈保存有关参数和变量 \*/

　　　j = 1 ; h = n ; /\* j , h 分别指向表头和表尾 \*/

while ( ( j < h ) ‖( !empty ( S ) ) )

{ while ( j < h )

{ quickpass ( A,j,h,i ) ; /\* 划分函数 quickpass () 参照教材 \*/

push ( S,j,h,i ) ; /\* 保存变量值 \*/

h = i – 1 ; /\* 设置对左边进行划分的参数 \*/

}

if ( !empty ( S ) )

{ pop ( S,j,h,i ) ; /\* 取出变量值 \*/

j = i + 1 ; /\* 设置对右边进行划分的参数 \*/

}

}

}

3．分析：插入排序的基本思想是：每趟从无序区间中取出一个元素，再按键值大小插入到前面的有序区间中。对于有序区，当然可以用二分查找来确定插入位置。

　　Void straightsort ( list A ) /\* n为元素个数，数组下标从1开始，到n结束。 \*/

{ for ( i =2 ; i <= n ; i + + )

{ low = 1 ; high = i – 1 ; /\* low ,high 分为当前元素上、下界 \*/

A[0] . key = A[i] . key ;

While ( low <= high )

{ mid = ( low + high ) /2 ;

switch

{ case : A[0] . key <= A[mid] . key : high = mid – 1 ; /\* 修改上界 \*/

case : A[0] . key > A[mid] . key : low = mid + 1 ; /\* 修改下界 \*/

}

for ( j = i-1 ; j >= mid ; j - -) A [j +1] = A [ j ] ; /\* 移动数据 \*/

A[ mid ] = A[ i ] ;

}

}

}

4．分析：本题的算法思想是：先设置好上、下界，然后分别从线性表两端查找正数和负数，找到后进行交换，直到上、下界相遇。

Void example ( datatype A [n] )

{ i = 1, j = n ; /\* i , j为左右边界 \*/

while ( i < j )

{ while ( ( i < j ) && ( A[ i ] < 0 ) ) i++ ; /\* 在左边界找正数 \*/

while ( (i < j ) && ( A[ j ] > 0 )) j - - ; /\* 在右边界找负数 \*/

if ( i < j)

{ temp = A[ i ]; A[ i ] = A[ j ]; A[ j ] = A [temp ] ; /\*交换两个元素的值 \*/

i++ ; j - -;

}

}

}

5．分析：此问题分为两个算法，第一个算法 shift 假设 a[ 1] , a[ 2 ],…,a[ k]为堆，增加一个无素a[ k + 1 ],把数组a[ 1 ],a[ 2 ], …,a[ k + 1 ]调整为堆。第二个算法heep 从1开始调用算法sift将整个数组调整为堆。

Void sift (datatype A[ n ] , int K) /\* n > = k + 1 \*/

{ x = A[ K+1] ;

i = K +1 ;

while ( ( i/2 > 0 )&&( A[i/2]>x) ) { A[i]= A[i./2]; i = i/2;} /\*从下往上插入位置 \*/

A[i] = x ;

}

Void heap ( datatype A[ n ] ) ; /\* 从1开始调用算法sift ，将整个数组调整为堆 \*/

{ for ( k = 1 ; k <= n-1; k++ ) sift ( A,k ) ; }

6．分析：本算法采用的存储结构是带头结点的双循环链表。首先找元素插入位置，然后把元素从原链表中删除，插入到相应的位置处。请注意双链表上插入和删除操作的步骤。

Void sort ( dlklist H ) /\* 链表H采用带头结点的双循环链表 \*/

{ pre = H -> next ;

while ( p != H )

{p = pre -> next ; /\* p是有序表的末尾 \*/

q = p -> next ; /\* 保存下一个插入元素 \*/

while((pre!=H)&&(p->data<pre ->data))pre=pre–prior; /\*从后往前找插入位置 \*/

if ( pre ! =p -> prior )

{ p-> prior->next = p -> next ; /\* 删除p \*/

p-> next->prior = p -> prior;

p->next = pre ->next ; /\* 插入到pre之后 \*/

pre -> next -> prior = p ;

p ->prior= pre ; pre ->next = p ;

}

p=q;

}

}

全真模拟试题（一）

1. **单项选择题（在每小题的4个备选答案中，选出正确的答案，并将其号码填在**

**题干的括号内。每小题2分，共24分）**

* 1. 若某线性表中最常用的操作是取第i 个元素和找第i个元素的前趋元素，则采用（ ）存储方式最节省时间。

①单链表 ②双链表 ③单向循环 ④顺序表

* 1. 串是任意有限个（ ）

①符号构成的序列 ②符号构成的集合

③字符构成的序列 ④字符构成的集合

* 1. 设矩阵A（aij ，l≤i,j≤ 10）的元素满足：

aij≠0(i≥j, l≤i, j≤ 10)

aij=0 (i<j, l≤i, j≤ 10)

现将A的所有非0元素以行序为主序存放在首地址为2000的存储区域中，每个元素占有4个单元，则元素A[9][5]的首址为

①2340 ②2336 ③2164 ④2160

* 1. 如果以链表作为栈的存储结构，则退栈操作时（ ）
     1. 必须判别栈是否满
     2. 对栈不作任何判别
     3. 必须判别栈是否空
     4. 判别栈元素的类型
  2. 设数组Data[0..m]作为循环队列SQ的存储空间，front为队头指针，rear为队尾指针，则执行出队操作的语句为（ ）

①front=front+1 ②front=(front+1)% m

③rear=(rear+1)%m ④front=(front+1)%(m+1)

* 1. 深度为6（根的层次为1）的二叉树至多有（ ）结点。
     1. 64 ②32 ③31 ④63
  2. 将含100个结点的完全二叉树从根这一层开始，每层上从左到右依次对结点编号，根结点的编号为1。编号为49的结点X的双亲编号为（ ）

①24 ②25 ③23 ④无法确定

* 1. 设有一个无向图G=（V，E）和G’=（V’，E’）如果G’为G的生成树，则下面不正确的说法是（ ）

①G’为G 的子图 ②G’为G 的边通分量

③G’为G的极小连通子图且V’=V ④G’为G的一个无环子图

* 1. 用线性探测法查找闭散列表，可能要探测多个散列地址，这些位置上的键值（ ）
     1. 一定都是同义词 ②一定都不是同义词

③都相同 ④不一定都是同义词

* 1. 二分查找要求被查找的表是（ ）
     1. 键值有序的链接表 ②链接表但键值不一定有序

③ 键值有序的顺序表 ④顺序表但键值不一定有序

* 1. 当初始序列已经按键值有序，用直接插入算法对其进行排序，需要循环的次数为（ ）

①n2 ②nlog2n ③log2n ④n-1

* 1. 堆是一个键值序列{k1,k2,…, kn},对i=1,2,…,|\_n/2\_|,满足( )

①ki≤k2i≤k2i+1 ②ki<k2i+1<k2i

③ki≤k2i且ki≤k2i+1(2i+1≤n) ④ki≤k2i 或ki≤k2i+1(2i+1≤n)

1. **判断题（判断下列各题是否正确，正确在括号内打“V”，错的找“X”。每小题1分，共10分）**
   1. 双链表中至多只有一个结点的后继指针为空。（ ）
   2. 在循环队列中，**front**指向队列中第一个元素的前一位置，rear指向实际的队尾元素，队列为满的条件是**front=**rear。（ ）
   3. 对链表进行插入和删除操作时，不必移动结点。（ ）
   4. 栈可以作为实现程序设计语言过程调用时的一种数据结构。（ ）
   5. 在一个有向图的拓朴序列中，若顶点a在顶点b之前，则图中必有一条弧<a,b>。( )i
   6. 对有向图G，如果从任一顶点出发进行一次深度优先或广度优先搜索就能访问每个顶点，则该图一定是完全图。( )
   7. “顺序查找法”是指在顺序表上进行查找的方法。（ ）
   8. 向二叉排序树插入一个新结点时，新结点一定成为二叉排序树的一个叶子结点。（）
   9. 键值序列{A，C，D，E，F，E，F}是一个堆。
   10. 二路归并时，被归并的两个子序列中的关键字个数一定要相等。（）
2. **填空题（每空2 分，共24分）**
   1. 设r指向单链表的最后一个结点，要在最后一个结点之后插入s所指的结点，需执行的三条语句是\_\_\_\_\_\_\_\_\_\_\_；r=s; r->next=null;。
   2. 在单链表中，指针p 所指结点为最后一个结点的条件是\_\_\_\_\_\_\_\_\_\_\_。
   3. 设一个链栈的栈顶指针是ls，栈中结点格式为info | link ,栈空的条件是\_\_\_\_\_\_\_\_\_\_.如果栈不为空，则退栈操作为p=ls；\_\_\_\_\_\_\_\_\_\_\_；free(p);。
   4. 已知一棵度为3的树有2个度为1的结点，3个度为2的结点，4个度为3的结点，则该树中有\_\_\_\_\_\_\_\_\_\_\_\_ 个叶子的结点。
   5. 树有三种常用的存储结构，即孩子链表法、孩子兄弟链表法和\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_ .
   6. N个顶点的连通图的生成树有\_\_\_\_\_\_\_\_\_\_\_条边。
   7. 一个有向图G中若有弧<vi,vj>、<vj,vk>和<vi,vk>, 则在图G的拓扑序列中，顶点vi,vj和vk的相对位置为\_\_\_\_\_\_\_\_\_\_\_\_\_\_。
   8. 设表中元素的初始状态是按键值递增的，分别用堆排序、快速排序、冒泡排序和归并排序方法对其进行（按递增排序），　　　　　最省时间，　　　　　最费时间。
   9. 下面是将键值为x 的结点插入到二叉排序树中的算法，请在划线处填上适当的内容。

typedef struct pnode

{int key;

struct pnode  **\*le**ft, \*right;

}pnode;

void searchinsert(int x, pnode t ) /\*t为二叉排序树根结点的指针\*／

{if ( )

{p=malloc(size);

p->key=x;p->lchild=null;

p->rchild=null;t=p;

} else if (x<t->key) searchinsert(x,t->lchild)

else\_\_\_\_\_\_\_\_\_;

}

1. **应用题（本题共２８分）**

1．树的后根遍历方法是：若树非空则（４分）

（1）依据次后根遍历根的各个子树Ｔ１，Ｔ２，……Ｔm;

（2）访问根结点。

对下图所示的树，用后根遍历方法进行遍历，请写出遍历所得到的结点访问序列。
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1. 将下图的森林转换为二叉树。（４分）
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1. 下图表示一个地区的交通网，顶点表示城市，边表示连结城市间的公路，边上的权表示修建公路花费的代价。怎样选择能够沟通每个城市且总造价最省的n-1条公路，画出所有可能的方案。（４分）
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图7.11 遍历无向图 (a) 无向图G6 (b) 深度优先搜索示例 (c) G6的邻接表表示

(c)

表头结点

4．已知一个无向图的邻接表如下图所示。（本题４分，每小题２分）
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1. 画出这个图。

(2) 以v1为出发点，对图进行广度优先搜索，写出所有可能的访问序列。

5.设n个元素的有序表为Ｒ，Ｋ为一个给定的值，二分查找算法如下：

int binsearch(sqlist R, keytype K)

{j=1;h=n ;suc=0;

while((j<=h)&&(!suc))

{mid =(j+h)/2;

switch

{case K=R[mid].key: suc=1; break;

case K<R[mid].key: h=mid-1; break;

case K>R[mid].key: j=mid+1

}

}

if (suc) return(mid); else return(0);

}

将上述算法中划线语句改为：K<R[mid].key: h=mid.

1. 改动后，算法能否正常工作？请说明原因。
2. 若算法不能正常工作，给出一个查找序列和一个出错情况的查找键值；若能正常工作，请给出一个查找序列和查找某个键值的比较次数。（本题６分，每小题３分）

6.有一组键值25，84，21，47，15，27，68，35，24，采用快速排序方法由小到大进行排序，请写出每趟的结果，并标明在第一趟排序过程中键值的移动情况。（本题６分）

**五、设计题（共14分）**

1．设棵二叉树以二叉链表为存储结构，结点结构为　lchild |data |rchild 。设计一个算法，求在前根序列中处于第k个位置的结点。（本题６分）

1. 设某单链表Ｌ的结点结构为data |next,试画出该链表的结构图，并用类Ｃ语言编写算法判断该链表的元素是否是递增的。（本题８分）

**全真模拟试题（二）**

**一、单项选择题（在每个小题的4个备选答案中，选出正确的答案，并将其号码填在题后的括号内。每小题2分，共24分）**

1．一个具有n个顶点的无向完全图的边数为（　 ）

①n(n+1)/2 ②n(n-1)/2 ③n(n-1) ④n(n+1)

2．在索引顺序表中查找一个元素，可用的且最快的方法是（　 ）

①用顺序查找法确定元素所在块，再用顺序查找法在相应块中查找

②用顺序查找法确定元素所在块，再用二分查找法在相应块中查找

③用二分查找法确定元素所在块，再用顺序查找法在相应块中查找

④用二分查找法确定元素所在块，再用二分查找法在相应块中查找

3．若某线性表中最常用的操作是在最后一个元素之后插入一个元素和删除最后一个元素，则采用（ 　）存储方式最节省运算时间。

1. 单链表　 ②双链表

③带头结点的双循环链表　④容量足够大的顺序表

4．串是（　 ）

①一些符号构成的序列　 ②有限个字母构成的序列

③一个以上的字符构成的序列　④有限个字符构成的序列

5．堆排序在最坏情况下，其时间复杂性为（ 　）

1. O(nlog2n) 　②O(n2)

③O(log2n2) ④O(log2n)

6．快速排序的记录移动次数（　 ）比较次数，其总执行时间为O(nlog2n)。

1. 大于 　②大于等于 　③小于等于 　④小于

　　7．一棵二叉树有n个结点，要按某顺序对该二叉树中的结点编号，（号码为1-n），编号须具有如下性质：二叉树中任一结点V，其编号等于其左子树中结点的最大编号加1。而其右子树中结点的最小编号等于V的编号加1。试问应按（　）遍历顺序编号。

1. 前根 　②中根 　③后根 　④层次

　　8.3个结点可构成（ 　）个不同形态的二叉树。

1. 2 　②3 　③4 　④5

　　9．对有n个记录的有序表采用二分查找，其平均查找长度的量级为（　）

1. O(log2n)　②O(nlog2n)　③O(n)　④O(n2)

10．对有n个记录的表按记录键值有序的顺序建立二叉树，在这种情况下，其平均查找长度的量级为（　）

1. O(n)　②O(nlog2n)　③O(1)　④(log2n)

11．栈操作的原则是（　）

1. 先进先出　②后进先出　③栈顶插入　④栈顶删除

12．设矩阵A是一对称矩阵(aij=aji,1<=i,j<=8)，若每个矩阵元素占3个单元，将其上三角部分（包括对角线）按行序为主序存放在数组B中，B的首地址为1000，则矩阵元素a67的地址为（　）

1. 1031　 ②1093 　③1096 　④1032

**二、判断题（判断下列各题是否正确，正确在括号内打“√”，错的打“×”。每小题1分，共10分）**

1．如果两个串含有相同的字符，则这两个串相等。　　（　）

2．数组可以看成线性结构的一种推广，因此可以对它进行插入、删除等运算。　（　）

3．在索引顺序表上实现分块查找，在等概率查找情况下，其平均查找长度不仅与表中元素个数有关，而且与每一块中元素个数有关。（　）

4．在顺序表中取出第i个元素所花费的时间与i成正比。　　（　）

5．在栈满情况下不能作进栈运算，否则产生“上溢”。　　　　(　）

6．二路归并排序的核心操作是将两上有序序列归并为一个有序序列。　（　）

7．对任意一个图，从它的某个顶点出发，进行一次深度优先或广度优先搜索，即可访问图的每个顶点.（　）

8．二叉排序树或者是一棵空二叉树，或者是具有下列性质的二叉树：若它的左子树非空，则根结点的值大于其左孩子的值;若它的右子树非空，则根结点的值小于其右孩子的值。（　）

9．在执行某个排序算法过程中，出现了排序码朝着最终排序序列位置相反方向移动，则该算法是不稳定的。（　）

10．一个有向图的邻接表和逆邻接表中表结点的个数一定相等。　（　）

**三、填空题（每空2分，共26分）**

1．在带有头结点的单链表L中，若要删除第一个结点，则需执行下列三条语句：＿＿＿＿＿＿＿＿；L->next=U->next；free(U)；

2．有一个长度为20的有序表采用二分查找方法进行查找，共有＿＿＿＿＿＿个元素的查找长度为3。

3．采用冒泡排序对有n个记录的表A按键值递增排序，若L的初始状态是按键值递增，则排序过程中记录的比较次数为＿＿＿＿＿。若A的初始状态为递减排列，则记录的交换次数为＿＿＿＿＿＿＿。

4．在无头结点的双链表中，指针P所指结点是第一个结点的条件是＿＿＿＿＿＿。

5．G为无向图，如果从G的某个顶点出发，进行一次广度优先搜索，即可访问图的每个顶点，则该图一定是＿＿＿＿＿图。

6．如果一个有向图中没有＿＿＿＿＿＿，则该图的全部顶点可能排成一个拓扑序列。

7．深度为8（根的层次号为1）的满二叉树有＿＿＿＿＿＿个叶子结点。

8．将一棵有100个结点的完全二叉树按层编号，则编号为49的结点X，其双亲PARENT（X）的编号为＿＿＿＿＿＿＿。

9．设某闭散列表HT未满，散列函数H（KEY）为键值第一字母在字母表中的序号，处理冲突方法为线性探测法，请在下列算法划线处填上适当内容，以实现按键值第一字母的顺序输出闭散列表中所有键值的算法。

void printword(keytype HT[m])

{ for(i=1;i<=26;i++)

{ j=i;

while(\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_)

{ if (\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_) printf(“datatype”,HT[j]);

j=(j+1)% m;

}

}

}

10．设有一个链队，结点结构为data|next，front为队头指针，rear为队尾指针，当执行入队操作时需执行下列语句：

malloc(p)；p->data=x; p->next=NULL；

＿＿＿＿＿＿＿＿＿＿＿＿＿＿＿＿；

＿＿＿＿＿＿＿＿＿＿＿＿＿＿＿＿；

**四、应用题（共26分）**

1．有向图G的邻接表如下图所示，若删去图G中的边＜V3，V6＞和＜V4，V5＞，试画出修改后图的邻接表。（4分）

顶点　入度

|  |  |  |
| --- | --- | --- |
| V1 | 0 |  |
| V2 | 1 |  |
| V3 | 4 |  |
| V4 | 0 |  |
| V5 | 1 |  |
| V6 | 1 | ∧ |

|  |  |
| --- | --- |
| 2 |  |
| 3 | ∧ |
| 6 |  |
| 3 |  |
| 3 |  |

|  |  |
| --- | --- |
| 1 | ∧ |

|  |  |
| --- | --- |
| 5 | ∧ |

2．有向图如下图所示，写出以V1为出发点对图进行深度优先搜索所得到的所有可能的访问序列。（4分）
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3．对于键值序列（49,38,65,97,76,13,27,50），使用堆排序算法完成排序过程。要求：

⑴画出初始堆（用二叉树表示）。

⑵画出分别输出13,27后重建的两个堆。（5分）

4.一个深度为d（根的层次号为1）的满K叉树有如下性质：第d层上的结点都是叶子结点，其余各层上的每个结点都有K棵非空子树。如果从根这一层开始从左到右顺序逐层对全部结点编号，且根结点的编号为1，问编号为n的结点有右兄弟的条件是什么？其右兄弟的编号是多少？（3分）

5．给定权值｛5,10,12,15,30,40｝，构造相应的哈夫曼树，要求写构造歩骤。（4分）

6．已知一表为（Jan,Feb,Mar,Apr,May,Jun,Jul,Aug,Sep,Oct,Nov,Dec）,按表中顺序依次插入初始为空的二叉排序树，要求：

⑴画出建立的二叉排序树。（4分）

⑵求出在等概率情况下查找成功的平均查找长度。（2分）

**五、设计题（共14分）**

1．设有一单链表L，结点结构为data|next，结点个数至少3个，试画出链表L的结构图，并编写算法判断该单链表L中的元素是否成等差关系，即：设各元素值次为a1,a2,a3,…,an，判断ai+1-ai=ai-ai-1是否成立，其中i满足2<=i<=n-1.(8分)

2．设有一棵二叉树以二叉链表作为存储结构，结点结构为lchild|data|rchild,其中data域中存放一个字符，设计一个算法按前根遍历顺序仅打印出data域为数字的字符（即‘0’<=data<=‘9’）（6分）

全真模拟试题(一)参考答案

1. 单项选择题

1④ 2③

3④ 分析：按题意，矩阵A是个三角矩阵，A[ I,j]的首地址可用下列公式计算：

LOC（aij）=LOC(a11)+(k-1)\*L

其中K为A[I,j]在A中的序号k=I\*(I-1)/2+j，L为每个元素所占的单元数。

所以有：LOC（aij）=2000+（9\*（9-1）/2+5-1）\*4=2000+160=2160。故为答案④

4．③

5．④

6．④

7．①

8．② 分析：如果G’为G的生成树，那么G’是G的子图，也是G的无环子图，并且还是G的极小连通子图，且V’=V，而连通分量则是指无向图的极大连通子图。故答案②是错误的。

9．④ 10。③ 11。④ 12。③

1. 判断题

1.v 2.x 3.v 4.v 5.x 6.x 7.x 8.v 9.v 10.x

1. 填空题
   1. R->next =s.
   2. P->next= = NULL
   3. Ls= =NULL 、ls=ls->link.
   4. 12 分析： 设n1=2,n2=3,n3=4,

树的总结点数为n=n0+ n1+n2+n3

树的分支数为n-1= n1+2n2+3n3

②-①得：-1= n2+2n3-n0

有n0=n2+2n3+1=3+2\*4+1=12

* 1. 双亲表示法。
  2. N-1
  3. I,j,k.
  4. 冒泡排序、快速排序
  5. T= =NULL、searchinsert(x,t->rchild).

1. 应用题
   1. EBFGCKHIJDA。
   2. 答案如图应用题I 9. 2.2 所示。
   3. 3．分析：本题实际上是求最小生成树问题。由于衅中有两条权值为6的边，故可以得到两种方案。答案如图应用题I 9. 3.2 所示。
   4. 答案：

（1）答案如图应用题I 9. 4.2 所示。

（2）v1 v2 v4 v5 v3 和 v1 v4 v2 v3 v5。

5．（1）经过改动以后，有可能出现死循环，比如当查找的键值K小于有序表中的最小键值时，就会出现死循环。故算法不能正常进行。

（2）假设有序表的查找序列为（2，3，4，5，6），当待查的键值K=1时，出现死循环。

6．答案：

25 84 21 47 15 27 68 35 24

第一趟 [24 15 21] 25 [47 27 68 35 84]

第二趟 [21 15] 24 25 [35 27] 47 [68 84]

第三趟 [15] 21 24 25 [27] 35 47 68 [84]

得到 15 21 24 25 27 35 47 68 84

第一趟排序过程中键值的移动情况如下：

第一趟： [25 84 21 47 15 27 68 35 24 ]

一次交换之后 [24 84 21 47 15 27 68 35 25]

二次交换之后 [24 25 21 47 15 27 68 35 84]

[24 25 21 47 15 27 68 35 84]

[24 25 21 47 15 27 68 35 84]

[24 25 21 47 15 27 68 35 84]

三次交换之后 [24 15 21 47 25 27 68 35 84]

[24 15 21 47 25 27 68 35 84]

四次交换之后 [24 15 21 25 47 27 68 35 84]

以上“-”表示当前经比较不交换位置的元素。“ ”表示当前经比较交换位置的元素。

1. 设计题
   1. Bitreptr search(bitreptr t ,int k)

{if (t!=null)

{count++;

if (count= =k)return (t);

else {search(t->lchild,k);

search(t->rchild,k);

}

}

}

2. 单链表L的结构如图设计题I 9. 2.2所示。

Int isviser(lklist L)

{p=L;

while(p->next!=null)

if (p->data <p->next->data) p=p->next;

else return(0);

return(1);

}

　　　　　　　　　　　　全真模拟二参考答案

一、单项选择题

1.②　　2.③　　3.④　　4. ④ 5.① 6. .③ 7. ② 8. ④ 9. ①

10. ①　对键值有序的、具有n个记录的表来讲，当所建立的二叉排序树是一棵深度为n的单支树时，在它上面的查找操作已经退化为顺序查找，所以其平均查找长度的量级为O（n）.

11．②

12．②　按题意要求，将对称矩阵A的上三角部分按行优先进行存放数组了B中，那么B[k]与aij的对应关系为：

当i<=j时，k=(i-1)/2\*(2\*n-i+2)+j-i+1

因此有：k=(6-1)/2\*(2\*8-6+2)+7-6+1=32

故　　　　LOC（a67）=LOC(a11)+(k-1)\*l=1000+(32-1)\*3=1093

二、判断题

　　1. ×　　2. × 3. √ 4. × 5. √ 6. √ 7. × 8. × 9. × 10.

三、填空题

1. U=L - > next
2. 4。　分析：二分查找的过程可以用一棵有序树来表示，该树第三层上有4个结点，表示经过三次比较查找成功的元素个数为4。
3. n-1、n(n-1)/2。　分析：采用冒泡排序时，若初始时已经自然有序，那么经过一趟n-1次比较后，算法就自动终止了。若初始状态为递减排列，希望排序成递增排列，则排序过程中比较一次，交换一次，总的比较、交换次数为n(n-1)/2，其中n-1为趟数，n/2为平均每趟的比较交换次数。
4. p - > prior = NULL。
5. 连通
6. 回路或环
7. 28-1 = 27 = 128
8. 24
9. HT[j]!=NULL或HT[j]不为空、H(HT[j])=I
10. rear - > next = p、rear = p

四、应用题

1. 修改后的有向图G的邻接表如图应用题Ⅱ 9.1.2所示。

顶点　入度

|  |  |  |
| --- | --- | --- |
| V1 | 0 |  |
| V2 | 1 |  |
| V3 | 4 | ∧ |
| V4 | 0 |  |
| V5 | 0 |  |
| V6 | 0 | ∧ |

|  |  |
| --- | --- |
| 2 |  |
| 3 | ∧ |

|  |  |
| --- | --- |
| 1 | ∧ |

|  |  |
| --- | --- |
| 3 | ∧ |
| 3 | ∧ |

　图应用题Ⅱ 9.1.2

1. 1，2，5，4，3，6

　　　　1，3，6，4，5，2

　　　　1，3，5，4，6，2

3．⑴初始堆如图应用题Ⅱ 9.3.2所示。

　 ⑵输出13后重建的堆如图应用题Ⅱ 9.3.3所示。

　 ⑶输出27后重建的堆如图应用题Ⅱ 9.3.4所示。

4．分析：在满k叉树中，除编号为1的根结点外，其余结点依次为每k个结点拥有一个共同的双亲。比如：

第二号－第k+1号结点的双亲是第1号结点；

第k+2号－第2k+1号结点的双亲是第2号结点；

第2k+1号－第3k+1号结点的双亲是第3号结点；

　　　　　　．．．．．．

从中可以看出，若编号为n，那么当(n-1)%k = 0时，它一定是某个结点的最右边的孩子，即它的右边不会再有兄弟了。反之，当(n-1)%k≠0，它的右边一定还有兄弟。

答案：编号为n的结点有兄弟的条件是(n-1)%k≠0，该点的右兄弟的编号是n+1。

　　　　5．哈夫曼树的构造过程如图应用题Ⅱ 9.5.2所示。

　　　　6．⑴建立的二叉排序树如图应用题Ⅱ 9.6.2所示。

　　　　　 ⑵在等概率情况下，查找成功的平均查找长度为

1/2(1\*1+2\*2+3\*3+4\*3+5\*2+6\*1) = 42/12 = 7/2 = 3.5。

　　　　五、设计题

　　　　1．单链表的结构图如图设计题Ⅱ 9.1.2所示。

．．．

|  |  |
| --- | --- |
| a1 |  |

|  |  |
| --- | --- |
| a2 |  |

|  |  |
| --- | --- |
| an |  |

算法：int isrise (lklist L)

{ p = L -> next; b = p -> data – L -> data;

while (p -> next != NULL)

{ q =p -> next;

if (q -> data – p -> data !=b) return(0)

else p = q;

}

return(1);

}

2．Void Nchar (bitreptr t)

{ if (t != Null)

{ if (t -> data >= ’0’ ) && (t -> data <= ‘9’) printf (“%d” , t -> data );

Nchar (t -> lchild);

Nchar (t -> rchild);

}

}

**全真试题（一）**

**本试卷分两部分，第一部分为选择题，1页至3页，第二部分为非选择题，4页至10页，共10页，选择题30分，非选择题70分，满分100分。考试时间的150分钟。**

**第一部分 选择题 （共30分）**

**一、单项选择题（本大题共15小题，每小题2分，共30分）。在每小题列出的四个选项中只有一个是符合题目要求的，请将其代码填在题后的括号内。错选或未选均无分。**

1. 算法指的是 （ ）

A.计算机程序 B. 解决问题的计算方法 C. 排序算法 D. 解决问题的有限运算序列

2. 线性表采用链式存储时，结点的存储地址 （ ）

A.必须是不连续的 B.连续与否均可 C.必须是连续的 D.和头结点的存储地址相连续

3. 将长度为n的单链表链接在长度为m的单链表之后的算法的时间复杂度为 （ ）

A. O(1) B. O(n) C. O(m) D. O(m+n)

4. 由有两个栈共享一个向量空间的好处是: （ ）

A. 减少存取时间，降低下溢发生的机率 B.节省存储空间，降低上溢发生的机率

C. 减少存取时间，降低上溢发生的机率 D.节省存储空间，降低下溢发生的机率

5．设数组data[m]作为循环队列SQ的存储空间，front为头指针，rear为尾指针，则执行出队操作后其头指针的值为 （ ）

A. front=front+1 B. front=(front+1)%(m-1) C. front=(front-1)%m D. front=(front+1)%m

6. 如下陈述中正确的是 （ ）

A．串是一种特殊的线性表 B. 串的长度必须大于零 C.串中元素只能是字母 D.空串就是空白串

7．设目标串的长度是n，模式串的长度为=⎣n/3⎦，则执行模式匹配算法时，在最坏情况下的时间复杂度是（ ）

A.O(![](data:image/x-wmf;base64,183GmgAAAAAAAIAB4AMBCQAAAABwXAEACQAAA98AAAADABwAAAAAAAUAAAAJAgAAAAAFAAAAAgEBAAAABQAAAAEC////AAUAAAAuARgAAAAFAAAACwIAAAAABQAAAAwC4AOAARIAAAAmBg8AGgD/////AAAQAAAAwP///7j///9AAQAAmAMAAAsAAAAmBg8ADABNYXRoVHlwZQAAwAAIAAAA+gIAABAAAAAAAAAABAAAAC0BAAAFAAAAFAIAAkAABQAAABMCAAIuARwAAAD7AoD+AAAAAAAAkAEAAAAABAIAEFRpbWVzIE5ldyBSb21hbgB9qPR3hqj0dwEAAAAAADAABAAAAC0BAQAIAAAAMgqMA10AAQAAADMCHAAAAPsCgP4AAAAAAACQAQEAAAAEAgAQVGltZXMgTmV3IFJvbWFuAH2o9HeGqPR3AQAAAAAAMAAEAAAALQECAAQAAADwAQEACAAAADIKbgFaAAEAAABuAwoAAAAmBg8ACgD/////AQAAAAAAHAAAAPsCEAAHAAAAAAC8AgAAAIYBAgIiU3lzdGVtAAAAAAoAAAAEAAAAAAABAAAAAQAAAAAAMAAEAAAALQEBAAQAAADwAQIAAwAAAAAA)) B.O(n) C.O(n2) D.O(n3)

8．一个非空广义表的表头 （ ）

A．不可能是子表 B. 只能是子表 C.只能是原子 D.可以是子表或原子

9．假设以带行表的三元组表表示稀疏矩阵，则和下列行表

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| 0 | 2 | 3 | 3 | 5 |

对应的稀疏矩阵是

![](data:image/x-wmf;base64,183GmgAAAAAAAKANQAsACQAAAADxWAEACQAAAx0CAAACABwAAAAAAAUAAAAJAgAAAAAFAAAAAgEBAAAABQAAAAEC////AAUAAAAuARgAAAAFAAAACwIAAAAABQAAAAwCQAugDRIAAAAmBg8AGgD/////AAAQAAAAwP///8D///9gDQAAAAsAAAsAAAAmBg8ADABNYXRoVHlwZQAAoAIcAAAA+wKA/gAAAAAAAJABAAAAAgQCABBTeW1ib2wAd0AAAAA8BQq3faj0d4ao9HcBAAAAAAAwAAQAAAAtAQAACAAAADIKQgrEDAEAAAD6eQgAAAAyCtIIxAwBAAAA+nkIAAAAMgpiB8QMAQAAAPp5CAAAADIK8gXEDAEAAAD6eQgAAAAyCoIExAwBAAAA+nkIAAAAMgoSA8QMAQAAAPp5CAAAADIK4grEDAEAAAD7eQgAAAAyCqIBxAwBAAAA+XkIAAAAMgpCCtoCAQAAAOp5CAAAADIK0gjaAgEAAADqeQgAAAAyCmIH2gIBAAAA6nkIAAAAMgryBdoCAQAAAOp5CAAAADIKggTaAgEAAADqeQgAAAAyChID2gIBAAAA6nkIAAAAMgriCtoCAQAAAOt5CAAAADIKogHaAgEAAADpeQgAAAAyCkYIdgMBAAAALXkIAAAAMgqGAawGAQAAAC15CAAAADIKAAacAQEAAAA9eRwAAAD7AoD+AAAAAAAAkAEAAAAABAIAEFRpbWVzIE5ldyBSb21hbgB9qPR3hqj0dwEAAAAAADAABAAAAC0BAQAEAAAA8AEAAAgAAAAyCoYK/gsBAAAAMHkIAAAAMgqGCtkJAQAAADB5CAAAADIKhgotBwEAAAAweQgAAAAyCoYK+gMBAAAAMHkIAAAAMgpGCP4LAQAAADB5CAAAADIKRgjcCQEAAAA0eQgAAAAyCkYILQcBAAAAMHkIAAAAMgpGCIoEAQAAADV5CAAAADIKBgb+CwEAAAAweQgAAAAyCgYG2QkBAAAAMHkIAAAAMgoGBi0HAQAAADB5CAAAADIKBgb6AwEAAAAweQgAAAAyCsYD/gsBAAAAMHkIAAAAMgrGA9kJAQAAADB5CAAAADIKxgMtBwEAAAAweQgAAAAyCsYD9wMBAAAAN3kIAAAAMgqGAf4LAQAAADZ5CAAAADIKhgHZCQEAAAAweQgAAAAyCoYBugcBAAAAOHkIAAAAMgqGAfoDAQAAADB5HAAAAPsCgP4AAAAAAACQAQEAAAAEAgAQVGltZXMgTmV3IFJvbWFuAH2o9HeGqPR3AQAAAAAAMAAEAAAALQEAAAQAAADwAQEACAAAADIKAAZYAAEAAABBeQoAAAAmBg8ACgD/////AQAAAAAAHAAAAPsCEAAHAAAAAAC8AgAAAIYBAgIiU3lzdGVtAAAAAAoAAAAEAAAAAAABAAAAAQAAAAAAMAAEAAAALQEBAAQAAADwAQAAAwAAAAAA) ![](data:image/x-wmf;base64,183GmgAAAAAAAKANQAsACQAAAADxWAEACQAAAx0CAAACABwAAAAAAAUAAAAJAgAAAAAFAAAAAgEBAAAABQAAAAEC////AAUAAAAuARgAAAAFAAAACwIAAAAABQAAAAwCQAugDRIAAAAmBg8AGgD/////AAAQAAAAwP///8D///9gDQAAAAsAAAsAAAAmBg8ADABNYXRoVHlwZQAAoAIcAAAA+wKA/gAAAAAAAJABAAAAAgQCABBTeW1ib2wAd0AAAABYBQrdfaj0d4ao9HcBAAAAAAAwAAQAAAAtAQAACAAAADIKQgrDDAEAAAD6eQgAAAAyCtIIwwwBAAAA+nkIAAAAMgpiB8MMAQAAAPp5CAAAADIK8gXDDAEAAAD6eQgAAAAyCoIEwwwBAAAA+nkIAAAAMgoSA8MMAQAAAPp5CAAAADIK4grDDAEAAAD7eQgAAAAyCqIBwwwBAAAA+XkIAAAAMgpCCtkCAQAAAOp5CAAAADIK0gjZAgEAAADqeQgAAAAyCmIH2QIBAAAA6nkIAAAAMgryBdkCAQAAAOp5CAAAADIKggTZAgEAAADqeQgAAAAyChID2QIBAAAA6nkIAAAAMgriCtkCAQAAAOt5CAAAADIKogHZAgEAAADpeQgAAAAyCgYGdQMBAAAALXkIAAAAMgqGAasGAQAAAC15CAAAADIKAAabAQEAAAA9eRwAAAD7AoD+AAAAAAAAkAEAAAAABAIAEFRpbWVzIE5ldyBSb21hbgB9qPR3hqj0dwEAAAAAADAABAAAAC0BAQAEAAAA8AEAAAgAAAAyCoYK/QsBAAAAMHkIAAAAMgqGCtgJAQAAADB5CAAAADIKhgovBwEAAAAzeQgAAAAyCoYK+QMBAAAAMHkIAAAAMgpGCP0LAQAAADB5CAAAADIKRgjYCQEAAAAweQgAAAAyCkYILAcBAAAAMHkIAAAAMgpGCPkDAQAAADB5CAAAADIKBgb9CwEAAAAweQgAAAAyCgYG2wkBAAAANHkIAAAAMgoGBiwHAQAAADB5CAAAADIKBgaJBAEAAAA1eQgAAAAyCsYD/QsBAAAAMHkIAAAAMgrGA9gJAQAAADB5CAAAADIKxgMsBwEAAAAweQgAAAAyCsYD9gMBAAAAN3kIAAAAMgqGAf0LAQAAADZ5CAAAADIKhgHYCQEAAAAweQgAAAAyCoYBuQcBAAAAOHkIAAAAMgqGAfkDAQAAADB5HAAAAPsCgP4AAAAAAACQAQEAAAAEAgAQVGltZXMgTmV3IFJvbWFuAH2o9HeGqPR3AQAAAAAAMAAEAAAALQEAAAQAAADwAQEACAAAADIKAAZGAAEAAABCeQoAAAAmBg8ACgD/////AQAAAAAAHAAAAPsCEAAHAAAAAAC8AgAAAIYBAgIiU3lzdGVtAAAAAAoAAAAEAAAAAAABAAAAAQAAAAAAMAAEAAAALQEBAAQAAADwAQAAAwAAAAAA) ![](data:image/x-wmf;base64,183GmgAAAAAAAKANQAsACQAAAADxWAEACQAAAx0CAAACABwAAAAAAAUAAAAJAgAAAAAFAAAAAgEBAAAABQAAAAEC////AAUAAAAuARgAAAAFAAAACwIAAAAABQAAAAwCQAugDRIAAAAmBg8AGgD/////AAAQAAAAwP///8D///9gDQAAAAsAAAsAAAAmBg8ADABNYXRoVHlwZQAAoAIcAAAA+wKA/gAAAAAAAJABAAAAAgQCABBTeW1ib2wAd0AAAAAnBgpXfaj0d4ao9HcBAAAAAAAwAAQAAAAtAQAACAAAADIKQgrQDAEAAAD6eQgAAAAyCtII0AwBAAAA+nkIAAAAMgpiB9AMAQAAAPp5CAAAADIK8gXQDAEAAAD6eQgAAAAyCoIE0AwBAAAA+nkIAAAAMgoSA9AMAQAAAPp5CAAAADIK4grQDAEAAAD7eQgAAAAyCqIB0AwBAAAA+XkIAAAAMgpCCuYCAQAAAOp5CAAAADIK0gjmAgEAAADqeQgAAAAyCmIH5gIBAAAA6nkIAAAAMgryBeYCAQAAAOp5CAAAADIKggTmAgEAAADqeQgAAAAyChID5gIBAAAA6nkIAAAAMgriCuYCAQAAAOt5CAAAADIKogHmAgEAAADpeQgAAAAyCkYIggMBAAAALXkIAAAAMgqGAbgGAQAAAC15CAAAADIKAAaoAQEAAAA9eRwAAAD7AoD+AAAAAAAAkAEAAAAABAIAEFRpbWVzIE5ldyBSb21hbgB9qPR3hqj0dwEAAAAAADAABAAAAC0BAQAEAAAA8AEAAAgAAAAyCoYKCgwBAAAAMHkIAAAAMgqGCuUJAQAAADB5CAAAADIKhgo5BwEAAAAweQgAAAAyCoYKBgQBAAAAMHkIAAAAMgpGCAoMAQAAADB5CAAAADIKRgjoCQEAAAA0eQgAAAAyCkYIOQcBAAAAMHkIAAAAMgpGCJYEAQAAADV5CAAAADIKBgYKDAEAAAAweQgAAAAyCgYG5QkBAAAAMHkIAAAAMgoGBjwHAQAAADJ5CAAAADIKBgYGBAEAAAAweQgAAAAyCsYDCgwBAAAAMHkIAAAAMgrGA+UJAQAAADB5CAAAADIKxgM5BwEAAAAweQgAAAAyCsYDBgQBAAAAMHkIAAAAMgqGAQoMAQAAADZ5CAAAADIKhgHlCQEAAAAweQgAAAAyCoYBxgcBAAAAOHkIAAAAMgqGAQYEAQAAADB5HAAAAPsCgP4AAAAAAACQAQEAAAAEAgAQVGltZXMgTmV3IFJvbWFuAH2o9HeGqPR3AQAAAAAAMAAEAAAALQEAAAQAAADwAQEACAAAADIKAAYuAAEAAABDeQoAAAAmBg8ACgD/////AQAAAAAAHAAAAPsCEAAHAAAAAAC8AgAAAIYBAgIiU3lzdGVtAAAAAAoAAAAEAAAAAAABAAAAAQAAAAAAMAAEAAAALQEBAAQAAADwAQAAAwAAAAAA) ![](data:image/x-wmf;base64,183GmgAAAAAAAMANQAsACQAAAACRWAEACQAAAx0CAAACABwAAAAAAAUAAAAJAgAAAAAFAAAAAgEBAAAABQAAAAEC////AAUAAAAuARgAAAAFAAAACwIAAAAABQAAAAwCQAvADRIAAAAmBg8AGgD/////AAAQAAAAwP///8D///+ADQAAAAsAAAsAAAAmBg8ADABNYXRoVHlwZQAAoAIcAAAA+wKA/gAAAAAAAJABAAAAAgQCABBTeW1ib2wAd0AAAACpAgrAfaj0d4ao9HcBAAAAAAAwAAQAAAAtAQAACAAAADIKQgruDAEAAAD6eQgAAAAyCtII7gwBAAAA+nkIAAAAMgpiB+4MAQAAAPp5CAAAADIK8gXuDAEAAAD6eQgAAAAyCoIE7gwBAAAA+nkIAAAAMgoSA+4MAQAAAPp5CAAAADIK4gruDAEAAAD7eQgAAAAyCqIB7gwBAAAA+XkIAAAAMgpCCgQDAQAAAOp5CAAAADIK0ggEAwEAAADqeQgAAAAyCmIHBAMBAAAA6nkIAAAAMgryBQQDAQAAAOp5CAAAADIKggQEAwEAAADqeQgAAAAyChIDBAMBAAAA6nkIAAAAMgriCgQDAQAAAOt5CAAAADIKogEEAwEAAADpeQgAAAAyCkYIoAMBAAAALXkIAAAAMgqGAdYGAQAAAC15CAAAADIKAAbGAQEAAAA9eRwAAAD7AoD+AAAAAAAAkAEAAAAABAIAEFRpbWVzIE5ldyBSb21hbgB9qPR3hqj0dwEAAAAAADAABAAAAC0BAQAEAAAA8AEAAAgAAAAyCoYKKAwBAAAAMHkIAAAAMgqGCgMKAQAAADB5CAAAADIKhgpaBwEAAAAzeQgAAAAyCoYKJAQBAAAAMHkIAAAAMgpGCCgMAQAAADB5CAAAADIKRggGCgEAAAA0eQgAAAAyCkYIVwcBAAAAMHkIAAAAMgpGCLQEAQAAADV5CAAAADIKBgYoDAEAAAAweQgAAAAyCgYGAwoBAAAAMHkIAAAAMgoGBlcHAQAAADB5CAAAADIKBgYhBAEAAAA3eQgAAAAyCsYDKAwBAAAAMHkIAAAAMgrGAwMKAQAAADB5CAAAADIKxgNXBwEAAAAweQgAAAAyCsYDJAQBAAAAMHkIAAAAMgqGASgMAQAAADZ5CAAAADIKhgEDCgEAAAAweQgAAAAyCoYB5AcBAAAAOHkIAAAAMgqGASQEAQAAADB5HAAAAPsCgP4AAAAAAACQAQEAAAAEAgAQVGltZXMgTmV3IFJvbWFuAH2o9HeGqPR3AQAAAAAAMAAEAAAALQEAAAQAAADwAQEACAAAADIKAAZGAAEAAABEeQoAAAAmBg8ACgD/////AQAAAAAAHAAAAPsCEAAHAAAAAAC8AgAAAIYBAgIiU3lzdGVtAAAAAAoAAAAEAAAAAAABAAAAAQAAAAAAMAAEAAAALQEBAAQAAADwAQAAAwAAAAAA)

10.在一棵度为3的树中，度为3的结点个数为2，度为2的结点个数为1，则度为0的结点个数为 （ ）

A. 4 B. 5 C. 6 D. 7

11. 在含n个顶点和e条边的无向图的邻接矩阵中，零元素的个数为 （ ）

A. e B.2e C. n2-e D. n2-2e

12．假设一个有n个顶点和e条弧的有向图用邻接表表示，则删除与某个顶点vi相关的所有弧的时间复杂度是（ ）

A. O(n) B.O(e) C.O(n+e) D.O(n\*e)

13．用某种排序方法对关键字序列（25，84，21，47，15，27，68，35，20）进行排序时，序列的变化情况如下：

20，15，21，25，47，27，68，35，84

15，20，21，25，35，27，47，68，84

15，20，21，25，27，35，47，68，84

则所采用的排序方法是 ( )

A.选择排序 B.希尔排序 C.归并排序 D.快速排序

14．适于对动态查找表进行高效率查找的组织结构是 ( )

A．有序表 B.分块有序表 C.二叉排序树 D. 线性链表

15．不定长文件是指 ( )

A．文件的长度不固定 B. 记录的长度不固定 C.字段的长度不固定 D.关键字项的长度不固定

**第二部分 非选择题 （共70分）**

**二、填空题（本大题共10小题，每小题2分，若有两个空格，每个空格1分，共20分）。**

**不写解答过程，将正确的答案写在每小题的空格内。错填或不填均无分。**

16．数据的逻辑结构是从逻辑关系上描述数据，它与数据的 无关，是独立于计算机的。

17．在一个带头结点的单向循环链表中，p指向尾结点的直接前驱，则指向头结点的指针head可用p表示为head＝ 。

18．栈顶的位置是随着 操作而变化的。

19．在串S=”structure”中，以t为首字符的子串有 个。

20．假设一个9阶的上三角矩阵A按列优先顺序压缩存储在一维数组B中，其中B[0]存储矩阵中第1个元素B1,1,则B[31]中存放的元素是 。

21．已知一棵完全二叉树中共有768个结点，则该树中共有 个叶子结点。

22．已知一个图的广度优先生成树如右图所示，则与此相应

a

c

b

e

f

g

d

的广度优先遍历序列为 。

23.在单链表上难以实现的排序方法有 和 。

24．在有序表（12，24，36，48，60，72，84）中二分查找关键字72时所需进行的关键字比较次数为 。

25．多重表文件和倒排文件都属于 文件。

**三、解答题（本大题共4小题，每小题5分，共20分）。**

26．画出下列广义表的共享结构图形表示

P=(((z),(x,y)),((x,y),x),(z))

27.请画出与下列二叉树对应的森林。

A

B

C

D

E

F

G

I

J

K

28.已知一个无向图的顶点集为{a,b,c,d,e}，其邻接矩阵如下所示

![](data:image/x-wmf;base64,183GmgAAAAAAACAMQAsACQAAAABxWQEACQAAA00CAAACABwAAAAAAAUAAAAJAgAAAAAFAAAAAgEBAAAABQAAAAEC////AAUAAAAuARgAAAAFAAAACwIAAAAABQAAAAwCQAsgDBIAAAAmBg8AGgD/////AAAQAAAAwP///8D////gCwAAAAsAAAsAAAAmBg8ADABNYXRoVHlwZQAAoAIcAAAA+wKA/gAAAAAAAJABAAAAAgQCABBTeW1ib2wAd0AAAAAjBQrgfaj0d4ao9HcBAAAAAAAwAAQAAAAtAQAACAAAADIKQgo+CwEAAAD6eQgAAAAyCtIIPgsBAAAA+nkIAAAAMgpiBz4LAQAAAPp5CAAAADIK8gU+CwEAAAD6eQgAAAAyCoIEPgsBAAAA+nkIAAAAMgoSAz4LAQAAAPp5CAAAADIK4go+CwEAAAD7eQgAAAAyCqIBPgsBAAAA+XkIAAAAMgpCCloBAQAAAOp5CAAAADIK0ghaAQEAAADqeQgAAAAyCmIHWgEBAAAA6nkIAAAAMgryBVoBAQAAAOp5CAAAADIKggRaAQEAAADqeQgAAAAyChIDWgEBAAAA6nkIAAAAMgriCloBAQAAAOt5CAAAADIKogFaAQEAAADpeRwAAAD7AoD+AAAAAAAAkAEAAAAABAIAEFRpbWVzIE5ldyBSb21hbgB9qPR3hqj0dwEAAAAAADAABAAAAC0BAQAEAAAA8AEAAAgAAAAyCoYKeAoBAAAAMHkIAAAAMgqGClMIAQAAADF5CAAAADIKhgoxBgEAAAAxeQgAAAAyCoYKEgQBAAAAMHkIAAAAMgqGCu0BAQAAADF5CAAAADIKRgh1CgEAAAAxeQgAAAAyCkYIVggBAAAAMHkIAAAAMgpGCDEGAQAAADF5CAAAADIKRggPBAEAAAAxeQgAAAAyCkYI8AEBAAAAMHkIAAAAMgoGBnUKAQAAADF5CAAAADIKBgZTCAEAAAAxeQgAAAAyCgYGNAYBAAAAMHkIAAAAMgoGBhIEAQAAADB5CAAAADIKBgbwAQEAAAAweQgAAAAyCsYDeAoBAAAAMHkIAAAAMgrGA1MIAQAAADF5CAAAADIKxgM0BgEAAAAweQgAAAAyCsYDEgQBAAAAMHkIAAAAMgrGA+0BAQAAADF5CAAAADIKhgF1CgEAAAAxeQgAAAAyCoYBVggBAAAAMHkIAAAAMgqGATQGAQAAADB5CAAAADIKhgEPBAEAAAAxeQgAAAAyCoYB8AEBAAAAMHkcAAAA+wKA/gAAAAAAAJABAQAAAAQCABBUaW1lcyBOZXcgUm9tYW4Afaj0d4ao9HcBAAAAAAAwAAQAAAAtAQAABAAAAPABAQAIAAAAMgqGClUAAQAAAGV5CAAAADIKRgg6AAEAAABkeQgAAAAyCgYGUgABAAAAY3kIAAAAMgrGA0YAAQAAAGJ5CAAAADIKhgFJAAEAAABheQoAAAAmBg8ACgD/////AQAAAAAAHAAAAPsCEAAHAAAAAAC8AgAAAIYBAgIiU3lzdGVtAAAAAAoAAAAEAAAAAAABAAAAAQAAAAAAMAAEAAAALQEBAAQAAADwAQAAAwAAAAAA)

1. 画出该图的图形；
2. 根据邻接矩阵从顶点a出发进行深度优先遍历和广度优先遍历，写出相应的遍历序列。

29．已知一个散列表如下图所示：

|  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
|  |  | 35 |  | 20 |  |  | 33 |  | 48 |  |  | 59 |
| 0 1 2 3 4 5 6 7 8 9 10 11 12 | | | | | | | | | | | | |

其散列函数为h(key)=key%13，处理冲突的方法是双重散列法，其探查序列为：

hi=(h(key)+i\*hl(key))%m i=0,1,…,m-1

其中

hl(key)=key%11+1

回答下列问题：

1. 对表中关键字35，20，33，和48进行查找时，所需进行的比较次数各为多少？
2. 该散列表在等概率查找时查找成功的平均查找长度为多少？

**四、算法阅读题（本大题共4小题，每小题5分，共20分）。**

30．下列算法的功能是比较两个链串的大小，其返回值为：

![](data:image/x-wmf;base64,183GmgAAAAAAAIAYQAcACQAAAADRQQEACQAAA0cCAAACABwAAAAAAAUAAAAJAgAAAAAFAAAAAgEBAAAABQAAAAEC////AAUAAAAuARgAAAAFAAAACwIAAAAABQAAAAwCQAeAGBIAAAAmBg8AGgD/////AAAQAAAAwP///6T///9AGAAA5AYAAAsAAAAmBg8ADABNYXRoVHlwZQAAoAEcAAAA+wKA/gAAAAAAAJABAAAAAgQCABBTeW1ib2wAd0AAAADNBApofaj0d4ao9HcBAAAAAAAwAAQAAAAtAQAACAAAADIKsgUOCgEAAADveQgAAAAyCsYGDgoBAAAA7nkIAAAAMgoiAw4KAQAAAO95CAAAADIKQgQOCgEAAADteQgAAAAyCr4BDgoBAAAA7HkIAAAAMgpSBnwSAQAAAD55CAAAADIKrgGWEwEAAAA8eQgAAAAyCq4BzgoBAAAALXkIAAAAMgoABNYIAQAAAD15HAAAAPsCIP8AAAAAAACQAQAAAAAEAgAQVGltZXMgTmV3IFJvbWFuAH2o9HeGqPR3AQAAAAAAMAAEAAAALQEBAAQAAADwAQAACAAAADIKsgZhFAEAAAAyeQgAAAAyCrIGhhEBAAAAMXkIAAAAMgpgBD0UAQAAADJ5CAAAADIKYATIEQEAAAAxeQgAAAAyCg4CexUBAAAAMnkIAAAAMgoOAqYSAQAAADF5CAAAADIKYARLBwEAAAAyeQgAAAAyCmAEfgUBAAAAMXkcAAAA+wKA/gAAAAAAAJABAAAAAAQCABBUaW1lcyBOZXcgUm9tYW4Afaj0d4ao9HcBAAAAAAAwAAQAAAAtAQAABAAAAPABAQAIAAAAMgpSBqQKAQAAADF5CAAAADIKAATICgEAAAAweQgAAAAyCq4BxAsBAAAAMXkIAAAAMgoABPIHAQAAACl5CAAAADIKAAQOBgEAAAAseQgAAAAyCgAEYAQBAAAAKHkcAAAA+wKA/gAAAAAAAJABAQAAAAQCABBUaW1lcyBOZXcgUm9tYW4Afaj0d4ao9HcBAAAAAAAwAAQAAAAtAQEABAAAAPABAAAIAAAAMgpSBroTAQAAAHN5CAAAADIKUgb4EAEAAABzeQgAAAAyCgAElhMBAAAAc3kIAAAAMgoABDoRAQAAAHN5CAAAADIKrgHUFAEAAABzeQgAAAAyCq4BGBIBAAAAc3kIAAAAMgoABKQGAQAAAHN5CAAAADIKAATwBAEAAABzeQoAAAAyCgAENAAGAAAAY29tc3RyHAAAAPsCgP4AAAAAAACQAQAAAIYEAgAAy87M5QB99HdAAAAAzQQKan2o9HeGqPR3AQAAAAAAMAAEAAAALQEAAAQAAADwAQEACAAAADIKUgZ4DwIAAAC1sQgAAAAyCgAEFhICAAAAo70IAAAAMgoABLoPAgAAALWxCAAAADIKrgGYEAIAAAC1sQoAAAAmBg8ACgD/////AQAAAAAAHAAAAPsCEAAHAAAAAAC8AgAAAIYBAgIiU3lzdGVtAAAAAAoAAAAEAAAAAAABAAAAAQAAAAAAMAAEAAAALQEBAAQAAADwAQAAAwAAAAAA)

请在空白处填入适当的内容。

int comstr(LinkString s1,LinkString s2)

{//s1和s2是两个链串的头指针

while (s1 && s2)

{if(s1->data<s2->data) return -1;

if(s1->data>s2->data) return 1;

① ;

② ;

}

if( ③ ) return -1;

if( ④ ) return 1;

⑤ ;

}

31. 阅读下面的算法

LinkList mynote(LinkList L)

{//L是不带头结点的单链表的头指针

if(L && L->next)

{q=L; L=L->next; p=L;

S1: while(p->next) p=p->next;

S2: p->next=q; q->next=NULL;

}

return L

}

请回答下列问题：

1. 说明语句S1的功能；
2. 说明语句组S2的功能；
3. 设链表表示的线性表为（a1, a2,…, an），写出算法执行后的返回值所表示的线性表。

rear[0]

……

……

rear[1]]

front[1]]

front[0]]

32. 假设两个队列共享一个循环向量空间（参见右下图）

其类型Queue2定义如下：

typedef struct

{DataType data[MaxSize];

int front[2],rear[2];

}Queue2;

对于i=0或1，front[i]和rear[i]分别为第

i个队列的头指针和尾指针。请对以下算法填

空，实现第i个队列的入队操作。

int InQueue(Queue2 \*Q,int i,DataType x)

{//若第i个队列不满。则元素x入队列，

//并返回1；否则返回0

if(i<0 || i>1) return 0;

if(Q.>rear[i]==Q->front[ ① ]return 0;

Q->data[ ② ]=x;

Q->rear[i]= ③ ;

return 1;

}

33. 已知二叉树的存储结构为二叉链表，阅读下面算法。

typedef struct node

{DataType data;

struct node \*next;

}ListNode;

typedef ListNode \*LinkList;

LinkList Leafhead=NULL;

void Inorder(BinTree T)

{LinkList s;

if (T)

{Inorder(T->lchild);

if((!T->lchild) && (T->rchild))

{s=(ListNode\*)malloc(sizeof(ListNode));

s->data=T->data;

s->next=Leafhead;

Leafhead=s;

}

Inorder(T->rchild);

}

}

对于如下所示的二叉树

D

A

B

C

H

E

F

G

1. 画出执行上述算法后所建立的结构；
2. 说明该算法的功能。

**五、算法设计题（本题共10分）**

34．阅读下列函数

int arrange(int a[],int l,int h,int x)

{ //l和h分别为数据区的下界和上界

int i,j,t;

i=l; j=h;

while(i<j)

{while(i<j &&a[j]>=x) j--;

while(i<j &&a[i]<x) i++;

if(i<j)

{t=a[j]; a[j]=a[i]; a[i]=t;}

}

if (a[i]<x) return i;

else return i-1;

}

1. 写出该函数的功能；
2. 写一个调用上述函数实现下列功能的算法：对一整数数组b[n]中的元素进行重新排列，将所有负数均调整到数组的低下标端，将所有正数均调整到数组的高下标端，若有零值，则置于两者之间，并返回数组中零元素的个数。

**全真试题（二）**

**本试卷分两部分，第一部分为选择题，1页至2页，第二部分为非选择题，3页至10页，共10页；选择题30分，非选择题70分，满分100分。考试时间150分钟。**

**第一部分 选择题（共30分）**

**一、单项选择题（本大题共15小题，每小题2分，共30分）在每小题列出的四个选项中只有一个是符合题目要求的，请将其代码填在题后的括号内。错选或未选均无分。**

1、若结点的存储地址与其关键字之间存在的某种映射关系，则称这种存储结构为（ ）

A.顺序存储结构 B.链式存储结构

C.索引存储结构 D.散列存储结构

2. 在长度为n的顺序表的第i（1≤i≤n+1）个位置上插入一个元素，元素的移动次数为（ ）

A.n-i+1 B.n-i C.i D.i-1

3. 对于只在表的首.尾两端进行插入操作的线性表，宜采用的存储结构为（ ）

A.顺序表 B.用头指针表示的单循环链表

C.用尾指针表示的单循环链表 D.单链表

4. 若进栈序列为a，b，c，则通过入出栈操作可能得到的a，b，c的不同排列个数为（ ）

A.4 B.5 C.6 D.7

5. 为查找某一特定单词在文本中出现的位置，可应用的串运算是（ ）

A.插入 B.删除 C.串联接 D.子串定位

6. 已知函数Sub(s,i,j)的功能是返回串s中从第i个字符起长度为j的子串，函数Scopy(s,t)的功能为复制串t到s。若字符串S=“SCIENCESTUDY”，则调用函数Scopy(P,Sub(S,1,7)后得到（ ）

A.P=“SCIENCE” B.P=“STUDY” C.S=“SCIENCE ” D.S=“STUDY”

7. 三维数组h[4][5][6]按行优先存储方法存储在内存中，若每个元素占2个存储单元，且数组中第一个元素的存储地址为120，则元素A[3][4][5]的存储地址为（ ）

A.356 B.385 C.360 D.362

p

8. 如右图所示广义表是一种（ ）

A.线性表 B.纯表 C.结点共享表 D.递归表

9. 下列陈述中正确的是（ ）

A.二叉树是度为2的有序树 B.二叉树中结点只有一个孩子时无左右之分

C.二叉树中必有度为2的结点 D.二叉树中最多只有两棵子树，并且有左右之分

10. n个顶点的有向完全图中含有有向边的数目最多为（ ）

b

a

d

c

e

f

A.n-1 B.n C.n(n-1)/2 D.n(n-1)

11. 已知一个有向图如右所示，

则从顶点a出发进行深度优先遍历，

不可能得到的DFS序列为（ ）

A.a d b e f c B.a d c e f b

C.a d c b f e D.a d e f c b

12. 在最好和最坏情况下的时间复杂度均为O(nlogn)且稳定的排序方法是（ ）

A.快速排序 B.堆排序 C.归并排序 D.基数排序

1

2

3

5

4

13. 不可能生成右图所示二叉排序树的关键字序列是（ ）

A.4 5 3 1 2 B.4 2 5 3 1 C.4 5 2 1 3 D.4 2 3 1 5

14. AVL树是一种平衡的二叉排序树，树中任一结点的（ ）

A.左.右子树的高度均相同 B.左.右子树高度差的绝对值不超过1

C.左子树的高度均大于右子树的高度 D.左子树的高度均小于右子树的高度

15. 在VSAM文件的控制区间中，记录的存储方式为（ ）

A.无序顺序 B.有序顺序 C.无序链接 D.有序链接

**第二部分 非选择题（共70分）**

**二.填空题（本大题共10小题，每小题2分，若有两个空格，每个空格1分，共20分）不写解答过程，将正确的答案写在每小题的空格内。错填或不填均无分。**

16. 若一个算法中的语句频度之和为T(n)=3720n+4nlogn，则算法的时间复杂度为 。

17. 在如图所示的链表中，若在指针p所指的结点之后插入数据域值相继为a和b的两个结点，则可用下列两个语句实现该操作，它们依次是 和 。

b

a

p

s

Λ

题17图

18. 假设以S和X分别表示进栈和退栈操作，则对输入序列a,b,c,d,e进行一系列栈操作SSXSXSSXXX之后，得到的输出序列为 。

19. 串S=“I am a worker”的长度是 。

20. 假设一个10阶的下三角矩阵A按列优先顺序压缩存储在一维数组C中，则C数组的大小应为 。

21. 在n个结点的线索二叉链表中，有 个线索指针。

22. 若采用邻接矩阵结构存储具有n个顶点的图，则对该图进行广度优先遍历的算法时间复杂度为 。

23. 对关键字序列（52，80，63，44，48，91）进行一趟快速排序之后得到的结果为 。

24. 由10000个结点构成的二叉排序树，在等概率查找的假设下，查找成功时的平均查找长度的最大值可能达到 。

25. 若要找出所有工资低于1500元，职称是副教授，及所有工资低于2000元，职称是教授的记录，则查询条件是 。

**三.解答题（本大题共4小题，每小题5分，共20分）**

26. 已知一个6行5列的稀疏矩阵中非零元的值分别为：-90，41，-76，28，-54，65和-8，它们在矩阵中的列号依次为：1，4，5，1，2，4和5。当以带行表的三元组表作存储结构时，其行表RowTab中的值依次为0，0，2，2，3和5。请写出该稀疏矩阵（注：矩阵元素的行列下标均从1开始）。

27. 已知树T的先序遍历序列为ABCDEFGHIJKL后序遍历序列为CBEFDJIKLHGA。请画出树T。

28. 对关键字序列（72，87，61，23，94，16，05，58）进行堆排序，使之按关键字递减次序排列。请写出排序过程中得到的初始堆和前三趟的序列状态。

初始堆：

第1趟：

第2趟：

第3趟：

29. 在关键字序列（07，12，15，18，27，32，41，92）中用二分查找法查找和给定值92相等的关键字，请写出查找过程中依次和给定值“92”比较的关键字。

**四.算法阅读题（本大题共4小题，每小题5分，共20分**）

30. 以下函数中，h是带头结点的双向循环链表的头指针。

（1）说明程序的功能 ；

（2）当链表中结点数分别为1和6（不包括头结点）时，请写出程序中while循环体的执行次数。

int f (DlistNode \* h)

{

DlistNode \* p, \* q;

int j=1;

p=h-＞nest;

q=h-＞prior;

while(p != q && p-＞prior != q)

if (p-＞data==q-＞data)

{

p=p-＞next;

q=q-＞prior;

}

else j =0;

return j;

}

31. 设栈S=（1，2，3，4，5，6，7），其中7为栈顶元素。请写出调用algo（&S）后栈S的状态。

void algo (Stack \*S)

{

int i =0;

Queue Q; Stack T;

InitQueue(&Q); InitStack(&T);

while (!StackEmpty(S))

{

if ((i=!i) !=0) Push(&T,Pop(&S));

else EnQueue(&Q, Pop(&S));

}

while (! Queue Empty(Q))

Push(&S,DeQueue(&Q));

while (!StackEmpty(T))

Push (&S,Pop(&T));

}

32. 已知带权图的邻接矩阵表示和邻接表表示的形式说明分别如下：

# define MaxNum 50 //图的最大顶点数

# define INFINITY INT\_MAX //INT\_MAX为最大一整数，表示∞

typedef struce{

char vexs[MaxnNum]; //字符类型的顶点表

int edges[MaxNum][MaxNum]; //权值为整型的邻接矩阵

int n, e; //图中当前的顶点数和边数

} MGraph; //邻接矩阵结构描述

typedef struct node{

int adjvex; //邻接点域

int weight; //边的权值

struct node \*next; //链指针域

} EdgeNode \*next; //边表结点结构描述

typedef struct{

char vertex; //顶点域

EdgeNode\* firstedge; //边表头指针

} VertexNode; //顶点表结点结构描述

typedef struct{

VertexNode adjlist[MaxNum]; //邻接表

int n, e; //图中当前的顶点数和边数

} ALGraph; //邻接表结构描述

下列算法是根据一个带权图的邻接矩阵存储结构G1建立该图的邻接表存储结构G2，请填入合适的内容，使其成为一个完整的算法。

void convertM(MGraph \* G1, ALGraph \*G2)

{

int i, j;

EdgeNode \*p;

G2-＞n=G1-＞n;

G2-＞e=G1-＞e;

for (i=0; i＜G1-＞n; i++ )

{

G2-＞adjlist[i].vertex=G1-＞vexs[i];

G2-＞adjlist[i].firstedge= (1) ;

}

for (i=0; i＜G1-＞n; i++ )

for (j=0; j＜G1-＞n; j++ )

if (G1-＞deges[i][j]＜INFINITY

{

p=(Edge Node \*)malloc (sizeof (EdgeNode));

p-＞weight= (2) ;

p-＞adjvex=j;

p-＞next=G2-＞adjlist[i].firstedge;

(3) ;

}

}

33.阅读下列算法，并回答下列问题：

（1）该算法采用何种策略进行排序？

（2）算法中R[n+1]的作用是什么？

typedef struct {  
 KeyType key;

infoType otherinfo;

}nodeType;

typedef nodeType SqList [MAXLEN];

void sort (SqList R, int n)

{

// n 小于MAXLEN-1

int k, i;

for (k=n-1; k＞=1; k--)

if (R[k].key＞R[k+1].key)

{

R[n+1]=R[k];

for (i=k+1; R[i].key＜R[n+1].key; i++)

R[i-1]=R[i];

R[i-1]=R[n+1];

}

}

**三.算法设计题（本题共10分）**

34. 假设二叉树T采用如下定义的存储结构：

typedef struct node{

DateType data;

Struct node \* lchild, \*rchild, \*parent;

} PBinTree;

其中，结点的lchild域和rchild域已分别填有指向其左.右孩子结点的指针，而parent域中的值为空指针（拟作为指向双亲结点的指针域）。请编写一个递归算法，将该存储结构中各结点的parent域的值修改成指向其双亲结点的指针。

**全真试题（三）**

**本试卷分两部分，第一部分为选择题，1页至3页，第二部分为非选择题，4页至12页，共12页；选择题30分，非选择题70分，满分100分。考试时间150分钟。**

**第一部分 选择题（共30分）**

**一、单项选择题（本大题共15小题，每小题2分，共30分）在每小题列出的四个选项中只有一个是符合题目要求的，请将其代码填在题后的括号内。错选或未选均无分。**

1.下面程序段的时间复杂度是（ ）

for (i=0; i＜n; i++)

for (j=1; j＜m; j++)

A[i][j]=0;

A.O (n) B.O(m+n-1) C.O(m+n) D.O(m\*n)

2.在单链表中，指针p指向元素为x的结点，实现“删除x的后继”的语句是（ ）

A.p=p-＞next; B.p-＞next =p-＞next -＞next ;

C.p-＞next =p; D.p=p-＞next-＞next;

3.在头指针为head且表长大于1的单循环链表中，指针p 指向表中某个结点，若p-＞next-＞next=head，则（ ）

A.p指向头结点 B.p指向尾结点

C.\*p的直接后继是头结点 D.\*p的直接后继是尾结点

4.判定“带头结点的链队列为空”的条件是（ ）

A.Q.front ==NULL B.Q.REAR==NULL

C.Q.front==Q.rear D.Q.front!=Q.rear

5.设有两个串T和P，求P在T中首次出现的位置的串运算称作（ ）

A.联接 B.求子串 C.字符定位 D.子串定位

6.广义表A=(a,(b),(),(c,d,e))的长度为（ ）

A.4 B.5 C.6 D.7

7.一棵含18个结点的二叉树的高度至少为（ ）

A.3 B.4 C.5 D.6

8.已知二叉树的先序序列为ABDECF，中序序列为DBEAFC，则后序序列为（ ）

A.DEBAFC B.DEFBCA C.DEBCFA D.DEBFCA

9.无向图中一个顶点的度是指图中（ ）

A.通过该项点的简单路径数 B.与该顶点相邻接的顶点数

C.通过该顶点的回路数 D.与该顶点连通的顶点数

10.已知一个图如下所示，从顶点a出发

f

a

b

c

d

e

进行广度优先遍历可能得到的序列为（ ）

A.a c e f b d

B.a c b d f e

C.a c b d e f

D.a c d b f e

11.在下列排序方法中，平均时间性能为O(nologn)且空间性能最好的是（ ）

A.快速排序 B.堆排序 C.归并排序 D.基数排序

12.已知一组关键字为{25，48，36，72，79，82，23，40，16，35}，其中每相邻两个为有序子序列。对这些子序列进行一趟两两归并的结果是（ ）

A.{25，36，48，72，23，40，79，82，16，35}

B.{25，36，48，72，16，23，40，79，82，35}

C.{25，36，48，72，16，23，35，40，79，82}

D.{16，23，25，35，36，40，48，72，79，82}

13.设顺序存储的线性表共有123个元素，按分块查找的要求等分成3块。若对索引表采用顺序查找来确定块，并在确定的块中进行顺序查找，则在查找概率相等的情况下，分块查找成功时的平均查找长度为（ ）

A.21 B.23 C.41 D.62

14.索引非顺序文件的特点是（ ）

A.主文件无序，索引表有序 B.主文件有序，索引表无序

C.主文件有序，索引表有序 D.主文件无序，索引表无序

15.倒排文件的主要优点是（ ）

A.便于进行插入和删除运算 B.便于进行文件的恢复

C.便于进行多关键字查询 D.节省存储空间

**第二部分 非选择题（共70分）**

**二、填空题（本大题共10小题，每小题2分，若有两个空格，每个空格1分，共20分）不写解答过程，将正确的答案写在每小题的空格内。错填或不填均无分。**

16.抽象数据类型的特点是将 和 封装在一起，从而实现信息隐藏。

17.从顺序表中删除一个元素时，表中所有在被删元素之后的元素均需 一个位置。

18.在队列中，允许进行插入操作的一端称为 ，允许进行删除操作的一端称为 。

19.如图两个栈共享一个向量空间，top1和top2分别为指向两个栈顶元素的指针，则“栈满”的判定条件是 。
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20.设S1=“good”，S2=“ ”，S3=“book”，则S1，S2和S3依次联接后的结果是 。

21.假设三维数组A[10][9][8]按行优先顺序存储，若每个元素占3个存储单元，且首地址为100，则元素A[9][8][7]的存储地址是 。

22.已知在一棵含有n个结点的树中，只有度为k的分支结点和度为0的叶子结点，则该树中含有的叶子结点的数目为 。

23.能够成功完成拓扑排序的图一定是一个 。

24.如果在排序前，关键字序列已接近正序或逆序，则在堆排序和快速排序两者之中，选用

较为适当。

25.假设哈希表的表长 m，哈希函数为H(key)，若用线性探查法解决冲突，则探查地址序列的形式表达为 。

**三、解答题（本大题共4小题，每小题5分，共20分）**

26.假设通信电文使用的字符集为{a,b,c,d,e,f}，各字符的在电文中出现的频度分别为：34，5，12，23，8，18，试为这6个字符设计哈夫曼编码。请先画出你所构造的哈夫曼树（要求树中左孩子结点的权值小于右孩子结点的权值），然后分别写出每个字符对应的编码。

27.已知一个图如下所示，其顶点按a.b.c.d.e.f顺序

f

b

a

c

d

e

存放在邻接表的顶点表中，请画出该图的邻接表，

使得按此邻接表进行深度优先遍历时得到的顶点

序列为a.c.b.e.f.d，进行广度优先遍历时得到的

顶点序列为a c b d f e。

28.已知两个4×5的稀疏矩阵的三元组表分别如下：

|  |  |  |  |
| --- | --- | --- | --- |
| 0 | 1 | 4 | 16 |
| 1 | 2 | 2 | 18 |
| 2 | 3 | 4 | -25 |
| 3 | 4 | 2 | 28 |

|  |  |  |  |
| --- | --- | --- | --- |
| 0 | 1 | 1 | 32 |
| 1 | 2 | 2 | -22 |
| 2 | 2 | 5 | 69 |
| 3 | 3 | 4 | 25 |
| 4 | 4 | 2 | 51 |

请画出这两个稀疏矩阵之和的三元组表。

29.从空树起，依次插入关键字40，8，90，15，62，95，12，23，56，32，构造一棵二叉排序树。

（1）画出该二叉排序树

（2）画出删去该树中元素值为90的结点之后的二叉排序树。

**四、算法阅读题（本大题共4小题，每小题5分，共20分）**

30.如图所示，利用同一循环向量空间实现两个队列，其类型Queue2定义如下：

typedef sturct{

DataType data[MaxSize];

int front [2],length[2];

} Queue2;

对于i=0或1， front[i]和length[i]分别为第i个队列的头指针和长度域。请在空缺处填入合适的内容， ![ༀጣ༈ጣX](data:image/png;base64,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)

实现第i个循环队列的入队操作。

int EnQueue (Queue2 \*Q, int i, DataType x)

{ // 若第i个队列不满，则元素x入队列，并返回1，否则返回0

if (i＜0 || i＞1)return 0;

if ( (1) )

return 0;

Q-＞data[ (2) ]=x;

Q-＞length[ (3) ]++;

return 1;

}

31.某二叉树的线索链表存储结构如图（b）所示，其中 p为指向根结点的指针，图(a)为结点结构。阅读下列算法，并回答问题：

lchild

rtag

rchild

data

(a)

BA

A

P

DA

FA

CA

EA

GA

HA

Λ

Λ

Λ

Λ

Λ

Λ

1Λ

1Λ

0Λ

0Λ

0Λ

0Λ

10Λ

10Λ

（1）写出执行函数调用f(p)的输出结果；

（2）简述函数f 的功能。

void f (BinThrTree t)

{

while (t)

{

printf(t-＞date);

if (t-＞lchild)

t=t-＞lchild;

else

t=t-＞rchild;

}

}

（1）

（2）

32.下列函数FindCycle (G, i)的功能是，对一个采用邻接表作存储结构的有向图G，利用深度优先搜索策略寻找一条经过顶点Vi的简单回路。数据cycle\_path用于保存搜索过程中形成的回路，cycle\_path[k]=j(j≥0)表示在回路中顶点Vk的下一个顶点Vj。请在空缺处填入合适的内容，使其成为一个完整的算法。

已知邻接表的顶点表结点结构为：

|  |  |
| --- | --- |
| vertex | firstedge |

边表结点EdgeNode结构为：

|  |  |
| --- | --- |
| adjvex | next |

int cycle\_ path[MaxNurm];

int FindCycle (ALGraph \* G, int i)

{ //若回路存在，则返回1， 否则返回0

int j;

for (j=0; j＜G-＞n; j++) cycle\_path[j]=-1;

return DFSPath (G, i, i );

}

int DFSPath (ALGraph \*G, int j, int i )

{

EdgeNode \* p;

Int cycled=0;

for (p=G-＞adjlist[j].firstedge; p &&! cycled; p=p-＞next)

{

cycle\_path[j]=p-＞adjvex;

if ( (1) )cycled=1; //已找到回路

else

if (cycle\_path[p-＞adjvex]==-1) cycled= (2) ;

}

return (3) ;

}

33.阅读下列函数algo，并回答问题。

（1）假设整型数组A[1..8]中的元素依次为（3，8，9，1，7，4，2，6）。执行函数调用algo（A，8）时，外层while的循环体执行多少次？函数的返回值是多少？

（2）简述函数algo（L，n）的功能。

int algo (int L[ ], int n)

{

int i=0, j, s=1, t=n;

while (i! =(n+1)/2)

{

int x =L[s];

i=s; j=t;

while (i＜j)

{

while (i＜j &&L[j]＞=x)j--;

L[i]=L[j];

while (i＜j &&L[i]＜=x)i++;

L[j]=L[i];

}

L[i]=x;

if (x＜(n+1)/2) s=i+1;

else t =i-1;

}

if (i ==0) return 0;

else return L[i];

}

(1)

(2)

**五、算法设计题（本题共10分）**

34.假设以带头结点的单循环链表作非递减有序线性表的存储结构。请设计一个时间复杂度为0（n）的算法，删除表中所有数值相同的多余元素，并释放结点空间。例如：

（7，10，10，21，30，42，42，42，51，70）

经算法操作后变为（7，10，21，30，42，51，70）

**全真试题（四）**

**本试卷分两部分，第一部分为选择题，1页至2页，第二部分为非选择题，3页至12页，共12页；选择题30分，非选择题70分，满分100分。考试时间150分钟。**

**第一部分 选择题（共30分）**

**一、单项选择题（本大题共15小题，每小题2分，共30分）在每小题列出的四个选项中只有一个是符合题目要求的，请将其代码填在题后的括号内。错选或未选均无分。**

1.下列各式中，按增长率由小至大的顺序正确排列的是（ ）

A.![](data:image/x-wmf;base64,183GmgAAAAAAAGACQAIACQAAAAAxXgEACQAAA+EAAAAEABwAAAAAAAUAAAAJAgAAAAAFAAAAAgEBAAAABQAAAAEC////AAUAAAAuARgAAAAFAAAACwIAAAAABQAAAAwCQAJgAhIAAAAmBg8AGgD/////AAAQAAAAwP///7b///8gAgAA9gEAAAsAAAAmBg8ADABNYXRoVHlwZQAAQAAIAAAA+gIAABAAAAAAAAAABAAAAC0BAAAFAAAAFAJoAUgABQAAABMCTAF5AAgAAAD6AgAAIAAAAAAAAAAEAAAALQEBAAUAAAAUAlQBeQAFAAAAEwLWAcAABAAAAC0BAAAFAAAAFALWAcgABQAAABMCUgAmAQUAAAAUAlIAJgEFAAAAEwJSABICHAAAAPsCgP4AAAAAAACQAQEAAAAEAgAQVGltZXMgTmV3IFJvbWFuANif8Xfhn/F3ICDzd6QKZhcEAAAALQECAAgAAAAyCsABPgEBAAAAbnkKAAAAJgYPAAoA/////wEAAAAAABwAAAD7AhAABwAAAAAAvAIAAACGAQICIlN5c3RlbQAApApmFwAACgAhAIoBAAAAAP////+88xIABAAAAC0BAwAEAAAA8AECAAMAAAAAAA==),n!,2n,n3/2 B.n3/2,2n,nlogn,2100 C.2n, logn, nlogn, n3/2 D.2100, logn, 2n, nn

2.若要在单链表中的结点\*p之后插入一个结点\*s，则应执行的语句是（ ）

A.s-＞next=p-＞next; p-＞next=s; B.p-＞next=s; s-＞next=p-＞next

C.p-＞next=s-＞next; s-＞next=p; D.s-＞next=p;p-＞next=s-＞next;

3.若要在O（1）的时间复杂度上实现两个循环链表头尾相接，则应对两个循环链表各设置一个指针，分别指向（ ）

A.各自的头结点 B.各自的尾结点

C.各自的第一个元素结点 D.一个表的头结点，另一个表的尾结点

4.栈的两种常用存储结构分别为（ ）

A.顺序存储结构和链式存储结构 B.顺序存储结构和散列存储结构

C.链式存储结构和索引存储结构 D.链式存储结构和散列存储结构

5.已知循环队列的存储空间为数组data[21]，且当前队列的头指针和尾指针的值分别为8和3，则该队的当前长度为（ ）

A.5 B.6 C.16 D.17

6.已知在如下定义的链串结点中，每个字符占1个字节，指针占4个字节，则该链串的存储密度为（ ）

typedef struct node{

char date[8];

struct node \* next;

} LinkStrNode;

A.1/4 B.1/2 C.2/3 D.3/4

7.应用简单的匹配算法对主串s=“BDBABDABDAB”与子串t=“BDA”进行模式匹配，在匹配成功时，进行的字符比较总次数为（ ）

A.7 B.9 C.10 D.12

8.二维数组A[20][10]采用列优先的存储方法，若每个元素占2个存储单元，且第1个元素的首地址为200，则元素A[8][9]的存储地址为（ ）

A.574 B.576 C.578 D.580

9.对广义表L=((a,b),c,d)进行操作tail (head (L))的结果是（ ）

A.(c,d ) B.(d ) C.b D.(b)

10.已知一棵树的前序序列为ABCDEF，后序序列为CEDFBA，则对该树进行层次遍历得到的序列为（ ）

A.ABCDEF B.ABCEFD C.ABFCDE D.ABCDFE

11.一个含n个顶点和e条弧的有向图以邻接矩阵表示法为存储结构，则计算该有向图中某个顶点出度的时间复杂度为（ ）

A.O(n) B.O(e) C.O(n+e) D.O(n2)

12.在关键字序列（12，23，34，45，56，67，78，89，91）中二分查找关键字为45，89和12的结点时，所需进行的比较次数分别为（ ）

A.4，4，3 B.4， 3， 3 C.3，4，4 D.3，3，4

13.下列排序方法中，最好与最坏时间复杂度不相同的排序方法是（ ）

A.冒泡排序 B.直接选择排序 C.堆排序 D.归并排序

14.已知含10个结点的二叉排序树是一棵完全二叉树，则该二叉排序树在等概率情况下查找成功的平均查找长度等于（ ）

A.1.0 B.2.9 C.3.4 D.5.5

15.在下列各种文件中，不能进行顺序查找的文件是（ ）

A.顺序文件 B.索引文件 C.散列文件 D.多重表文件

**第二部分 非选择题（共70分）**

**二、填空题（本大题共10小题，每小题2分，共20分）请在每小题的空格中填上正确答案。错填、不填均无分。**

16.抽象数据类型是指数据逻辑结构及与之相关的 。

17.已知在结点个数大于1的单循环链表中，指针p指向表中某个结点，则下列程序段执行结束时，指针q指向结点\*p的 结点。

q=p;

while (q-＞next!=p)q=p-＞next;

18.假设S和X分别表示进栈和出栈操作，由输入序列“ABC”得到输出序列“BCA”的操作序列为SSXSXX，则由“a\*b+c/d”得到“ab\*cd/+”的操作序列为 。

19.在文本编辑程序中查找某一特定单词在文本中出现的位置，可以利用串的 运算。

20.假设以行优先顺序将一个n阶的5对角矩阵压缩存储到一维数组Q中，则数组Q的大小至少为 。

21.在含100个结点的完全二叉树中，叶子结点的个数为 。

22.在无向图中，若从顶点a到顶点b存在 ，则称a与b之间是连通的。

23.如果排序过程不改变 之间的相对次序，则称该排序方法是稳定的。

24.索引顺序查找适宜对 的顺序表进行查找。

25.文件的检索操作可按检索条件不同分为下列四种询问，它们是简单询问、范围询问、函数询问及 。

F

A

B

C

D

E

K

**三、解答题（本大题共4小题，每小题5分，共20分）**

26.画出下图所示二叉树的中序线索链表的存储表示。

27.已知图G=（V，E），其中：

V={a,b,c,d,e},

E={(a,b),(b,d),(c,b),(c,d),(d,e),(e,a),(e,c)}。

（1）画出图G；

（2）画出图G的邻接表。

28.已知自顶向下的二路归并排序的算法如下所示，按此算法对关键字序列（55，28，73，91，37，64，19，82，46）进行排序，列出算法执行过程中前5次调用Merge函数进行归并之后的关键字序列。

void MergeSortDC(SeqList R, int low, int high)

{//用分治法对R[low.. high]进行二路归并排序

int mid;

if (low＜high＝{ //区间长度大于1

mid=(low+high)/2 //分解

MergeSortDC(R,low,mid); //递归地对R[low..mid]排序

MergeSortDC(R,mid+1,high); //递归地对R[mid+1..high]排序

Merge(R,low,mid,high); //组合，将两个有序区归并为一个有序区

}

}// MergeSortDC

29.由于元素的插入先后次序不同，所构成的二叉排序树可能有多种形态。请画出4棵含1，2，3，4，5，6六个元素且以1为根、深度为4的二叉排序树。

**四、算法阅读题（本大题共4小题，每小题5分，共20分）**

30.L为一个带头结点的循环链表。函数f30的功能是删除L中数据域data的值大于c的所有结点，并由这些结点组建成一个新的带头结点的循环链表，其头指针作为函数的返回值。请在空缺处填入合适的内容，使其成为一个完整的算法。

LinkList f30(LinkList L, intc)

{

LinkList Lc,p,pre;

pre=L;

p= (1) ;

Lc=(LinList)malloc(sizeof(ListNode));

Lc-＞next=Lc;

while (p!=L)

if (p-＞data＞c)

{

pre-＞next=p-＞next;

(2) ;

Lc-＞next=p;

p=pre-＞next;

}

else

{

pre=p;

(3) ;

}

return Lc;

}

31.设栈S=（1，2，3，4，5，6，7）其中7为栈顶元素。

（1）写出调用f31(&S)后的S；

（2）简述函数f31中第1个循环语句的功能。

void f31 (Stack \* S)

{

Queue Q;

Stack T;

int i=0;

InitQueue(&Q);

InitStack(&T);

while (!StackEmpty(S))

if ((i=!i)!=0) Push(&T,Pop(S));

else EnQueue(&Q,Pop(S));

while (!StackEmpty(&T))

Push(S,Pop(&T));

while(!QueueEmpty(&Q))

Push(S,DeQueue(&Q));

}

32.图的邻接矩阵表示描述如下：

#define MaxNum 20 //图的最大顶点数

typedef struct{

char vexs[MaxNum]; //字符类型的顶点表

int edges[MaxNum][MaxNum]; //邻接矩阵

int n, e; //图的顶点数和边数

}MGraph; //图的邻接矩阵结构描述

阅读下列算法，并回答问题：

（1）对于下列图G的邻接矩阵，写出函数调用F32（&G,3）的返回值；

![](data:image/x-wmf;base64,183GmgAAAAAAAAALQAsACQAAAABRXgEACQAAAwECAAACABwAAAAAAAUAAAAJAgAAAAAFAAAAAgEBAAAABQAAAAEC////AAUAAAAuARgAAAAFAAAACwIAAAAABQAAAAwCQAsACxIAAAAmBg8AGgD/////AAAQAAAAwP///8D////ACgAAAAsAAAsAAAAmBg8ADABNYXRoVHlwZQAAoAIcAAAA+wKA/gAAAAAAAJABAAAAAgQCABBTeW1ib2wAAGMSCl1A8RIA2J/xd+Gf8XcgIPN3VhJmMgQAAAAtAQAACAAAADIKQgokCgEAAAD6eQgAAAAyCtIIJAoBAAAA+nkIAAAAMgpiByQKAQAAAPp5CAAAADIK8gUkCgEAAAD6eQgAAAAyCoIEJAoBAAAA+nkIAAAAMgoSAyQKAQAAAPp5CAAAADIK4gokCgEAAAD7eQgAAAAyCqIBJAoBAAAA+XkIAAAAMgpCCkAAAQAAAOp5CAAAADIK0ghAAAEAAADqeQgAAAAyCmIHQAABAAAA6nkIAAAAMgryBUAAAQAAAOp5CAAAADIKggRAAAEAAADqeQgAAAAyChIDQAABAAAA6nkIAAAAMgriCkAAAQAAAOt5CAAAADIKogFAAAEAAADpeRwAAAD7AoD+AAAAAAAAkAEAAAAABAIAEFRpbWVzIE5ldyBSb21hbgDYn/F34Z/xdyAg83dWEmYyBAAAAC0BAQAEAAAA8AEAAAgAAAAyCoYKXgkBAAAAMHkIAAAAMgqGCjkHAQAAADF5CAAAADIKhgoXBQEAAAAxeQgAAAAyCoYK+AIBAAAAMHkIAAAAMgqGCtYAAQAAADB5CAAAADIKRgheCQEAAAAweQgAAAAyCkYIPAcBAAAAMHkIAAAAMgpGCBoFAQAAADB5CAAAADIKRgj1AgEAAAAxeQgAAAAyCkYI0wABAAAAMXkIAAAAMgoGBl4JAQAAADB5CAAAADIKBgY5BwEAAAAxeQgAAAAyCgYGGgUBAAAAMHkIAAAAMgoGBvgCAQAAADB5CAAAADIKBgbWAAEAAAAweQgAAAAyCsYDXgkBAAAAMHkIAAAAMgrGAzwHAQAAADB5CAAAADIKxgMXBQEAAAAxeQgAAAAyCsYD+AIBAAAAMHkIAAAAMgrGA9YAAQAAADB5CAAAADIKhgFbCQEAAAAxeQgAAAAyCoYBOQcBAAAAMXkIAAAAMgqGARcFAQAAADF5CAAAADIKhgH1AgEAAAAxeQgAAAAyCoYB1gABAAAAMHkKAAAAJgYPAAoA/////wEAAAAAABwAAAD7AhAABwAAAAAAvAIAAACGAQICIlN5c3RlbQAyVhJmMgAACgAhAIoBAAAAAAAAAABc8xIABAAAAC0BAAAEAAAA8AEBAAMAAAAAAA==)

（2）简述函数f32的功能；

（3）写出函数f32的时间复杂度。

int f32(MGraph \*G, int i)

{

int d=0, j;

for (j=0; j＜G-＞n; j++)

{

if (G-＞edges[i][j])d++;

if( G-＞edges[j][i])d++;

}

return d;

}

33.阅读下列算法并回答问题：

（1）设数组L[1..8]的初值为（4，-3，7，-1，-2，2，5，-8），写出执行函数调用f33（L，8）之后的L[1..8]中的元素值；

（2）简述函数f33的功能。

void f33(intR[ ],int n)

{

int x =R [1];

int low =1, high=n;

while (low＜high)

{

while (low＜high && R[high]＞0)

high--;

if (low＜high＝

{

R[low++]=R[high];

while (low＜high && R[low] ＜0)

low++;

R[high--]=R[low];

}

}

R[low]=x;

}

**五、算法设计题（本题共10分）**

34.假设二叉链表作为二叉树的存储结构，其特点结构为：

|  |  |  |
| --- | --- | --- |
| lchild | data | Rchild |

依照如下给定的函数f34的原型，编写求二叉树T中叶子结点所在的最小层次与最大层次的函数。其中，参数level为函数执行过程中T当前所指结点的层次，其初值为1；\*lmin与\*lmax分别为叶子结点的最小层次与最大层次，它们的初值均为0。

void f34(BinTree T, int level, int \*lmin, int \*lmax);

**全真试题（五）**

|  |  |
| --- | --- |
| 得分 | 评卷人 |
|  |  |

1. **填空题（每空1分，共15分）**

1．数据类型是一个 集合和定义在这个集合上的 的总称。

2．算法有五个特征它们是 、 、可行性、输入和输出。

3．一个线性表是n个元素的 。

4．在双向链表的结点中，除了含数据元素域外，还含有 个指针域。

5．栈是限定仅在 进行插入和删除的线性表。不含元素的空表称为 。

6．对于数组来说，一旦确定了它的 和 ，便可以为它分配内存空间。

7．树的 包含一个数据元素及若干指向其子树的分支。

8．满二叉树是一棵深度为k且含有 个结点的二叉树。

9．在有向图G中，如果对于每一对顶点Vi和Vj（Vi≠Vj），从Vi到Vj 和从Vj到Vi都存在路径，则称G为 。

10．根据排序过程中涉及到的存储器不同，可将排序方法分为 和 。

**二．单项选择题（在每个小题的四个备选答案中，选出一个正确的，并将正确的答案的号码添在题干好的括号内。每小题1分，共10分。）**

|  |  |
| --- | --- |
| 得分 | 评卷人 |
|  |  |

1．单链表结点的数据元素只能是哪一种？ （ ）

A．整型 B．字符串 C．任何数据类型 D．实型

2．若已有一个栈，输入序列为A，B，C，D，E，那么下面哪种序列不可能得到？（ ）

A．ABCDE B．EDCBA C．BAEDC D．ECDBA

3．二叉树后序遍历的次序是什么？ （ ）

A 根、左子树、右子树 B左子树、根、右子树

C 左子树、右子树、根 D根、右子树、左子树

4．已给如图二叉树，它的中序遍历是哪一项？ （ ）

F

E

D

B

A

C

A．ABECDF B．ABCDEF C．CBDAEF D．CDBFEA

5．在串的静态存储结构中，下面的哪一项不是紧缩格式的特点？ （ ）

A．节省空间 B．存取速度慢

C．存取的速度快 D．一个存取单元可能放多个字符

6．已知完全二叉树有26个结点，则整棵二叉树有多少个度为1的结点？ （ ）

A．1 B．0 C．2 D．不确定

7．已给下图，哪一项是该图的拓扑排序？ （ ）

5

1

2

3

4

A．1，2，3，4，5 B．1，3，2，4，5

C．1，2，4，3，5 D．1，2，3，5，4

8．在常用的哈希表处理冲突的方法中，哪一种方法容易产生“二次聚集” （ ）

A．开放定址法 B．再哈希法 C．链地址法 E．都不会产生

9．直接插入排序的算法复杂性是多少？ （ ）

A．O（n2） B. O（nlogn） C. O(n) D. O(logn)

10.串联文件的记录之间有何关系?

A 相继的两个物理记录的存储位置相邻

B．物理记录之间的次序由指针相联

C．两个逻辑相邻的记录物理上相邻

D．都不是

**三、简释名词（每小题3分，共15分）**

|  |  |
| --- | --- |
| 得分 | 评卷人 |
|  |  |

1. 线索二叉树
2. 拓扑排序
3. 关键路径
4. 堆排序
5. 直接存取文件

**四、简答题（每小题5分，共30分）**

|  |  |
| --- | --- |
| 得分 | 评卷人 |
|  |  |

1. 已给一个栈S，写出对S的所有操作。
2. 以数据集{3，4，5，8，12，18}为叶结点的权值，构造一棵哈夫曼树。

5

1

3

2

4

6

12

2

3

4

6

7

5

1. 已给右图

写出其邻接矩阵，并画出从顶点①

开始的最小生成树。

1. 已给输入序列{17，60，29，38，42，50}，按除留余数法，填写如下哈希表。其中除留余数法的公式如下：

H（key）=key % 11

当出现冲突时，按Hi=（H（key）+1）MOD 11 的线性探测再散列的方法进行。

|  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 地址 | 0 | 1 | 2 | 3 | 4 | 5 | 6 | 7 | 8 | 9 | 10 |
| 关键字 |  |  |  |  |  |  |  |  |  |  |  |

1. 已给有8个的无序序列：{49，38，65，97，76，13，27，49}，画出建立初始堆的过程的示例图。
2. 已给无向图如下：

5

1

4

2

3

6

要求：写出该图从顶点①

开始的广度优先和深度优先搜索

序列，并画出该图的生成树

**五、综合题（用类C语言写出下列各题的算法。每小题10分共30分）**

|  |  |
| --- | --- |
| 得分 | 评卷人 |
|  |  |

1. 设栈用顺序结构实现，写出表示栈的数据结构，并实现如下操作：
   1. void push\_stak(stack s, elemtp x)
   2. void pop\_stack(stack s)

2．.设用邻接矩阵表示一个有向图，编写一个算法，求一个结点的入度和出度的和。

3．设thrt是指向中序双向线索二叉树头结点的指针，写出从thrt起沿后继点进行遍历的算法。

**全真试题（六）**

**一、填空题（每空1分，共15分）**

1 数据元素之间有四种基本结构，它们是集合、 结构、 结构和网状结构。

2 算法的时间度量用 表示，算法的存储空间度量用 表示。

3 每个单线性链表的存取必须从 开始进行。

4 在单链表中，若P和S是两个指针，且满足P->next与S相同，则语句P->next=S->next作用是 S指向的结点。

5 栈的实现有两种存储结构，它们是 结构和 结构。

6 在PASCAL语言中，多维数组在内存中按 为主排列；而在FORTRAN语言中，多维数组按 为主排列。

7 树中结点的 称为树的深度。

8 二叉树的第k层上至多有 个结点。

9 在图的邻接表存储结构中，对图的每一个顶点都建立一个 。

10 在n个元素的有序表中，折半查找给定值至多比较 次，平均查找长度为 。

**二、单项选择题（在每小题的四个备选答案中，选出一个正确的答案，并将其号码填在题干后的括号内，每小题的1分，共10分）**

1. 若线性表最常用的操作是在最后一个元素之后插入一个元素和删除第一个元素，那么采用哪种存储方式最省时间？ ( )

A. 单链表 　　　　 B. 仅有头指针的单循环链表

C. 仅有尾指针的单循环链表　　D. 双链表

2. 利用两个队列，设输入序列为A，B，C，D，E，则下面哪种排列不可能得到？ ( )

A． EDCBA B. ABCDE C. EABCD D. CABDE

3. 哈夫曼树的带权路径长度是什么? ( )

A. 所有结点权值之和　　　　 B. 所有叶结点带权路径长度之和

C. 权结点的值　 　　　　　 D. 除根以外所有结点权值之和

4. 已给如下二叉树，按先序遍历的结果是什么? ( )

1

2

3

4

5

A． 12354

B. 12345

C. 21435

D. 24531

5. 队列和栈都是什么结构? ( )

A. 顺序存储的线性结构 　　　B. 链式存储的线性结构

C. 限制存储结点的线性结构　　D. 限制存储结点的非线性结构

6. 设有一棵22个结点的完全二叉树，那么整棵二叉树有多少个度为0的结点? ( )

A．6 B.7 C.8 D.11

7. 在有向图的邻接表表示中，下面哪一种操作最费时间? ( )

A. 求某顶点的出度　　　　B. 求某顶点的入度

C. 求图中顶点的个数　　　D. 求从某顶点出发的弧

８. 设在二叉排序树上要删除P指向的节点，且设f指向P的父结点，P为f的左孩子,P结点只有左子树,无右子树,那么应做的操作是什么？ ( )

A f->lchild=null 　　　　　B. f->lchild=p->lchild

C.f->lchild=p->rchild D. 都不是

９. 在下列排序方法中，在最好情况下，时间复杂度为O(n)的算法是哪一个？ ( )

A. 简单选择排序　 B.直接插入排序 　 C.冒泡排序　 D.都不是

10 在下列方法中，排序所花时间不受初始数据排列特征影响的算法是哪一个？ ( )

A.直接插入排序　 B. 简单选择排序 　 C. 快速排序　 D.都不是

**三、简释名词（小题3分，共15分）**

1.串

2.广义表

3.连通图的生成树

4.哈希表中的二次聚集

5.记录的逻辑结构

**四、简答题（每小题的5分，共30分）**

1.设有一个三维数组a[C1：d1，C2：d2，C3：d3]，其中Ci：di是第i维的界偶，若该数组在内存中按行排列，且a[C1，C2，C3]在内存中的地址为a0，写出任一下标变量a[i1，i2，i3]的地址。设数组的每个元素占ℓ个单元。

2.设通信中出现5种字符，它们是A，B，C，D，E，出现的频率分别为0.2,0.1,0.3,0.15,0.25。构造其哈夫曼树，并对字符编码。

3.已给一个有向图的邻接表如下：
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要求:画出该有向图，并写出3种拓扑排序。

4．已给关键字序列为{13,24,37,90,53}，画出每插入一个关键后所建立的二叉平衡树。

5．已给如下一个序列:

{49,38,65, 97,76,13,27,49,55,4},用希尔排序(shell)，写出每趟排序的结果（增量依次取5，3，1）。

6．已给有向图
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利用迪杰特拉算法（Dijkstra），,求V0到各顶点的最短距离和路线，即填写如下表格。

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| 终点 | 从V0到各终点的dist值和最短距离 | | | | |
| V1 |  |  |  |  |  |
| V2 |  |  |  |  |  |
| V3 |  |  |  |  |  |
| V4 |  |  |  |  |  |
| V5 |  |  |  |  |  |

**五、综合题（用类C语言写出下列各题的算法，每小题10分，共30分）**

1.已给单链表的头指针为H，每个节点的数据域data为整型，指针域为next，设计一个算法inserta(H,d)，实现:

若D已在链表H中，则输出“已存在”，然后返回；否则将d插在链表的最后。

data

lc

rc

2. 设二叉树用二叉链表表示，各结点的结构为 ，其中data为整型字

段。设计一个算法，打印出其中data值为正偶数的结点值。要求每个结点不能比孩子结点先打印。

1. 已给有向图，用邻接表表示。写出这种表示的数据结构，并设计一个算法，打印某一个顶点的入度。

rc

lc

lc