《大学计算机基础》（常规班）实验指导书

# 实验4 问题的描述——数据结构

* 注意：每个实验任务需要创建单独创建Python文件，命名规则是：d\_实验任务尾号.py
* 例：本次实验的任务4-1~4-3应该创建3个py文件，文件名分别是：d\_1.py~ d\_3.py
* 每次实验后，需按照模板完成实验报告，并提交（本次实验报告命名规则是：

“实验4\_学号姓名.docx”,例：“实验4\_12051211王一”）。

## 1. 实验目的

（1）了解如何使用简单和较为复杂的数据结构描述问题。

## 2. 实验任务

### 实验任务4-1 学生信息统计

基于实验3-1中的表格，建立一个类，并编写代码对其进行测试。要求调用该类能完成以下问题：

（1）能够构造任意一名学生的成绩信息，包括姓名、学号和六科成绩。

（2）提供类方法计算某学生六科成绩的平均分。

（3）提供类方法求某学生总成绩的等级。总成绩等级按照平均分，定义如下：

|  |  |
| --- | --- |
| 平均分x | 等级 |
| 90<=x<=100 | A |
| 80<=x<90 | B |
| 70<=x<80 | C |
| 60<=x<70 | D |
| x<60 | F |

（4）提供类方法打印某学生的成绩信息，输出格式如下：

**姓名(学号：XXX) 语XX 数XX 英XX 物XX 化XX 生XX 平均分XX 等级X**

（5）编写测试程序，利用实验3-1表格中的数据，对你编写的类进行测试。

**要求：运行程序后，输入实验3-1表格中不同的数据，验证在各种情况下你的程序是否正确；并将程序运行结果截图后，粘贴到实验报告中。**

**实验目的：**

（1）理解类的定义；

（2）会定义类方法；

（3）会调用所定义的类。

**实验指导：**

1. 定义学生类，包含姓名、学号、各科成绩等属性：

①构造函数传入姓名、学号及各科成绩等参数；

②按照题目要求编写计算平均分、等级和输出的成员函数。

1. 在主函数中利用列表储存类的实例，对每个实例进行测试。

**参考代码：**

#4-1.py

#本练习要求：定义一个类，完成指定功能。

class Student: #定义一个学生类

def \_\_init\_\_(self,name,num,chn,math,eng,phy,chem,bio): #定义构造函数

self.name=name

self.number=num

self.chn=chn

self.math=math

self.eng=eng

self.phy=phy

self.chem=chem

self.bio=bio

def aver\_score(self): #计算平均分（请自行补充完整）

……

return score

def aver\_grade(self): #计算等级（请自行补充完整）

if self.aver\_score()>=90 and self.aver\_score()<=100: #若平均分在90~100，则为A

grade="A"

……

return grade

def print\_student(self): #按照格式输出学生信息（请自行补充完整）

……

if \_\_name\_\_=="\_\_main\_\_":#测试开始（请自行补充完整）

Stu\_List=[] #采用列表保存类的实例

……

程序运行结果如下：
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### 实验任务4-2 大整数加法的实现

编写一个程序，实现两大整数的加法（两整数具有相同的位数）。注意不可直接使用加法表达式。

**要求：多次运行程序，验证输入不同的数值，程序能否得到正确统计结果；并将程序运行结果截图后，粘贴到实验报告中。**

**实验目的：**

学习使用合适的数据结构来解决相关问题。

**实验指导：**

1. 问题分析

实现两大整数相加，可模拟做竖式的方法，从个位开始相加，满10则向前进位。因为在输入数据时我们通常由高位到低位输入，而在这里使用数据时需由低位到高位取出，很显然满足“后进先出”的规则，可采用栈来完成此题目。

1. 具体步骤

①第一个加数数据按照输入顺序（从高位到低位）入栈1，此时栈顶为最低位；

②第二个加数数据按照输入顺序（从高位到低位）入栈2，此时栈顶为最低位；

③将栈1、栈2均弹出栈顶，并作加法，考虑进位，计算结果入栈3，这时栈3正好是低位入栈；

④将栈3出栈，正好是由高位到低位的计算结果。

**注：实现输入的数字按照由高位到低位入栈，可采取将输入数字的字符串每一位与字符”0”的ASCII码值作差的方法**，如：

str = “123”

list=[]

for c in str

list.append(ord(c)-ord(“0”))

则列表list = [1,2,3]

1. 如果你对列表的属性和方法比较熟悉，可以将列表当作堆栈使用。此时会用到列表的append()、pop()方法。这两个方法具体使用的例子如下：

>>> st = [3, 4, 5]

>>> st.append(6)

>>> st.append(7)

>>> st

[3, 4, 5, 6, 7]

>>> st.pop()

7

>>> st

[3, 4, 5, 6]

>>> st.pop()

6

>>> st.pop()

5

>>> st

[3, 4]

你也可以用课本所给出的stack类来完成此问题，类的定义如下：

#Stack.py

class Stack:

#创建一个空栈

def \_\_init\_\_(self):

self.items=[]

#元素入栈

def push(self,item):

self.items.append(item)

#元素出栈

def pop(self):

return self.items.pop()

#返回栈顶的元素

def peek(self):

return self.items[len(self.items)-1]

#判断栈是否为空

def isEmpty(self):

return self.items==[]

#返回栈的大小

def size(self):

return len(self.items)

**参考代码：**

#4-2.py

#利用栈实现大整数加法

#栈的实现

……

#主函数入口

if \_\_name\_\_=="\_\_main\_\_":

#输入两个加数

……

#建立建立加数栈1、加数栈2和结果栈

……

#加数1和加数2按照由高位到低位分别入栈

……

tmp=0

while …… : #栈1和栈2均非空时执行循环

tmp += …… #取栈1和栈2的栈顶相加，存入临时变量tmp

…… #栈1弹出栈顶

…… #栈2弹出栈顶

…… #将tmp除以10的余数压入结果栈

tmp = …… #取tmp除以10的商，结果只能为0和1,1代表有进位

if tmp: #最高位相加后若有进位则将进位结果压入结果栈

……

#结果输出

……

程序运行结果如下：
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### 实验任务4-3 重复密钥加密法的实现

凯撒加密法是一种简单的消息编码方式，它是按照字母表将消息中的每个字母移动常量的k位。但是这种方式极易破解，因为字母的移动只有26种可能。

因此，为了解决这一问题，我们提出了重复密钥加密法：这时不是将每个字母移动常数位，而是利用一个密钥值列表，将各个字母移动不同的位数。如果消息比密钥值长，可以从头再使用这个密钥值列表。

请编写一个程序，实现重复密钥加密法，并进行解密，以验证方法的正确性。为简化问题，约定移动的范围在整个ASCII码表内，密钥值可为正、负、零，加密时将原字符的ASCII码值加上密钥值即可，规定密钥值的绝对值不超过15。

**要求：多次运行程序，验证输入不同的原文，程序能否得到正确密文和解密结果；并将程序运行结果截图后，粘贴到实验报告中。**

**实验目的：**

学习使用合适的数据结构来解决相关问题。

**实验指导：**

1. 问题分析

加密（或解密）本身的方法非常简单，只需将原文（或密文）的ASCII码值加上（或减去）对应的密钥值即可，问题的重点在于密钥的重复性。按照题目要求，每使用完一个密钥值，则将其放在密钥值列表的最后，实现循环使用。由此可知其满足“先进先出”的规则，可使用队列来方便地完成此题目。

1. 具体步骤

①给出密钥列表和待加密的原文；

②建立两个队列，分别储存一份密钥，模拟加密者使用一份密钥，解密者使用一份密钥；

③依次取一个密钥值，对原文加密，再将密钥值放回队列；

④输出加密后的密文，再按照同样的方法进行解密，输出解密后的原文，进行比较。

1. 如果你对列表的属性和方法比较熟悉，可以将列表当作队列使用。此时会用到列表的append()、pop()方法。这两个方法具体使用的例子如下：

>>> queue = ['a', 'b', 'c']

>>> queue.append('d')

>>> queue.append('e')

>>> queue

['a', 'b', 'c', 'd', 'e']

>>> queue.pop(0)

'a'

>>> queue

['b', 'c', 'd', 'e']

>>> queue.pop(0)

'b'

>>> queue

['c', 'd', 'e']

你也可以用课本所给出的queue类来完成此问题，类的定义如下：

#queue\_class.py

class Queue:

def \_\_init\_\_(self):

self.items = []

def isEmpty(self):

return self.items == []

def enqueue(self,item):

self.items.insert(0,item)

def dequeue(self):

return self.items.pop()

def size(self):

return len(self.items)

**参考代码：**

#4-3.py

#利用队列实现重复密钥加密法

#队列的实现

……

#主函数入口

if \_\_name\_\_=='\_\_main\_\_':

…… #密钥列表

…… #输入待加密原文

str\_encode="" #密文字符串

str\_decode="" #解密字符串

#将密钥值分别储存在加密队列和解密队列中

……

#加密过程实现，包括从队列中取密钥值、进行加密和将用完的密钥值放入队列

……

#解密过程实现，包括从队列中取密钥值、进行解密和将用完的密钥值放入队列

……

#输出过程

print("加密后的密文为：%s" %str\_encode)

print("解密后的原文为：%s" %str\_decode)

**注意：以上代码结构适用于利用编写好的队列类来实现队列。若选择用列表实现队列，则可直接在主程序中将列表用作队列，无需主程序前的队列实现部分。**

程序运行结果如下：

![](data:image/png;base64,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)