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Задание: необходимо подготовить класс Location для совместного использования с классами коллекции Java. Поскольку вы будете использовать контейнеры для хеширования для выполнения данного задания, то для этого необходимо:

• Обеспечить реализацию метода equals ().

• Обеспечить реализацию метода hashcode().

Добавьте реализацию каждого из этих методов в класс Location, следуя шаблонам в классе. После этого вы можете использовать класс Location в качестве ключевого типа в контейнерах хеширования, таких как HashSet и HashMap.

Добавьте два (нестатических) поля в класс AStarState с таким типом, одно для "открытых вершин" и другой для "закрытых вершин". Кроме того, не забудьте инициализировать каждое из этих полей для ссылки на новую пустую коллекцию. После создания и инициализации полей, вы должны реализовать следующие методы в классе AStarState:

1) public int numOpenWaypoints() Этот метод возвращает количество точек в наборе открытых вершин.

2) public Waypoint getMinOpenWaypoint() Эта функция должна проверить все вершины в наборе открытых вершин, и после этого она должна вернуть ссылку на вершину с наименьшей общей стоимостью.

Если в "открытом" наборе нет вершин, функция возвращает NULL. Не удаляйте вершину из набора после того, как вы вернули ее; просто верните ссылку на точку с наименьшей общей стоимостью.

3) public boolean addOpenWaypoint(Waypoint newWP) Это самый сложный метод в классе состояний А\*. Данный метод усложняет то, что он должен добавлять указанную вершину только в том случае, если существующая вершина хуже новой.

Вот что должен делать этот метод:

• Если в наборе «открытых вершин» в настоящее время нет вершины для данного местоположения, то необходимо просто добавить новую вершину.

• Если в наборе «открытых вершин» уже есть вершина для этой локации, добавьте новую вершину только в том случае, если стоимость пути до новой вершины меньше стоимости пути до текущей. (Убедитесь, что используете не общую стоимость.) Другими словами, если путь через новую вершину короче, чем путь через текущую вершину, замените текущую вершину на новую Как вы могли заметить, что в таком случае вам потребуется извлечь существующую вершину из «открытого набора», если таковая имеется. Данный шаг довольно прост - замените предыдущую точку на новую, используя метод HashMap.put(), который заменит старое значение на новое. Пусть данный метод вернет значение true, если новая вершина была успешно добавлена в набор, и false в противном случае.

4) public boolean isLocationClosed(Location loc) Эта функция должна возвращать значение true, если указанное местоположение встречается в наборе закрытых вершин, и false в противном случае. Так как закрытые вершины хранятся в хэш-карте с расположениями в качестве ключевых значений, данный метод достаточно просто в реализации.

5) public void closeWaypoint(Location loc) Эта функция перемещает вершину из набора «открытых вершин» в набор «закрытых вершин». Так как вершины обозначены местоположением, метод принимает местоположение вершины. Процесс должен быть простым:

• Удалите вершину, соответствующую указанному местоположению из набора «открытых вершин».

• Добавьте вершину, которую вы удалили, в набор закрытых вершин. Ключом должно являться местоположение точки.

Ход работы:

Класс Map2D.java

public class Map2D  
{  
 */\*\* The width of the map. \*\*/* private int width;  
  
 */\*\* The height of the map. \*\*/* private int height;  
  
 */\*\*  
 \* The actual map data that the pathfinding algorithm needs to navigate.  
 \*\*/* private int[][] cells;  
  
 */\*\* The starting location for performing the A\* pathfinding. \*\*/* private Location start;  
  
 */\*\* The ending location for performing the A\* pathfinding. \*\*/* private Location finish;  
  
  
 */\*\* Creates a new 2D map, with the specified width and height. \*\*/* public Map2D(int width, int height)  
 {  
 if (width <= 0 || height <= 0)  
 {  
 throw new IllegalArgumentException(  
 "width and height must be positive values; got " + width +  
 "x" + height);  
 }  
  
 this.width = width;  
 this.height = height;  
  
 cells = new int[width][height];  
  
 // Make up some coordinates for start and finish.  
 start = new Location(0, height / 2);  
 finish = new Location(width - 1, height / 2);  
 }  
  
  
 */\*\*  
 \* This helper method checks the specified coordinates to see if they are  
 \* within the map's boundaries. If the coordinates are not within the map  
 \* then the method throws an <code>IllegalArgumentException</code>.  
 \*\*/* private void checkCoords(int x, int y)  
 {  
 if (x < 0 || x > width)  
 {  
 throw new IllegalArgumentException("x must be in range [0, " +  
 width + "), got " + x);  
 }  
  
 if (y < 0 || y > height)  
 {  
 throw new IllegalArgumentException("y must be in range [0, " +  
 height + "), got " + y);  
 }  
 }  
  
 */\*\* Returns the width of the map. \*\*/* public int getWidth()  
 {  
 return width;  
 }  
  
 */\*\* Returns the height of the map. \*\*/* public int getHeight()  
 {  
 return height;  
 }  
  
 */\*\*  
 \* Returns true if the specified coordinates are contained within the map  
 \* area.  
 \*\*/* public boolean contains(int x, int y)  
 {  
 return (x >= 0 && x < width && y >= 0 && y < height);  
 }  
  
  
 */\*\* Returns true if the location is contained within the map area. \*\*/* public boolean contains(Location loc)  
 {  
 return contains(loc.xCoord, loc.yCoord);  
 }  
  
 */\*\* Returns the stored cost value for the specified cell. \*\*/* public int getCellValue(int x, int y)  
 {  
 checkCoords(x, y);  
 return cells[x][y];  
 }  
  
 */\*\* Returns the stored cost value for the specified cell. \*\*/* public int getCellValue(Location loc)  
 {  
 return getCellValue(loc.xCoord, loc.yCoord);  
 }  
  
 */\*\* Sets the cost value for the specified cell. \*\*/* public void setCellValue(int x, int y, int value)  
 {  
 checkCoords(x, y);  
 cells[x][y] = value;  
 }  
  
 */\*\*  
 \* Returns the starting location for the map. This is where the generated  
 \* path will begin from.  
 \*\*/* public Location getStart()  
 {  
 return start;  
 }  
  
 */\*\*  
 \* Sets the starting location for the map. This is where the generated path  
 \* will begin from.  
 \*\*/* public void setStart(Location loc)  
 {  
 if (loc == null)  
 throw new NullPointerException("loc cannot be null");  
  
 start = loc;  
 }  
  
 */\*\*  
 \* Returns the ending location for the map. This is where the generated  
 \* path will terminate.  
 \*\*/* public Location getFinish()  
 {  
 return finish;  
 }  
  
 */\*\*  
 \* Sets the ending location for the map. This is where the generated path  
 \* will terminate.  
 \*\*/* public void setFinish(Location loc)  
 {  
 if (loc == null)  
 throw new NullPointerException("loc cannot be null");  
  
 finish = loc;  
 }  
}

Класс Waypoint.java

public class Waypoint  
{  
 */\*\* The location of this waypoint. \*\*/* Location loc;  
  
 */\*\*  
 \* The previous waypoint in this path, or <code>null</code> if this is  
 \* the root of the A\* search.  
 \*\*/* Waypoint prevWaypoint;  
  
 */\*\*  
 \* This field stores the total previous cost of getting from the starting  
 \* location to this waypoint, through the chain of waypoints. This is an  
 \* actual cost of following the path; it does not include any estimates.  
 \*\*/* private float prevCost;  
  
 */\*\*  
 \* This field stores an estimate of the remaining cost of traveling from  
 \* this waypoint to the final destination.  
 \*\*/* private float remainingCost;  
  
  
 */\*\*  
 \* Construct a new waypoint for the specified location. A previous waypoint  
 \* can optionally be specified, or the reference can be <code>null</code> to  
 \* indicate that the waypoint is the start of the path.  
 \*\*/* public Waypoint(Location loc, Waypoint prevWaypoint)  
 {  
 this.loc = loc;  
 this.prevWaypoint = prevWaypoint;  
 }  
  
 */\*\* Returns the location of the waypoint. \*\*/* public Location getLocation()  
 {  
 return loc;  
 }  
  
 */\*\*  
 \* Returns the previous waypoint in the path, or <code>null</code> if this  
 \* is the start of the path.  
 \*\*/* public Waypoint getPrevious()  
 {  
 return prevWaypoint;  
 }  
  
 */\*\*  
 \* This mutator allows both the previous cost and the remaining cost to be  
 \* set in one method call. Normally these values will be set at the same  
 \* time anyway.  
 \*\*/* public void setCosts(float prevCost, float remainingCost)  
 {  
 this.prevCost = prevCost;  
 this.remainingCost = remainingCost;  
 }  
  
 */\*\*  
 \* Returns the actual cost of getting to this point from the starting  
 \* location, through the series of waypoints in this chain.  
 \*\*/* public float getPreviousCost()  
 {  
 return prevCost;  
 }  
  
 */\*\*  
 \* Returns an estimate of the remaining cost of traveling from this  
 \* point to the final destination.  
 \*\*/* public float getRemainingCost()  
 {  
 return remainingCost;  
 }  
  
 */\*\*  
 \* Returns the total cost estimate for this waypoint. This includes the  
 \* actual cost of getting to this point from the starting location, plus  
 \* the estimate of the remaining cost of traveling from this point to  
 \* the final destination.  
 \*\*/* public float getTotalCost()  
 {  
 return prevCost + remainingCost;  
 }  
}

Класс AStarPathfinder.java

public class AStarPathfinder  
{  
 */\*\*  
 \* This constant holds a maximum cutoff limit for the cost of paths. If a  
 \* particular waypoint happens to exceed this cost limit, the waypoint is  
 \* discarded.  
 \*\*/* public static final float *COST\_LIMIT* = 1e6f;  
  
  
 */\*\*  
 \* Attempts to compute a path that navigates between the start and end  
 \* locations of the specified map. If a path can be found, the waypoint of  
 \* the <em>final</em> step in the path is returned; that waypoint can be  
 \* used to walk backwards to the starting point. If no path can be found,  
 \* <code>null</code> is returned.  
 \*\*/* public static Waypoint computePath(Map2D map)  
 {  
 // Variables necessary for the A\* search.  
 AStarState state = new AStarState(map);  
 Location finishLoc = map.getFinish();  
  
 // Set up a starting waypoint to kick off the A\* search.  
 Waypoint start = new Waypoint(map.getStart(), null);  
 start.setCosts(0, *estimateTravelCost*(start.getLocation(), finishLoc));  
 state.addOpenWaypoint(start);  
  
 Waypoint finalWaypoint = null;  
 boolean foundPath = false;  
  
 while (!foundPath && state.numOpenWaypoints() > 0)  
 {  
 // Find the "best" (i.e. lowest-cost) waypoint so far.  
 Waypoint best = state.getMinOpenWaypoint();  
  
 // If the best location is the finish location then we're done!  
 if (best.getLocation().equals(finishLoc))  
 {  
 finalWaypoint = best;  
 foundPath = true;  
 }  
  
 // Add/update all neighbors of the current best location. This is  
 // equivalent to trying all "next steps" from this location.  
 *takeNextStep*(best, state);  
  
 // Finally, move this location from the "open" list to the "closed"  
 // list.  
 state.closeWaypoint(best.getLocation());  
 }  
  
 return finalWaypoint;  
 }  
  
 */\*\*  
 \* This static helper method takes a waypoint, and generates all valid "next  
 \* steps" from that waypoint. The new waypoints are added to the "open  
 \* waypoints" collection of the passed-in A\* state object.  
 \*\*/* private static void takeNextStep(Waypoint currWP, AStarState state)  
 {  
 Location loc = currWP.getLocation();  
 Map2D map = state.getMap();  
  
 for (int y = loc.yCoord - 1; y <= loc.yCoord + 1; y++)  
 {  
 for (int x = loc.xCoord - 1; x <= loc.xCoord + 1; x++)  
 {  
 Location nextLoc = new Location(x, y);  
  
 // If "next location" is outside the map, skip it.  
 if (!map.contains(nextLoc))  
 continue;  
  
 // If "next location" is this location, skip it.  
 if (nextLoc == loc)  
 continue;  
  
 // If this location happens to already be in the "closed" set  
 // then continue on with the next location.  
 if (state.isLocationClosed(nextLoc))  
 continue;  
  
 // Make a waypoint for this "next location."  
  
 Waypoint nextWP = new Waypoint(nextLoc, currWP);  
  
 // OK, we cheat and use the cost estimate to compute the actual  
 // cost from the previous cell. Then, we add in the cost from  
 // the map cell we step onto, to incorporate barriers etc.  
  
 float prevCost = currWP.getPreviousCost() +  
 *estimateTravelCost*(currWP.getLocation(),  
 nextWP.getLocation());  
  
 prevCost += map.getCellValue(nextLoc);  
  
 // Skip this "next location" if it is too costly.  
 if (prevCost >= *COST\_LIMIT*)  
 continue;  
  
 nextWP.setCosts(prevCost,  
 *estimateTravelCost*(nextLoc, map.getFinish()));  
  
 // Add the waypoint to the set of open waypoints. If there  
 // happens to already be a waypoint for this location, the new  
 // waypoint only replaces the old waypoint if it is less costly  
 // than the old one.  
 state.addOpenWaypoint(nextWP);  
 }  
 }  
 }  
  
 */\*\*  
 \* Estimates the cost of traveling between the two specified locations.  
 \* The actual cost computed is just the straight-line distance between the  
 \* two locations.  
 \*\*/* private static float estimateTravelCost(Location currLoc, Location destLoc)  
 {  
 int dx = destLoc.xCoord - currLoc.xCoord;  
 int dy = destLoc.yCoord - currLoc.yCoord;  
  
 return (float) Math.*sqrt*(dx \* dx + dy \* dy);  
 }  
}

Класс JMapCell.java

public class JMapCell extends JComponent  
{  
 private static final Dimension *CELL\_SIZE* = new Dimension(12, 12);  
  
 */\*\* True indicates that the cell is an endpoint, either start or finish. \*\*/* boolean endpoint = false;  
  
  
 */\*\* True indicates that the cell is passable; false means it is not. \*\*/* boolean passable = true;  
  
 */\*\*  
 \* True indicates that this cell is part of the path between start and end.  
 \*\*/* boolean path = false;  
  
 */\*\*  
 \* Construct a new map cell with the specified "passability." An input of  
 \* true means the cell is passable.  
 \*\*/* public JMapCell(boolean pass)  
 {  
 // Set the preferred cell size, to drive the initial window size.  
 setPreferredSize(*CELL\_SIZE*);  
  
 setPassable(pass);  
 }  
  
 */\*\* Construct a new map cell, which is passable by default. \*\*/* public JMapCell()  
 {  
 // Call the other constructor, specifying true for "passable".  
 this(true);  
 }  
  
 */\*\* Marks this cell as either being the starting or the ending cell. \*\*/* public void setEndpoint(boolean end)  
 {  
 endpoint = end;  
 updateAppearance();  
 }  
  
 */\*\*  
 \* Sets this cell to be passable or not passable. An input of true marks  
 \* the cell as passable; an input of false marks it as not passable.  
 \*\*/* public void setPassable(boolean pass)  
 {  
 passable = pass;  
 updateAppearance();  
 }  
  
 */\*\* Returns true if this cell is passable, or false otherwise. \*\*/* public boolean isPassable()  
 {  
 return passable;  
 }  
  
 */\*\* Toggles the current "passable" state of the map cell. \*\*/* public void togglePassable()  
 {  
 setPassable(!isPassable());  
 }  
  
 */\*\* Marks this cell as part of the path discovered by the A\* algorithm. \*\*/* public void setPath(boolean path)  
 {  
 this.path = path;  
 updateAppearance();  
 }  
  
 */\*\*  
 \* This helper method updates the background color to match the current  
 \* internal state of the cell.  
 \*\*/* private void updateAppearance()  
 {  
 if (passable)  
 {  
 // Passable cell. Indicate its state with a border.  
 setBackground(Color.*WHITE*);  
  
 if (endpoint)  
 setBackground(Color.*CYAN*);  
 else if (path)  
 setBackground(Color.*GREEN*);  
 }  
 else  
 {  
 // Impassable cell. Make it all red.  
 setBackground(Color.*RED*);  
 }  
 }  
  
 */\*\*  
 \* Implementation of the paint method to draw the background color into the  
 \* map cell.  
 \*\*/* protected void paintComponent(Graphics g)  
 {  
 g.setColor(getBackground());  
 g.fillRect(0, 0, getWidth(), getHeight());  
 }  
}

Класс Location.java

public class Location {  
 */\*\*  
 \* X coordinate of this location.  
 \*\*/* public int xCoord;  
  
 */\*\*  
 \* Y coordinate of this location.  
 \*\*/* public int yCoord;  
  
  
 */\*\*  
 \* Creates a new location with the specified integer coordinates.  
 \*\*/* public Location(int x, int y) {  
 xCoord = x;  
 yCoord = y;  
 }  
  
 */\*\*  
 \* Creates a new location with coordinates (0, 0).  
 \*\*/* public Location() {  
 this(0, 0);  
 }  
  
 @Override  
 public boolean equals(Object o) {  
 if (this == o) return true; // рефлексивность  
 if(o ==null|| getClass() !=o.getClass()) // проверка на неравенство с нул и неравенство разных классов  
 return false;  
 Location location = (Location) o;  
 return xCoord ==location.xCoord &&yCoord ==location.yCoord;  
 }  
 @Override public int hashCode() {  
 return Objects.*hash*(xCoord, yCoord);  
 }  
}

AStarApp.java

public class AStarApp {  
  
 */\*\* The number of grid cells in the X direction. \*\*/* private int width;  
  
 */\*\* The number of grid cells in the Y direction. \*\*/* private int height;  
  
 */\*\* The location where the path starts from. \*\*/* private Location startLoc;  
  
 */\*\* The location where the path is supposed to finish. \*\*/* private Location finishLoc;  
  
 */\*\*  
 \* This is a 2D array of UI components that provide display and manipulation  
 \* of the cells in the map.  
 \*\*\*/* private JMapCell[][] mapCells;  
  
  
 */\*\*  
 \* This inner class handles mouse events in the main grid of map cells, by  
 \* modifying the cells based on the mouse button state and the initial edit  
 \* that was performed.  
 \*\*/* private class MapCellHandler implements MouseListener  
 {  
 */\*\*  
 \* This value will be true if a mouse button has been pressed and we are  
 \* currently in the midst of a modification operation.  
 \*\*/* private boolean modifying;  
  
 */\*\*  
 \* This value records whether we are making cells passable or  
 \* impassable. Which it is depends on the original state of the cell  
 \* that the operation was started within.  
 \*\*/* private boolean makePassable;  
  
 */\*\* Initiates the modification operation. \*\*/* public void mousePressed(MouseEvent e)  
 {  
 modifying = true;  
  
 JMapCell cell = (JMapCell) e.getSource();  
  
 // If the current cell is passable then we are making them  
 // impassable; if it's impassable then we are making them passable.  
  
 makePassable = !cell.isPassable();  
  
 cell.setPassable(makePassable);  
 }  
  
 */\*\* Ends the modification operation. \*\*/* public void mouseReleased(MouseEvent e)  
 {  
 modifying = false;  
 }  
  
 */\*\*  
 \* If the mouse has been pressed, this continues the modification  
 \* operation into the new cell.  
 \*\*/* public void mouseEntered(MouseEvent e)  
 {  
 if (modifying)  
 {  
 JMapCell cell = (JMapCell) e.getSource();  
 cell.setPassable(makePassable);  
 }  
 }  
  
 */\*\* Not needed for this handler. \*\*/* public void mouseExited(MouseEvent e)  
 {  
 // This one we ignore.  
 }  
  
 */\*\* Not needed for this handler. \*\*/* public void mouseClicked(MouseEvent e)  
 {  
 // And this one too.  
 }  
 }  
  
  
 */\*\*  
 \* Creates a new instance of AStarApp with the specified map width and  
 \* height.  
 \*\*/* public AStarApp(int w, int h) {  
 if (w <= 0)  
 throw new IllegalArgumentException("w must be > 0; got " + w);  
  
 if (h <= 0)  
 throw new IllegalArgumentException("h must be > 0; got " + h);  
  
 width = w;  
 height = h;  
  
 startLoc = new Location(2, h / 2);  
 finishLoc = new Location(w - 3, h / 2);  
 }  
  
  
 */\*\*  
 \* Simple helper method to set up the Swing user interface. This is called  
 \* from the Swing event-handler thread to be threadsafe.  
 \*\*/* private void initGUI()  
 {  
 JFrame frame = new JFrame("Pathfinder");  
 frame.setDefaultCloseOperation(JFrame.*EXIT\_ON\_CLOSE*);  
 Container contentPane = frame.getContentPane();  
  
 contentPane.setLayout(new BorderLayout());  
  
 // Use GridBagLayout because it actually respects the preferred size  
 // specified by the components it lays out.  
  
 GridBagLayout gbLayout = new GridBagLayout();  
 GridBagConstraints gbConstraints = new GridBagConstraints();  
 gbConstraints.fill = GridBagConstraints.*BOTH*;  
 gbConstraints.weightx = 1;  
 gbConstraints.weighty = 1;  
 gbConstraints.insets.set(0, 0, 1, 1);  
  
 JPanel mapPanel = new JPanel(gbLayout);  
 mapPanel.setBackground(Color.*GRAY*);  
  
 mapCells = new JMapCell[width][height];  
  
 MapCellHandler cellHandler = new MapCellHandler();  
  
 for (int y = 0; y < height; y++)  
 {  
 for (int x = 0; x < width; x++)  
 {  
 mapCells[x][y] = new JMapCell();  
  
 gbConstraints.gridx = x;  
 gbConstraints.gridy = y;  
  
 gbLayout.setConstraints(mapCells[x][y], gbConstraints);  
  
 mapPanel.add(mapCells[x][y]);  
 mapCells[x][y].addMouseListener(cellHandler);  
 }  
 }  
  
 contentPane.add(mapPanel, BorderLayout.*CENTER*);  
  
 JButton findPathButton = new JButton("Find Path");  
 findPathButton.addActionListener(new ActionListener() {  
 public void actionPerformed(ActionEvent e) { findAndShowPath(); }  
 });  
  
 contentPane.add(findPathButton, BorderLayout.*SOUTH*);  
  
 frame.pack();  
 frame.setVisible(true);  
  
 mapCells[startLoc.xCoord][startLoc.yCoord].setEndpoint(true);  
 mapCells[finishLoc.xCoord][finishLoc.yCoord].setEndpoint(true);  
 }  
  
  
 */\*\* Kicks off the application. Called from the {****@link*** *#main} method. \*\*/* private void start()  
 {  
 SwingUtilities.*invokeLater*(new Runnable() {  
 public void run() { initGUI(); }  
 });  
 }  
  
  
 */\*\*  
 \* This helper method attempts to compute a path using the current map  
 \* state. The implementation is rather slow; a new {****@link*** *Map2D} object is  
 \* created, and initialized from the current application state. Then the A\*  
 \* pathfinder is called, and if a path is found, the display is updated to  
 \* show the path that was found. (A better solution would use the Model  
 \* View Controller design pattern.)  
 \*\*/* private void findAndShowPath()  
 {  
 // Create a Map2D object containing the current state of the user input.  
  
 Map2D map = new Map2D(width, height);  
 map.setStart(startLoc);  
 map.setFinish(finishLoc);  
  
 for (int y = 0; y < height; y++)  
 {  
 for (int x = 0; x < width; x++)  
 {  
 mapCells[x][y].setPath(false);  
  
 if (mapCells[x][y].isPassable())  
 map.setCellValue(x, y, 0);  
 else  
 map.setCellValue(x, y, Integer.*MAX\_VALUE*);  
 }  
 }  
  
 // Try to compute a path. If one can be computed, mark all cells in the  
 // path.  
  
 Waypoint wp = AStarPathfinder.*computePath*(map);  
  
 while (wp != null)  
 {  
 Location loc = wp.getLocation();  
 mapCells[loc.xCoord][loc.yCoord].setPath(true);  
  
 wp = wp.getPrevious();  
 }  
 }  
  
  
 */\*\*  
 \* Entry-point for the application. No command-line arguments are  
 \* recognized at this time.  
 \*\*/* public static void main(String[] args) {  
 AStarApp app = new AStarApp(40, 30);  
 app.start();  
 }  
}

Результат работы программы:
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