El lenguaje C es un lenguaje de programación de propósito general, es uno de los más rápidos y potentes que existen. El lenguaje C ha demostrado ser un lenguaje extremadamente eficaz, hasta como para crear sistemas operativos.

* **Es un lenguaje Compilado.** A diferencia de otros lenguajes, que son lenguajes interpretados, los cuales necesitan del código fuente para funcionar (por ejemplo Basic), C es un lenguaje compilado esto quiere decir que convierte el código fuente en un fichero objeto, éste es enlazado con las librerías necesarias dando lugar a un fichero ejecutable.
* **Es un lenguaje de Nivel medio.** Esto quiere decir que combina elementos de lenguaje de alto nivel con la funcionalidad del lenguaje ensamblador, o sea que trabaja a un nivel cercano al computador, sin embargo, nos ofrece posibilidades de construir estructuras de datos equivalentes a los que manejan los lenguajes de alto nivel.
* **Es un lenguaje Estructurado.** Esto quiere decir que permite crear procedimientos en bloques dentro de otros procedimientos.
* **Es un lenguaje Portable.** Este lenguaje permite utilizar el mismo código en diferentes equipos y sistemas informáticos, o sea que es independiente de la arquitectura de cualquier máquina.
* **Es un lenguaje Relativamente Pequeño.** Este es un lenguaje económico en cuanto a expresiones se refiere, se puede describir en poco espacio y es fácil y rápido de aprender.
* **Tiene abundancia de Operadores y Tipos de Datos.** Este lenguaje prácticamente posee un operador para cada una de las posibles operaciones en código de máquina.

Pero al igual que otros lenguajes, el C tiene sus desventajas: .

* Carece de instrucciones entrada/salida.
* Carece de instrucciones de manejo de cadena de caracteres.
* La precedencia de los operadores dificultan la comprensión de algunas expresiones.

Todo programa en C, se compone de una o más funciones. La función que se ejecuta en primera instancia es una función llamada main( ), esta función es la más importante de todo el programa y es la que nunca debe faltar. A esta función no se le puede cambiar el nombre; main( ) es el cuerpo principal de nuestro código fuente. A su vez toda función del programa debe devolver un valor al programa, este valor se indica con la palabra reservada "return". Ciertas veces no queremos que la función devuelva ningún valor para estos casos simplemente le indicamos "return 0" o escribimos la palabra reservada "void" antes del nombre de la función.

**Tipos de Datos**

*Tipo* **int** /\* número entero \*/

En una variable de este tipo se almacenan números enteros (sin decimales). El rango de valores que admite es -32768 a 32767. Cuando definimos una variable lo que estamos haciendo es decirle al compilador que nos reserve una zona de la memoria para almacenar datos de tipo int.

*Tipo* **char** /\* caracter \*/

Las variables de tipo char sirven para almacenar caracteres. Los caracteres se almacenan en realidad como números del 0 al 255. Los 128 primeros (0 a 127) son el ASCII estándar. El resto es el ASCII extendido y depende del idioma y del ordenador. Para declarar una variable char solo escribimos: char letra ; y listo, ya existe una variable *"letra"* que almacenará datos de tipo caracter.

*Tipo* **float** /\* número real, punto flotante de simple precisión\*/

En este tipo de variable podemos almacenar números decimales, no sólo enteros como en los anteriores. El rango de posibles valores es del 3.4 E-38 al 3.4 E+38.

Para declarar un float, de forma similar, escribimos: float prom ; y con esto hemos declarado una variable de nombre *"prom"* que tendrá un dato de tipo float o coma flotante.

*Tipo* **double** /\* número real, punto flotante de doble precisión\*/

En las variables tipo double se almacenan números reales, estos tiene el rango de 1.79769 E-308 a 1.79769 E+308. Al igual que las anteriores para declararla escribimos: double num ; y tenemos una variable de nombre *"num"* que aceptará datos tipo double.

*Modificador* **unsigned** /\* sin signo\*/

Este modificador (que significa: sin signo) modifica el rango de valores que puede contener una variable. Sólo admite valores positivos. Este modificador se usa así: unsigned int total ; esto declara un variable de nombre "total", de tipo entero positivo.

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **Tipo de Dato** | **Dato almacenado** | **Tamaño**  **(en bytes)** | **Rango** | **Observaciones** |
| **unsigned char** | Caracteres | 1 | 0 a 255 | Valores correspondientes a números ordinales de los 256 caracteres ASCII |
| **char** | Caracteres | 1 | -128 a 127 | char letra = 'A'; ó letra = 65; |
| **short int** | Entero | 2 | -32768 a 32767 | Proporciona un entero en el rango dado |
| **unsigned int** | Entero | 2 | 0 a 65535 | Un entero positivo |
| **int** | Enero | 2 | -32768 a 32767 | Equivalente al tipo short en máquinas de 16 bits |
| **long int** | Entero | 4 | -2147483648 a  2147483647 | tamaño(int) <= tamaño(long) |
| **unsigned long** | Entero | 4 | 0 a 4294967295 | entero largo sin signo |
| **float** | Números Reales | 4 | -3.4 E-38 a  3.4 E+38 | no tiene más de 5 dígitos significativos |
| **long double** | Números Reales (coma flotante  con doble precisión) | 10 | 3.4 E-4932  a  1.18 E+4932 | Puede tener hasta 19 dígitos significativos |
| **double** | Números Reales (coma flotante  con doble precisión) | 8 | 1.79769 E-308  a 1.79769 E+308 | Tiene hasta 16 dígitos significativos |
| **definido por el usuario** | Usando estructuras | xx | depende del tipo de dato | XXXXXXXXXXXXXX |

***scanf ( )*** /\* leer desde el teclado\*/

Al utilizar la palabra scanf(), nosotros podemos hacer que el usuario introduzca datos por el teclado. El uso de scanf() es de la siguiente manera: scanf("%i", &num); esta última expresión indica al programa que se debe solicitar un número entero (%i, es una especificación de formato y esto lo puedes ver en la sección de operadores y manipuladores), luego se indica el nombre de la variable en la que se va a guardar el dato, éste (el nombre) precedido por el signo ‘&’, que indica al programa la dirección de ésta variable.

***printf ( )*** /\* mostrar por pantalla\*/

El uso de printf(), es similar al de scanf(), lo que scanf() hace para leer una variable, printf() lo hace para imprimirla. De esta manera podemos imprimir en pantalla, ya sea un mensaje o el valor contenido en una variable. La sintaxis de printf() es así: printf("%d", num); esta sentencia lo que hace es imprimir el valor de la variable num en el lugar donde aparece el "%d". El printf() nos sirve también para mandar a imprimir en pantalla un mensaje así:

printf ("Bienvenidos al mundo de C") ;

**Indicadores de formato y secuencias de escape**

|  |  |
| --- | --- |
| ***%d*** | Número entero con signo, en notación decimal |
| ***%i*** | Número entero con signo, en notación decimal |
| ***%u*** | Número entero sin signo, en notación decimal |
| ***%o*** | Número entero sin signo, en notación octal (base 8) |
| ***%x*** | Número entero sin signo, en hexadecimal (base 16) |
| ***%X*** | Número entero sin signo, en hexadecimal, mayúsculas |
| ***%f*** | Número real, float (coma flotante, con decimales) |
| ***%e*** | Número real en notación científica |
| ***%g*** | Usa el más corto entre %e y %f |
| ***%c*** | Un único carácter |
| ***%s*** | Cadena de caracteres |
| ***%%*** | Signo de tanto por ciento: % |
| ***%p*** | Puntero (dirección de memoria) |
| ***%ld*** | Número entero largo con signo, long int (long) |
| ***%lf*** | Número real, double (coma flotante, con decimales) |

**Secuencias de escape**

|  |  |
| --- | --- |
| **Código** | **Significado** |
| “ \n “ | nueva línea |
| “ \r " | retorno de carro |
| " \f " | nueva página |
| " \t " | tabulador horizontal |
| " \b " | retroceso (backspace) |
| “ \’ “ | comilla simple |
| " \" " | Comillas |
| " \\ " | Barra |

**getch( ) *-* getche( ) – getc( ) – getchar( ) – gets( )**

Si lo que queremos es que el usuario introduzca un caracter por el teclado usamos las funciones getchar( ), getc( ), getch( ) y getche( ). Estas esperan a que el usuario introduzca un carácter por el teclado. La diferencia entre getc( ), getche( ), getchar( ) y getch( ) es que las tres primeras imprimen en pantalla la tecla que hemos pulsado y la última no.

**Operadores Lógicos**

|  |  |
| --- | --- |
| **Operador** | **Operación** |
| && | AND, en español Y. Da como resultado el valor lógico 1, si ambos operadores son distintos de cero |
| || | OR, en español O. El resultado es cero, si ambos operandos son cero |
| ! | NOT, en español NO. El resultado es cero si el operando tiene un valor distinto de cero |

**Operadores Aritméticos**

|  |  |
| --- | --- |
| **Operador** | **Operación** |
| + | Suma dos numeros, pueden ser enteros o reales |
| - | Resta dos números, pueden ser enteros o reales |
| \* | Multiplica dos números, pueden ser enteros o reales |
| / | División, el resultado depende de los tipos de datos |
| % | Módulo o resto de una división entera, los operandos tienen que ser enteros |
| ++ | Incrementa en uno la variable |
| -- | Decrementa en uno la variable |

**Operadores de Relación**

|  |  |
| --- | --- |
| **Operador** | **Operación** |
| < | Primer operando menor que el segundo |
| > | Primer operando mayor que el segundo |
| <= | Primer operando menor o igual que el segundo |
| >= | Primer operando mayor o igual que el segundo |
| == | Primer operando igual que el segundo |
| != | Primer operando distinto del segundo |

**Operadores de Asignación**

|  |  |
| --- | --- |
| **Operador** | **Operación** |
| = | Asignación simple |
| \*= | Multiplicación más asignación |
| /= | División más asignación |
| %= | Módulo más asignación |
| += | Suma más asignación |
| -= | Resta más asignación |

**Niveles de Precedencia**

|  |
| --- |
| **Operador** |
| ( )  [ ] |
| !  ++  -- |
| \*   /  % |
| +  - |
| ==  != |
| ! |
| && |
| || |
| =  \*=  /=  %=  +=  -= |

***Operadores avanzados***

Los operadores de **incremento, decremento** y **asignación compuesta** permiten modificar el contenido de una variable de forma eficiente y abreviada.

**Operadores Significado** A++, ++A Incrementa en 1 el valor de A (A=A+1) A--, --A Disminuye en 1 el valor de A (A=A-1)

A+=x A=A+x A-=x A=A-x A\*=x A=A\*x A/=x A=A/x

***Operadores “pre” y “post” y valor devuelto***

Si el operador **++** o **--** se coloca a la izquierda, se llama **preincremento** o **predecremento**, respectivamente. Si se coloca a la derecha, se llama **postincremento** o **postdecremento**.

***Bucles***

Los bucles nos ofrecen la solución cuando queremos repetir una tarea un número determinado de veces. Supongamos que queremos escribir 100 veces la palabra Bienvenido.

Con lo que sabemos, tendríamos que escribir 100 veces la expresión: printf ("Bienvenido\n"); , sin embargo un ciclo for nos facilitaría en grande esta tarea. Estos bucles pueden ser: ***for*** (para), ***while*** (mientras), ***do while*** (hacer-mientras).

*Sentencia* ***if***

La palabra if significa si (condicional), su sintaxis es como sigue:

|  |
| --- |
| if ( condición )  {     // instrucciones a ejecutar } |

Cuando se cumple la condición comprendida entre los paréntesis se ejecuta el bloque de sentencias inmediatamente siguiente al if.

Ejemplo:

|  |
| --- |
| int i = 0; printf("Ingrese un valor entero: "); scanf("%d",&i); if (i < 10) {    print("El valor ingresado es mayor es menor a 10");  } |

*Sentencia* ***if-else***

En el if, si la condición no se cumplía, entonces las instrucciones no se ejecutaban y el programa finalizaba o seguía con las siguientes instrucciones. En el if-else, (si-sino (en pseudocódigo)) si no se cumple la condición entonces se realizarán otras instrucciones (las del else).

Su sintaxis es la siguiente:

|  |
| --- |
| if ( condición ) {    // bloque que se ejecuta si se cumple la condición  } else {    // bloque que se ejecuta si no se cumple la condición  } |
|  |

**¿Qué es una pila?**

Una pila (*stack* en inglés) es una estructura de datos en la que el modo de acceso a sus elementos es de tipo LIFO (del inglés *LastIn FirstOut*, último en *entrar*, primero en *salir*) que permite almacenar y recuperar datos. Esta estructura se aplica en multitud de ocasiones en el área de informática debido a su simplicidad y ordenación implícita de la propia estructura.

![https://lh6.googleusercontent.com/qlgxLvYpgU48X_ShfvRJyWjyWZP01Q3NfqTf50FQwd8IWaIiZ815CKGCwDeqnyOX7tM1oicg9VEbx2GYWcpypVvj8-kEmVVd1fG0KCEpx4vw99rmC5vx3JnG-UybH3Byv7nhxpZZBJclvSjfdg](data:image/png;base64,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)

Para el manejo de los datos se cuenta con dos operaciones básicas:

* **apilar** (*push*), que coloca un objeto en la pila.
* **desapilar** (*pop*), que retira el último elemento apilado.

En cada momento sólo se tiene acceso a la parte superior de la pila, es decir, al último objeto apilado (denominado **tope de pila**). La operación **desapilar**  permite la obtención de este elemento, que es retirado de la pila permitiendo el acceso al siguiente (apilado con anterioridad), que pasa a ser el nuevo **tope de pila**.

**Operaciones**

Una pila cuenta con 2 operaciones imprescindibles: apilar y desapilar, a las que en las implementaciones modernas de las pilas se suelen añadir más de uso habitual.

* **Crear:** se crea la pila. (constructor)
* **Inicializar:** se deja la pila vacía, lista para ser utilizada.
* **Apilar:** se añade un elemento a la pila.
* **Leer:** agrega al tope de la pila un elemento ingresado desde el teclado por el usuario.
* **Desapilar:** se elimina el elemento superior de la pila.
* **Tope:** devuelve el elemento que está en la cima de la pila. No lo elimina.
* **PilaVacía:** devuelve cierto si la pila está vacía o falso en caso contrario.
* **Mostrar:** muestra por pantalla el contenido de la pila.