C语言变量的作用域，加深对全局变量和局部变量的理解
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所谓**作用域（Scope）**，就是变量的有效范围，就是变量可以在哪个范围以内使用。有些变量可以在所有代码文件中使用，有些变量只能在当前的文件中使用，有些变量只能在函数内部使用，有些变量只能在 [for 循环](http://c.biancheng.net/view/172.html)内部使用。  
  
变量的作用域由变量的定义位置决定，在不同位置定义的变量，它的作用域是不一样的。本节我们只讲解两种变量，一种是只能在函数内部使用的变量，另一种是可以在所有代码文件中使用的变量。

**在函数内部定义的变量（局部变量）**

在函数内部定义的变量，它的作用域也仅限于函数内部，出了函数就不能使用了，我们将这样的变量称为局部变量（Local Variable）。函数的形参也是局部变量，也只能在函数内部使用。请看下面的例子：

1. #include <stdio.h>
2. int sum(int m, int n){
3. int i, sum=0;
4. //m、n、i、sum 都是局部变量，只能在 sum() 内部使用
5. **for**(i=m; i<=n; i++){
6. sum+=i;
7. }
8. **return** sum;
9. }
10. int main(){
11. int begin = 5, end = 86;
12. int result = sum(begin, end);
13. //begin、end、result 也都是局部变量，只能在 main() 内部使用
14. printf("The sum from %d to %d is %d\n", begin, end, result);
15. **return** 0;
16. }

m、n、i、sum 是局部变量，只能在 sum() 内部使用；begin、end、result 也是局部变量，只能在 main() 内部使用。  
  
对局部变量的两点说明：

* main() 也是一个函数，在 main() 内部定义的变量也是局部变量，只能在 main() 函数内部使用。
* 形参也是局部变量，将实参传递给形参的过程，就是用实参给局部变量赋值的过程，它和a=b; sum=m+n;这样的赋值没有什么区别。

**在所有函数外部定义的变量（全局变量）**

C语言允许在所有函数的外部定义变量，这样的变量称为全局变量（Global Variable）。  
  
全局变量的默认作用域是整个程序，也就是所有的代码文件，包括源文件（.c文件）和头文件（.h文件）。如果给全局变量加上 **static** 关键字，它的作用域就变成了当前文件，在其它文件中就无效了。我们目前编写的代码都是在一个源文件中，所以暂时不用考虑 static 关键字，后续我将会在《[C语言多文件编程](http://c.biancheng.net/c/150/" \t "_blank)》专题中详细讲解。  
  
【实例】定义一个函数，根据长方体的长宽高求它的体积以及三个面的面积。

1. #include <stdio.h>
2. //定义三个全局变量，分别表示三个面的面积
3. int s1 = 0, s2 = 0, s3 = 0;
4. int vs(int length, int width, int height){
5. int v; //体积
6. v = length \* width \* height;
7. s1 = length \* width;
8. s2 = width \* height;
9. s3 = length \* height;
10. **return** v;
11. }
12. int main(){
13. int v = 0;
14. v = vs(15, 20, 30);
15. printf("v=%d, s1=%d, s2=%d, s3=%d\n", v, s1, s2, s3);
16. v = vs(5, 17, 8);
17. printf("v=%d, s1=%d, s2=%d, s3=%d\n", v, s1, s2, s3);
18. **return** 0;
19. }

运行结果：  
v=9000, s1=300, s2=600, s3=450  
v=680, s1=85, s2=136, s3=40  
  
根据题意，我们希望借助一个函数得到四份数据：体积 v 以及三个面的面积 s1、s2、s3。遗憾的是，C语言中的函数只能有一个返回值，我们只能将其中的一份数据（也就是体积 v）放到返回值中，其它三份数据（也就是面积 s1、s2、s3）只能保存到全局变量中。  
  
C语言代码从前往后依次执行，变量在使用之前必须定义或者声明，全局变量 s1、s2、s3 定义在程序开头，所以在 vs() 和 main() 中都有效。  
  
在 vs() 中将求得的面积放到 s1、s2、s3 中，在 main() 中能够顺利取得它们的值，这说明：在一个函数内部修改全局变量的值会影响其它函数，全局变量的值在函数内部被修改后并不会自动恢复，它会一直保留该值，直到下次被修改。  
  
全局变量也是变量，变量只能保存一份数据，一旦数据被修改了，原来的数据就被冲刷掉了，再也无法恢复了，所以不管是全局变量还是局部变量，一旦它的值被修改，这种影响都会一直持续下去，直到再次被修改。

**关于变量的命名**

每一段可运行的C语言代码都包含了多个作用域，即使最简单的C语言代码也是如此。

1. int main(){
2. **return** 0;
3. }

这就是最简单的、可运行的C语言代码，它包含了两个作用域，一个是 main() 函数内部的局部作用域，一个是 main() 函数外部的全局作用域。  
  
C语言规定，在同一个作用域中不能出现两个名字相同的变量，否则会产生命名冲突；但是在不同的作用域中，允许出现名字相同的变量，它们的作用范围不同，彼此之间不会产生冲突。这句话有两层含义：

* 不同函数内部可以出现同名的变量，不同函数是不同的局部作用域；
* 函数内部和外部可以出现同名的变量，函数内部是局部作用域，函数外部是全局作用域。

1) 不同函数内部的同名变量是两个完全独立的变量，它们之间没有任何关联，也不会相互影响。请看下面的代码：

1. #include <stdio.h>
2. void func\_a(){
3. int n = 100;
4. printf("func\_a: n = %d\n", n);
5. n = 86;
6. printf("func\_a: n = %d\n", n);
7. }
8. void func\_b(){
9. int n = 29;
10. printf("func\_b: n = %d\n", n);
11. func\_a(); //调用func\_a()
12. printf("func\_b: n = %d\n", n);
13. }
14. int main(){
15. func\_b();
16. **return** 0;
17. }

运行结果：  
func\_b: n = 29  
func\_a: n = 100  
func\_a: n = 86  
func\_b: n = 29  
  
func\_a() 和 func\_b() 内部都定义了一个变量 n，在 func\_b() 中，n 的初始值是 29，调用 func\_a() 后，n 值还是 29，这说明 func\_b() 内部的 n 并没有影响 func\_a() 内部的 n。这两个 n 是完全不同的变量，彼此之间根本“不认识”，只是起了个相同的名字而已，这就好像明星撞衫，北京和云南都有叫李红的，赶巧了而已。  
  
2) 函数内部的局部变量和函数外部的全局变量同名时，在当前函数这个局部作用域中，全局变量会被“屏蔽”，不再起作用。也就是说，在函数内部使用的是局部变量，而不是全局变量。  
  
变量的使用遵循就近原则，如果在当前的局部作用域中找到了同名变量，就不会再去更大的全局作用域中查找。另外，只能从小的作用域向大的作用域中去寻找变量，而不能反过来，使用更小的作用域中的变量。  
  
下面我们通过一个具体的例子来说明：

1. #include <stdio.h>
2. int n = 10; //全局变量
3. void func1(){
4. int n = 20; //局部变量
5. printf("func1 n: %d\n", n);
6. }
7. void func2(int n){
8. printf("func2 n: %d\n", n);
9. }
10. void func3(){
11. printf("func3 n: %d\n", n);
12. }
13. int main(){
14. int n = 30; //局部变量
15. func1();
16. func2(n);
17. func3();
18. printf("main n: %d\n", n);
20. **return** 0;
21. }

运行结果：  
func1 n: 20  
func2 n: 30  
func3 n: 10  
main n: 30  
  
代码中虽然定义了多个同名变量 n，但它们的作用域不同，所有不会产生命名冲突。  
  
下面是对输出结果的分析：

* 对于 func1()，输出结果为 20，显然使用的是 func1() 内部的 n，而不是外部的 n。
* 调用 func2() 时，会把 main() 中的实参 n 传递给 func2() 中的形参 n，此时形参 n 的值变为 30。形参 n 也是局部变量，所以就使用它了。
* func3() 输出 10，使用的是全局变量，因为在 func3() 中不存在局部变量 n，所以编译器只能到函数外部，也就是全局作用域中去寻找变量 n。
* main() 中 printf() 语句输出 30，说明使用的是 main() 中的 n，而不是外部的 n。