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## Given Information:

Dataset Source : <https://archive.ics.uci.edu/ml/datasets/Bias+correction+of+numerical+> prediction+model+temperature+forecast

Target Variable to Predict : Next\_Tmax

#### **(a, b, c) Preprocessing, Splitting, Initial Model**

Summary of the dataset is as follows:

library(readr)

## Warning: package 'readr' was built under R version 4.3.2

data <- read\_csv("Bias\_correction\_ucl.csv")

## Rows: 7752 Columns: 25  
## ── Column specification ────────────────────────────────────────────────────────  
## Delimiter: ","  
## dbl (24): station, Present\_Tmax, Present\_Tmin, LDAPS\_RHmin, LDAPS\_RHmax, LD...  
## date (1): Date  
##   
## ℹ Use `spec()` to retrieve the full column specification for this data.  
## ℹ Specify the column types or set `show\_col\_types = FALSE` to quiet this message.

summary(data)

## station Date Present\_Tmax Present\_Tmin   
## Min. : 1 Min. :2013-06-30 Min. :20.00 Min. :11.30   
## 1st Qu.: 7 1st Qu.:2014-07-15 1st Qu.:27.80 1st Qu.:21.70   
## Median :13 Median :2015-07-30 Median :29.90 Median :23.40   
## Mean :13 Mean :2015-07-30 Mean :29.77 Mean :23.23   
## 3rd Qu.:19 3rd Qu.:2016-08-15 3rd Qu.:32.00 3rd Qu.:24.90   
## Max. :25 Max. :2017-08-30 Max. :37.60 Max. :29.90   
## NA's :2 NA's :2 NA's :70 NA's :70   
## LDAPS\_RHmin LDAPS\_RHmax LDAPS\_Tmax\_lapse LDAPS\_Tmin\_lapse  
## Min. :19.79 Min. : 58.94 Min. :17.62 Min. :14.27   
## 1st Qu.:45.96 1st Qu.: 84.22 1st Qu.:27.67 1st Qu.:22.09   
## Median :55.04 Median : 89.79 Median :29.70 Median :23.76   
## Mean :56.76 Mean : 88.37 Mean :29.61 Mean :23.51   
## 3rd Qu.:67.19 3rd Qu.: 93.74 3rd Qu.:31.71 3rd Qu.:25.15   
## Max. :98.52 Max. :100.00 Max. :38.54 Max. :29.62   
## NA's :75 NA's :75 NA's :75 NA's :75   
## LDAPS\_WS LDAPS\_LH LDAPS\_CC1 LDAPS\_CC2   
## Min. : 2.883 Min. :-13.60 Min. :0.0000 Min. :0.0000   
## 1st Qu.: 5.679 1st Qu.: 37.27 1st Qu.:0.1467 1st Qu.:0.1406   
## Median : 6.547 Median : 56.87 Median :0.3157 Median :0.3124   
## Mean : 7.098 Mean : 62.51 Mean :0.3688 Mean :0.3561   
## 3rd Qu.: 8.032 3rd Qu.: 84.22 3rd Qu.:0.5755 3rd Qu.:0.5587   
## Max. :21.858 Max. :213.41 Max. :0.9673 Max. :0.9684   
## NA's :75 NA's :75 NA's :75 NA's :75   
## LDAPS\_CC3 LDAPS\_CC4 LDAPS\_PPT1 LDAPS\_PPT2   
## Min. :0.0000 Min. :0.00000 Min. : 0.00000 Min. : 0.00000   
## 1st Qu.:0.1014 1st Qu.:0.08153 1st Qu.: 0.00000 1st Qu.: 0.00000   
## Median :0.2626 Median :0.22766 Median : 0.00000 Median : 0.00000   
## Mean :0.3184 Mean :0.29919 Mean : 0.59199 Mean : 0.48500   
## 3rd Qu.:0.4967 3rd Qu.:0.49949 3rd Qu.: 0.05252 3rd Qu.: 0.01836   
## Max. :0.9838 Max. :0.97471 Max. :23.70154 Max. :21.62166   
## NA's :75 NA's :75 NA's :75 NA's :75   
## LDAPS\_PPT3 LDAPS\_PPT4 lat lon   
## Min. : 0.0000 Min. : 0.00000 Min. :37.46 Min. :126.8   
## 1st Qu.: 0.0000 1st Qu.: 0.00000 1st Qu.:37.51 1st Qu.:126.9   
## Median : 0.0000 Median : 0.00000 Median :37.55 Median :127.0   
## Mean : 0.2782 Mean : 0.26941 Mean :37.54 Mean :127.0   
## 3rd Qu.: 0.0079 3rd Qu.: 0.00004 3rd Qu.:37.58 3rd Qu.:127.0   
## Max. :15.8412 Max. :16.65547 Max. :37.65 Max. :127.1   
## NA's :75 NA's :75   
## DEM Slope Solar radiation Next\_Tmax   
## Min. : 12.37 Min. :0.09847 Min. :4330 Min. :17.40   
## 1st Qu.: 28.70 1st Qu.:0.27130 1st Qu.:4999 1st Qu.:28.20   
## Median : 45.72 Median :0.61800 Median :5436 Median :30.50   
## Mean : 61.87 Mean :1.25705 Mean :5342 Mean :30.27   
## 3rd Qu.: 59.83 3rd Qu.:1.76780 3rd Qu.:5728 3rd Qu.:32.60   
## Max. :212.34 Max. :5.17823 Max. :5993 Max. :38.90   
## NA's :27   
## Next\_Tmin   
## Min. :11.30   
## 1st Qu.:21.30   
## Median :23.10   
## Mean :22.93   
## 3rd Qu.:24.60   
## Max. :29.80   
## NA's :27

Moving on with three different approaches of handling NULL Values:

1. Imputing the missing values with the mean values of the variables
2. Imputing the missing values with the median values of the variables
3. Omitting the Null Values

Common step in all the above methods is to remove the NULL values in the ‘date’ column

library(dplyr)

## Warning: package 'dplyr' was built under R version 4.3.2

##   
## Attaching package: 'dplyr'

## The following objects are masked from 'package:stats':  
##   
## filter, lag

## The following objects are masked from 'package:base':  
##   
## intersect, setdiff, setequal, union

initial\_structure <- dim(data)  
  
data <- data %>% filter(!is.na(Date))  
  
cleaned\_structure <- dim(data)  
  
print(initial\_structure)

## [1] 7752 25

print(cleaned\_structure)

## [1] 7750 25

data\_med <- data  
data\_mean <- data

#### Approach 1 - Imputing with mean values

# Imputing missing values with mean for numeric columns  
numeric\_columns <- sapply(data\_mean, is.numeric)  
data\_mean[numeric\_columns] <- lapply(data\_mean[numeric\_columns], function(x) ifelse(is.na(x), mean(x, na.rm = TRUE), x))  
  
data\_mean$station <- as.factor(data\_mean$station)  
  
str(data\_mean)

## spc\_tbl\_ [7,750 × 25] (S3: spec\_tbl\_df/tbl\_df/tbl/data.frame)  
## $ station : Factor w/ 25 levels "1","2","3","4",..: 1 2 3 4 5 6 7 8 9 10 ...  
## $ Date : Date[1:7750], format: "2013-06-30" "2013-06-30" ...  
## $ Present\_Tmax : num [1:7750] 28.7 31.9 31.6 32 31.4 31.9 31.4 32.1 31.4 31.6 ...  
## $ Present\_Tmin : num [1:7750] 21.4 21.6 23.3 23.4 21.9 23.5 24.4 23.6 22 20.5 ...  
## $ LDAPS\_RHmin : num [1:7750] 58.3 52.3 48.7 58.2 56.2 ...  
## $ LDAPS\_RHmax : num [1:7750] 91.1 90.6 84 96.5 90.2 ...  
## $ LDAPS\_Tmax\_lapse: num [1:7750] 28.1 29.9 30.1 29.7 29.1 ...  
## $ LDAPS\_Tmin\_lapse: num [1:7750] 23 24 24.6 23.3 23.5 ...  
## $ LDAPS\_WS : num [1:7750] 6.82 5.69 6.14 5.65 5.74 ...  
## $ LDAPS\_LH : num [1:7750] 69.5 51.9 20.6 65.7 108 ...  
## $ LDAPS\_CC1 : num [1:7750] 0.234 0.226 0.209 0.216 0.151 ...  
## $ LDAPS\_CC2 : num [1:7750] 0.204 0.252 0.257 0.226 0.25 ...  
## $ LDAPS\_CC3 : num [1:7750] 0.162 0.159 0.204 0.161 0.179 ...  
## $ LDAPS\_CC4 : num [1:7750] 0.131 0.128 0.142 0.134 0.17 ...  
## $ LDAPS\_PPT1 : num [1:7750] 0 0 0 0 0 0 0 0 0 0 ...  
## $ LDAPS\_PPT2 : num [1:7750] 0 0 0 0 0 0 0 0 0 0 ...  
## $ LDAPS\_PPT3 : num [1:7750] 0 0 0 0 0 0 0 0 0 0 ...  
## $ LDAPS\_PPT4 : num [1:7750] 0 0 0 0 0 0 0 0 0 0 ...  
## $ lat : num [1:7750] 37.6 37.6 37.6 37.6 37.6 ...  
## $ lon : num [1:7750] 127 127 127 127 127 ...  
## $ DEM : num [1:7750] 212.3 44.8 33.3 45.7 35 ...  
## $ Slope : num [1:7750] 2.785 0.514 0.266 2.535 0.505 ...  
## $ Solar radiation : num [1:7750] 5993 5869 5864 5857 5860 ...  
## $ Next\_Tmax : num [1:7750] 29.1 30.5 31.1 31.7 31.2 31.5 30.9 31.1 31.3 30.5 ...  
## $ Next\_Tmin : num [1:7750] 21.2 22.5 23.9 24.3 22.5 24 23.4 22.9 21.6 21 ...  
## - attr(\*, "spec")=  
## .. cols(  
## .. station = col\_double(),  
## .. Date = col\_date(format = ""),  
## .. Present\_Tmax = col\_double(),  
## .. Present\_Tmin = col\_double(),  
## .. LDAPS\_RHmin = col\_double(),  
## .. LDAPS\_RHmax = col\_double(),  
## .. LDAPS\_Tmax\_lapse = col\_double(),  
## .. LDAPS\_Tmin\_lapse = col\_double(),  
## .. LDAPS\_WS = col\_double(),  
## .. LDAPS\_LH = col\_double(),  
## .. LDAPS\_CC1 = col\_double(),  
## .. LDAPS\_CC2 = col\_double(),  
## .. LDAPS\_CC3 = col\_double(),  
## .. LDAPS\_CC4 = col\_double(),  
## .. LDAPS\_PPT1 = col\_double(),  
## .. LDAPS\_PPT2 = col\_double(),  
## .. LDAPS\_PPT3 = col\_double(),  
## .. LDAPS\_PPT4 = col\_double(),  
## .. lat = col\_double(),  
## .. lon = col\_double(),  
## .. DEM = col\_double(),  
## .. Slope = col\_double(),  
## .. `Solar radiation` = col\_double(),  
## .. Next\_Tmax = col\_double(),  
## .. Next\_Tmin = col\_double()  
## .. )  
## - attr(\*, "problems")=<externalptr>

After Imputing the Values with mean, we split this data set into train, validation and test data sets. Following is the number of rows for the entire data set, train, vaidation & test data sets respectively

data\_mean <- data\_mean[order(data\_mean$Date), ]  
  
train\_size\_mean <- round(nrow(data\_mean) \* 0.60)  
valid\_size\_mean <- round(nrow(data\_mean) \* 0.80)  
  
train\_data\_mean <- data\_mean[1:train\_size\_mean, ]  
valid\_data\_mean <- data\_mean[(train\_size\_mean + 1):valid\_size\_mean, ]  
test\_data\_mean <- data\_mean[(valid\_size\_mean + 1):nrow(data\_mean), ]  
  
nrow(data\_mean)

## [1] 7750

nrow(train\_data\_mean)

## [1] 4650

nrow(valid\_data\_mean)

## [1] 1550

nrow(test\_data\_mean)

## [1] 1550

Now we apply regression model and train it with the train dataset for mean and check it’s Evaluation Metric (Root Mean Squared Error [RMSE]) value for our Approach - 1

predictors <- setdiff(names(train\_data\_mean), c('Next\_Tmax', 'Date', 'station', 'Next\_Tmin'))  
train\_data\_subset\_mean <- train\_data\_mean[, c('Next\_Tmax', predictors)]  
  
model\_mean <- lm(Next\_Tmax ~ ., data = train\_data\_subset\_mean)  
valid\_data\_subset\_mean <- valid\_data\_mean[, predictors]  
predictions\_mean <- predict(model\_mean, newdata = valid\_data\_subset\_mean)  
  
rmse <- sqrt(mean((valid\_data\_mean$Next\_Tmax - predictions\_mean)^2))  
rmse

## [1] 1.644064

#### Approach 2 - Imputing with median values

Structure of the data set when imputed with median values is as follows:

# Imputing missing values with median for numeric columns  
numeric\_columns <- sapply(data\_med, is.numeric)  
data\_med[numeric\_columns] <- lapply(data\_med[numeric\_columns], function(x) ifelse(is.na(x), median(x, na.rm = TRUE), x))  
  
data\_med$station <- as.factor(data\_med$station)  
  
str(data\_med)

## spc\_tbl\_ [7,750 × 25] (S3: spec\_tbl\_df/tbl\_df/tbl/data.frame)  
## $ station : Factor w/ 25 levels "1","2","3","4",..: 1 2 3 4 5 6 7 8 9 10 ...  
## $ Date : Date[1:7750], format: "2013-06-30" "2013-06-30" ...  
## $ Present\_Tmax : num [1:7750] 28.7 31.9 31.6 32 31.4 31.9 31.4 32.1 31.4 31.6 ...  
## $ Present\_Tmin : num [1:7750] 21.4 21.6 23.3 23.4 21.9 23.5 24.4 23.6 22 20.5 ...  
## $ LDAPS\_RHmin : num [1:7750] 58.3 52.3 48.7 58.2 56.2 ...  
## $ LDAPS\_RHmax : num [1:7750] 91.1 90.6 84 96.5 90.2 ...  
## $ LDAPS\_Tmax\_lapse: num [1:7750] 28.1 29.9 30.1 29.7 29.1 ...  
## $ LDAPS\_Tmin\_lapse: num [1:7750] 23 24 24.6 23.3 23.5 ...  
## $ LDAPS\_WS : num [1:7750] 6.82 5.69 6.14 5.65 5.74 ...  
## $ LDAPS\_LH : num [1:7750] 69.5 51.9 20.6 65.7 108 ...  
## $ LDAPS\_CC1 : num [1:7750] 0.234 0.226 0.209 0.216 0.151 ...  
## $ LDAPS\_CC2 : num [1:7750] 0.204 0.252 0.257 0.226 0.25 ...  
## $ LDAPS\_CC3 : num [1:7750] 0.162 0.159 0.204 0.161 0.179 ...  
## $ LDAPS\_CC4 : num [1:7750] 0.131 0.128 0.142 0.134 0.17 ...  
## $ LDAPS\_PPT1 : num [1:7750] 0 0 0 0 0 0 0 0 0 0 ...  
## $ LDAPS\_PPT2 : num [1:7750] 0 0 0 0 0 0 0 0 0 0 ...  
## $ LDAPS\_PPT3 : num [1:7750] 0 0 0 0 0 0 0 0 0 0 ...  
## $ LDAPS\_PPT4 : num [1:7750] 0 0 0 0 0 0 0 0 0 0 ...  
## $ lat : num [1:7750] 37.6 37.6 37.6 37.6 37.6 ...  
## $ lon : num [1:7750] 127 127 127 127 127 ...  
## $ DEM : num [1:7750] 212.3 44.8 33.3 45.7 35 ...  
## $ Slope : num [1:7750] 2.785 0.514 0.266 2.535 0.505 ...  
## $ Solar radiation : num [1:7750] 5993 5869 5864 5857 5860 ...  
## $ Next\_Tmax : num [1:7750] 29.1 30.5 31.1 31.7 31.2 31.5 30.9 31.1 31.3 30.5 ...  
## $ Next\_Tmin : num [1:7750] 21.2 22.5 23.9 24.3 22.5 24 23.4 22.9 21.6 21 ...  
## - attr(\*, "spec")=  
## .. cols(  
## .. station = col\_double(),  
## .. Date = col\_date(format = ""),  
## .. Present\_Tmax = col\_double(),  
## .. Present\_Tmin = col\_double(),  
## .. LDAPS\_RHmin = col\_double(),  
## .. LDAPS\_RHmax = col\_double(),  
## .. LDAPS\_Tmax\_lapse = col\_double(),  
## .. LDAPS\_Tmin\_lapse = col\_double(),  
## .. LDAPS\_WS = col\_double(),  
## .. LDAPS\_LH = col\_double(),  
## .. LDAPS\_CC1 = col\_double(),  
## .. LDAPS\_CC2 = col\_double(),  
## .. LDAPS\_CC3 = col\_double(),  
## .. LDAPS\_CC4 = col\_double(),  
## .. LDAPS\_PPT1 = col\_double(),  
## .. LDAPS\_PPT2 = col\_double(),  
## .. LDAPS\_PPT3 = col\_double(),  
## .. LDAPS\_PPT4 = col\_double(),  
## .. lat = col\_double(),  
## .. lon = col\_double(),  
## .. DEM = col\_double(),  
## .. Slope = col\_double(),  
## .. `Solar radiation` = col\_double(),  
## .. Next\_Tmax = col\_double(),  
## .. Next\_Tmin = col\_double()  
## .. )  
## - attr(\*, "problems")=<externalptr>

After Imputing the Values with median, we split this data set into train, validation and test data sets. Following is the number of rows for the entire data set, train, vaidation & test data sets respectively

data\_med <- data\_med[order(data\_med$Date), ]  
  
train\_size\_med <- round(nrow(data\_med) \* 0.60)  
valid\_size\_med <- round(nrow(data\_med) \* 0.80)  
  
train\_data\_med <- data\_med[1:train\_size\_med, ]  
valid\_data\_med <- data\_med[(train\_size\_med + 1):valid\_size\_med, ]  
test\_data\_med <- data\_med[(valid\_size\_med + 1):nrow(data\_med), ]  
  
nrow(data\_med)

## [1] 7750

nrow(train\_data\_med)

## [1] 4650

nrow(valid\_data\_med)

## [1] 1550

nrow(test\_data\_med)

## [1] 1550

Now we apply regression model and train it with the train dataset for median and check it’s Evaluation Metric (Root Mean Squared Error [RMSE]) value for our Approach - 2

predictors <- setdiff(names(train\_data\_med), c('Next\_Tmax', 'Date', 'station', 'Next\_Tmin'))  
train\_data\_subset\_med <- train\_data\_med[, c('Next\_Tmax', predictors)]  
  
model\_med <- lm(Next\_Tmax ~ ., data = train\_data\_subset\_med)  
valid\_data\_subset\_med <- valid\_data\_med[, predictors]  
predictions\_med <- predict(model\_med, newdata = valid\_data\_subset\_med)  
  
rmse <- sqrt(mean((valid\_data\_med$Next\_Tmax - predictions\_med)^2))  
rmse

## [1] 1.629672

#### Approach 3 - Omitting NULL values

data <- na.omit(data)  
data$station <- as.factor(data$station)  
sum(is.na(data))

## [1] 0

nrow(data)

## [1] 7588

After removing the NULL values, we split this data set into train, validation and test data sets. Following is the number of rows for the entire data set, train, vaidation & test data sets respectively

data <- data[order(data$Date), ]  
  
train\_size <- round(nrow(data) \* 0.60)  
valid\_size <- round(nrow(data) \* 0.80)  
  
train\_data <- data[1:train\_size, ]  
valid\_data <- data[(train\_size + 1):valid\_size, ]  
test\_data <- data[(valid\_size + 1):nrow(data), ]  
  
nrow(data)

## [1] 7588

nrow(train\_data)

## [1] 4553

nrow(valid\_data)

## [1] 1517

nrow(test\_data)

## [1] 1518

Now we apply regression model and train it with the train dataset and check it’s Evaluation Metric (Root Mean Squared Error [RMSE]) value for our Approach - 3

predictors <- setdiff(names(train\_data), c('Next\_Tmax', 'Date', 'station', 'Next\_Tmin'))  
train\_data\_subset <- train\_data[, c('Next\_Tmax', predictors)]  
  
model <- lm(Next\_Tmax ~ ., data = train\_data\_subset)  
valid\_data\_subset <- valid\_data[, predictors]  
predictions <- predict(model, newdata = valid\_data\_subset)  
  
rmse <- sqrt(mean((valid\_data$Next\_Tmax - predictions)^2))  
rmse

## [1] 1.513085

From the above three approaches, it is clearly evident that the Approach - 3 which omits null values is the best method of handling null values for the given data set with the least RMSE Value of 1.513. Thus, this approach is selected for further improvements

#### Target Features vs Different Variables in the Dataset

layout(matrix(1:4,2,2))  
 plot(data$Next\_Tmax,data$station , ylab="station", xlab="Next T max (Target)")  
 plot(data$Next\_Tmax,data$Present\_Tmin , ylab="Present\_Tmin", xlab="Next T max (Target)")  
 plot(data$Next\_Tmax,data$Present\_Tmax , ylab="Present\_Tmax", xlab="Next T max (Target)")  
 plot(data$Next\_Tmax,data$LDAPS\_WS , ylab="Solar radiation", xlab="Next T max (Target)")
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layout(matrix(1:6,2,3))  
 plot(data$Next\_Tmax,data$LDAPS\_WS , ylab="LDAPS\_WS", xlab="Next T max (Target)")  
 plot(data$Next\_Tmax,data$LDAPS\_LH , ylab="LDAPS\_LH", xlab="Next T max (Target)")  
 plot(data$Next\_Tmax,data$LDAPS\_RHmin , ylab="LDAPS\_RHmin", xlab="Next T max (Target)")  
 plot(data$Next\_Tmax,data$LDAPS\_RHmax , ylab="LDAPS\_RHmax", xlab="Next T max (Target)")  
 plot(data$Next\_Tmax,data$LDAPS\_Tmax\_lapse , ylab="LDAPS\_Tmax\_lapse", xlab="Next T max (Target)")  
 plot(data$Next\_Tmax,data$LDAPS\_Tmin\_lapse , ylab="LDAPS\_Tmin\_lapse", xlab="Next T max (Target)")
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layout(matrix(1:4,2,2))  
 plot(data$Next\_Tmax,data$LDAPS\_CC1 , ylab="LDAPS\_CC1", xlab="Next T max (Target)")  
 plot(data$Next\_Tmax,data$LDAPS\_CC2 , ylab="LDAPS\_CC2", xlab="Next T max (Target)")  
 plot(data$Next\_Tmax,data$LDAPS\_CC3 , ylab="LDAPS\_CC3", xlab="Next T max (Target)")  
 plot(data$Next\_Tmax,data$LDAPS\_CC4 , ylab="LDAPS\_CC4", xlab="Next T max (Target)")
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layout(matrix(1:4,2,2))  
 plot(data$Next\_Tmax,data$LDAPS\_PPT1 , ylab="LDAPS\_PPT1", xlab="Next T max (Target)")  
 plot(data$Next\_Tmax,data$LDAPS\_PPT2 , ylab="LDAPS\_PPT2", xlab="Next T max (Target)")  
 plot(data$Next\_Tmax,data$LDAPS\_PPT3 , ylab="LDAPS\_PPT3", xlab="Next T max (Target)")  
 plot(data$Next\_Tmax,data$LDAPS\_PPT4 , ylab="LDAPS\_PPT4", xlab="Next T max (Target)")
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layout(matrix(1:4,2,2))  
 plot(data$Next\_Tmax,data$lat , ylab="lat", xlab="Next T max (Target)")  
 plot(data$Next\_Tmax,data$lon , ylab="lon", xlab="Next T max (Target)")  
 plot(data$Next\_Tmax,data$DEM , ylab="DEM", xlab="Next T max (Target)")  
 plot(data$Next\_Tmax,data$Slope , ylab="Slope", xlab="Next T max (Target)")
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coefficients <- coef(model)[-1] # Exclude the intercept  
  
coefficients\_df <- data.frame(Feature = names(coefficients), Coefficient = coefficients)  
coefficients\_df$Color <- ifelse(coefficients\_df$Coefficient > 0, "blue", "red")  
  
library(ggplot2)

## Warning: package 'ggplot2' was built under R version 4.3.2

ggplot(coefficients\_df, aes(x = reorder(Feature, Coefficient), y = Coefficient, fill = Color)) +  
 geom\_bar(stat = "identity") +  
 coord\_flip() +  
 theme\_minimal() +  
 labs(x = "Features", y = "Coefficients", title = "Coefficients in the Linear Regression Model") +  
 geom\_hline(yintercept = 0, linetype = "dashed", color = "black") +  
 scale\_fill\_manual(values = c("blue", "red"))

![](data:image/png;base64,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)

# Residuals Plot  
residuals <- valid\_data$Next\_Tmax - predictions  
  
plot(predictions, residuals,  
 xlab = "Predicted Values",  
 ylab = "Residuals",  
 main = "Residuals vs Predicted",  
 pch = 19,  
 col = "black")  
abline(h = 0, col = "red", lwd = 2)

![](data:image/png;base64,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)

#### **(d) Improved Model**

### Model 1

We calculate the P-value every variable in the dataset to know what are the “non-significant” variables for analysis. By “non-significant”, here we mean which variables doesn’t contribute much to predict the target variable

P-Value > 0.05 is taken into consideration to consider variables to be non-significant under the following conditions for Hypothesis

: Coefficient of Variable = 0 : Coefficient of Variable 0

Thus if P-Value > 0.05, it means that the coefficient of that particular variable in the multiple linear regression equation is 0 i.e. predicted value is not dependent on this variable

For our Approach - 3, let’s move on to find such “non-significant” variables

summary(model)$coefficients[, "Pr(>|t|)"]

## (Intercept) Present\_Tmax Present\_Tmin LDAPS\_RHmin   
## 6.060376e-11 9.644519e-21 7.675173e-03 8.812238e-25   
## LDAPS\_RHmax LDAPS\_Tmax\_lapse LDAPS\_Tmin\_lapse LDAPS\_WS   
## 4.527696e-08 2.250477e-231 1.764642e-03 9.290196e-36   
## LDAPS\_LH LDAPS\_CC1 LDAPS\_CC2 LDAPS\_CC3   
## 3.173148e-27 3.062570e-31 2.677528e-02 7.754436e-06   
## LDAPS\_CC4 LDAPS\_PPT1 LDAPS\_PPT2 LDAPS\_PPT3   
## 7.492563e-24 6.134319e-05 2.698886e-24 5.557203e-01   
## LDAPS\_PPT4 lat lon DEM   
## 2.598408e-01 2.266374e-04 6.829667e-06 1.716810e-12   
## Slope `Solar radiation`   
## 2.223459e-15 1.353044e-02

non\_significant\_vars <- summary(model)$coefficients[, "Pr(>|t|)"] > 0.05  
names(non\_significant\_vars[non\_significant\_vars])

## [1] "LDAPS\_PPT3" "LDAPS\_PPT4"

From the above result, “LDAPS\_PPT3” “LDAPS\_PPT4” are the “non-significant” variables. Thus, we remove them and apply the model again to test the RMSE value. Along with the above variables, we also removed redundant variables (Eg: Station code can be used instead of lat, lon, DEM, Slope)

# Remove the non-significant columns and Next\_Tmin from the dataset  
data$LDAPS\_PPT3 <- NULL  
data$LDAPS\_PPT4 <- NULL  
data$DEM <- NULL  
data$Next\_Tmin <- NULL  
  
train\_df1 <- subset(train\_data, select = -c(Next\_Tmin, Date, lon, lat, Slope, DEM, LDAPS\_PPT3, LDAPS\_PPT4))  
valid\_df1 <- subset(valid\_data, select = -c(Next\_Tmax, Next\_Tmin, Date, lon, lat, Slope, DEM, LDAPS\_PPT3, LDAPS\_PPT4))  
  
model1 <- lm(Next\_Tmax ~ ., data = train\_df1)  
  
summary(model1)

##   
## Call:  
## lm(formula = Next\_Tmax ~ ., data = train\_df1)  
##   
## Residuals:  
## Min 1Q Median 3Q Max   
## -5.5277 -0.8230 0.0042 0.8172 5.2315   
##   
## Coefficients:  
## Estimate Std. Error t value Pr(>|t|)   
## (Intercept) 5.036e+00 5.784e-01 8.708 < 2e-16 \*\*\*  
## station2 8.512e-01 1.472e-01 5.782 7.86e-09 \*\*\*  
## station3 7.122e-01 1.642e-01 4.338 1.47e-05 \*\*\*  
## station4 1.704e+00 1.499e-01 11.363 < 2e-16 \*\*\*  
## station5 9.943e-01 1.495e-01 6.652 3.23e-11 \*\*\*  
## station6 1.171e+00 1.537e-01 7.622 3.02e-14 \*\*\*  
## station7 1.125e+00 1.536e-01 7.324 2.83e-13 \*\*\*  
## station8 1.219e+00 1.516e-01 8.042 1.12e-15 \*\*\*  
## station9 1.656e+00 1.463e-01 11.322 < 2e-16 \*\*\*  
## station10 1.460e+00 1.448e-01 10.084 < 2e-16 \*\*\*  
## station11 1.192e+00 1.524e-01 7.819 6.58e-15 \*\*\*  
## station12 1.260e+00 1.552e-01 8.113 6.30e-16 \*\*\*  
## station13 1.109e+00 1.590e-01 6.972 3.58e-12 \*\*\*  
## station14 1.195e+00 1.624e-01 7.361 2.16e-13 \*\*\*  
## station15 9.804e-01 1.562e-01 6.277 3.77e-10 \*\*\*  
## station16 6.100e-01 1.447e-01 4.215 2.55e-05 \*\*\*  
## station17 8.210e-01 1.500e-01 5.475 4.62e-08 \*\*\*  
## station18 2.368e+00 1.504e-01 15.741 < 2e-16 \*\*\*  
## station19 1.121e+00 1.508e-01 7.431 1.28e-13 \*\*\*  
## station20 2.240e+00 1.469e-01 15.244 < 2e-16 \*\*\*  
## station21 4.741e-01 1.633e-01 2.904 0.003703 \*\*   
## station22 1.234e+00 1.491e-01 8.274 < 2e-16 \*\*\*  
## station23 1.832e+00 1.494e-01 12.264 < 2e-16 \*\*\*  
## station24 1.411e+00 1.543e-01 9.146 < 2e-16 \*\*\*  
## station25 1.322e+00 1.627e-01 8.121 5.90e-16 \*\*\*  
## Present\_Tmax 7.358e-02 1.183e-02 6.222 5.37e-10 \*\*\*  
## Present\_Tmin -3.623e-03 1.605e-02 -0.226 0.821469   
## LDAPS\_RHmin 3.110e-02 3.672e-03 8.470 < 2e-16 \*\*\*  
## LDAPS\_RHmax -2.499e-02 4.143e-03 -6.032 1.75e-09 \*\*\*  
## LDAPS\_Tmax\_lapse 6.777e-01 1.892e-02 35.819 < 2e-16 \*\*\*  
## LDAPS\_Tmin\_lapse 1.483e-01 2.384e-02 6.219 5.46e-10 \*\*\*  
## LDAPS\_WS -1.236e-01 1.067e-02 -11.577 < 2e-16 \*\*\*  
## LDAPS\_LH 7.268e-03 1.209e-03 6.010 2.01e-09 \*\*\*  
## LDAPS\_CC1 -1.847e+00 1.488e-01 -12.408 < 2e-16 \*\*\*  
## LDAPS\_CC2 -3.618e-01 1.800e-01 -2.010 0.044468 \*   
## LDAPS\_CC3 -6.629e-01 1.800e-01 -3.684 0.000232 \*\*\*  
## LDAPS\_CC4 -1.476e+00 1.368e-01 -10.787 < 2e-16 \*\*\*  
## LDAPS\_PPT1 -3.985e-02 1.134e-02 -3.515 0.000445 \*\*\*  
## LDAPS\_PPT2 1.499e-01 1.302e-02 11.520 < 2e-16 \*\*\*  
## `Solar radiation` 1.033e-04 5.303e-05 1.947 0.051592 .   
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## Residual standard error: 1.348 on 4513 degrees of freedom  
## Multiple R-squared: 0.7613, Adjusted R-squared: 0.7592   
## F-statistic: 369.1 on 39 and 4513 DF, p-value: < 2.2e-16

predictions1 <- predict(model1, newdata = valid\_df1)  
  
# Calculate new RMSE  
rmse1 <- sqrt(mean((valid\_data$Next\_Tmax - predictions1)^2))  
rmse1

## [1] 1.465021

anova(model1, model)

## Analysis of Variance Table  
##   
## Model 1: Next\_Tmax ~ station + Present\_Tmax + Present\_Tmin + LDAPS\_RHmin +   
## LDAPS\_RHmax + LDAPS\_Tmax\_lapse + LDAPS\_Tmin\_lapse + LDAPS\_WS +   
## LDAPS\_LH + LDAPS\_CC1 + LDAPS\_CC2 + LDAPS\_CC3 + LDAPS\_CC4 +   
## LDAPS\_PPT1 + LDAPS\_PPT2 + `Solar radiation`  
## Model 2: Next\_Tmax ~ Present\_Tmax + Present\_Tmin + LDAPS\_RHmin + LDAPS\_RHmax +   
## LDAPS\_Tmax\_lapse + LDAPS\_Tmin\_lapse + LDAPS\_WS + LDAPS\_LH +   
## LDAPS\_CC1 + LDAPS\_CC2 + LDAPS\_CC3 + LDAPS\_CC4 + LDAPS\_PPT1 +   
## LDAPS\_PPT2 + LDAPS\_PPT3 + LDAPS\_PPT4 + lat + lon + DEM +   
## Slope + `Solar radiation`  
## Res.Df RSS Df Sum of Sq F Pr(>F)   
## 1 4513 8205.3   
## 2 4531 8984.2 -18 -778.98 23.803 < 2.2e-16 \*\*\*  
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1

From Anova above we can conclude that RSS value has decreased. Hence, Model1 is better fit for this data than Model.

### Model 2

In Model2 to avoid over fitting the model with Cloud coverage and Precipitation values, we simplify the data by adding new columns “Night\_cloud\_cover”, “Day\_Cloud\_Cover”, “Precipitation” and removed respective old columns.

train\_df2 <- within(train\_df1, {  
 Night\_Cloud\_Cover = (LDAPS\_CC1 + LDAPS\_CC4) / 2  
 Day\_Cloud\_Cover = (LDAPS\_CC2 + LDAPS\_CC3) / 2  
 Precipitation = (LDAPS\_PPT1 + LDAPS\_PPT2) / 2  
   
 # Remove the original columns  
 LDAPS\_CC1 = NULL  
 LDAPS\_CC2 = NULL  
 LDAPS\_CC3 = NULL  
 LDAPS\_CC4 = NULL  
 LDAPS\_PPT1 = NULL  
 LDAPS\_PPT2 = NULL  
})  
  
head(train\_df2)

## # A tibble: 6 × 14  
## station Present\_Tmax Present\_Tmin LDAPS\_RHmin LDAPS\_RHmax LDAPS\_Tmax\_lapse  
## <fct> <dbl> <dbl> <dbl> <dbl> <dbl>  
## 1 1 28.7 21.4 58.3 91.1 28.1  
## 2 2 31.9 21.6 52.3 90.6 29.9  
## 3 3 31.6 23.3 48.7 84.0 30.1  
## 4 4 32 23.4 58.2 96.5 29.7  
## 5 5 31.4 21.9 56.2 90.2 29.1  
## 6 6 31.9 23.5 52.4 85.3 29.2  
## # ℹ 8 more variables: LDAPS\_Tmin\_lapse <dbl>, LDAPS\_WS <dbl>, LDAPS\_LH <dbl>,  
## # `Solar radiation` <dbl>, Next\_Tmax <dbl>, Precipitation <dbl>,  
## # Day\_Cloud\_Cover <dbl>, Night\_Cloud\_Cover <dbl>

valid\_df2 <- within(valid\_df1, {  
 Night\_Cloud\_Cover = (LDAPS\_CC1 + LDAPS\_CC4) / 2  
 Day\_Cloud\_Cover = (LDAPS\_CC2 + LDAPS\_CC3) / 2  
 Precipitation = LDAPS\_PPT1 + LDAPS\_PPT2 / 2  
   
 # Remove the original columns  
 LDAPS\_CC1 = NULL  
 LDAPS\_CC2 = NULL  
 LDAPS\_CC3 = NULL  
 LDAPS\_CC4 = NULL  
 LDAPS\_PPT1 = NULL  
 LDAPS\_PPT2 = NULL  
})  
head(valid\_df2)

## # A tibble: 6 × 13  
## station Present\_Tmax Present\_Tmin LDAPS\_RHmin LDAPS\_RHmax LDAPS\_Tmax\_lapse  
## <fct> <dbl> <dbl> <dbl> <dbl> <dbl>  
## 1 14 30.6 19.8 33.8 76.5 30.6  
## 2 15 30.4 19.9 35.8 77.7 30.3  
## 3 16 28.8 18 37.4 90.0 29.4  
## 4 17 28.9 16.5 39.8 94.2 29.9  
## 5 18 30.6 19.9 36.4 90.3 29.8  
## 6 19 30.7 19.4 35.5 79.6 29.9  
## # ℹ 7 more variables: LDAPS\_Tmin\_lapse <dbl>, LDAPS\_WS <dbl>, LDAPS\_LH <dbl>,  
## # `Solar radiation` <dbl>, Precipitation <dbl>, Day\_Cloud\_Cover <dbl>,  
## # Night\_Cloud\_Cover <dbl>

model2 <- lm(Next\_Tmax ~ ., data = train\_df2)  
  
predictions2 <- predict(model2, newdata = valid\_df2)  
  
rmse <- sqrt(mean((valid\_data$Next\_Tmax - predictions2)^2))  
  
print(rmse)

## [1] 1.431952

summary(model2)

##   
## Call:  
## lm(formula = Next\_Tmax ~ ., data = train\_df2)  
##   
## Residuals:  
## Min 1Q Median 3Q Max   
## -5.4626 -0.8074 0.0237 0.8218 5.2902   
##   
## Coefficients:  
## Estimate Std. Error t value Pr(>|t|)   
## (Intercept) 5.358e+00 5.784e-01 9.264 < 2e-16 \*\*\*  
## station2 8.619e-01 1.486e-01 5.800 7.08e-09 \*\*\*  
## station3 7.296e-01 1.656e-01 4.407 1.07e-05 \*\*\*  
## station4 1.726e+00 1.516e-01 11.387 < 2e-16 \*\*\*  
## station5 1.016e+00 1.512e-01 6.718 2.07e-11 \*\*\*  
## station6 1.188e+00 1.553e-01 7.654 2.37e-14 \*\*\*  
## station7 1.147e+00 1.553e-01 7.384 1.82e-13 \*\*\*  
## station8 1.222e+00 1.532e-01 7.974 1.93e-15 \*\*\*  
## station9 1.667e+00 1.478e-01 11.275 < 2e-16 \*\*\*  
## station10 1.445e+00 1.464e-01 9.874 < 2e-16 \*\*\*  
## station11 1.214e+00 1.540e-01 7.884 3.93e-15 \*\*\*  
## station12 1.257e+00 1.567e-01 8.027 1.26e-15 \*\*\*  
## station13 1.130e+00 1.605e-01 7.043 2.17e-12 \*\*\*  
## station14 1.189e+00 1.638e-01 7.255 4.70e-13 \*\*\*  
## station15 9.908e-01 1.577e-01 6.283 3.64e-10 \*\*\*  
## station16 6.012e-01 1.464e-01 4.107 4.09e-05 \*\*\*  
## station17 8.241e-01 1.516e-01 5.436 5.73e-08 \*\*\*  
## station18 2.380e+00 1.520e-01 15.653 < 2e-16 \*\*\*  
## station19 1.119e+00 1.523e-01 7.351 2.32e-13 \*\*\*  
## station20 2.250e+00 1.486e-01 15.139 < 2e-16 \*\*\*  
## station21 5.014e-01 1.648e-01 3.043 0.00236 \*\*   
## station22 1.259e+00 1.508e-01 8.347 < 2e-16 \*\*\*  
## station23 1.849e+00 1.510e-01 12.246 < 2e-16 \*\*\*  
## station24 1.426e+00 1.559e-01 9.145 < 2e-16 \*\*\*  
## station25 1.332e+00 1.642e-01 8.111 6.43e-16 \*\*\*  
## Present\_Tmax 8.439e-02 1.151e-02 7.332 2.67e-13 \*\*\*  
## Present\_Tmin -2.217e-02 1.603e-02 -1.383 0.16685   
## LDAPS\_RHmin 3.409e-02 3.654e-03 9.329 < 2e-16 \*\*\*  
## LDAPS\_RHmax -2.934e-02 4.046e-03 -7.251 4.83e-13 \*\*\*  
## LDAPS\_Tmax\_lapse 6.835e-01 1.888e-02 36.201 < 2e-16 \*\*\*  
## LDAPS\_Tmin\_lapse 1.367e-01 2.346e-02 5.828 6.02e-09 \*\*\*  
## LDAPS\_WS -1.224e-01 1.079e-02 -11.347 < 2e-16 \*\*\*  
## LDAPS\_LH 7.178e-03 1.214e-03 5.912 3.62e-09 \*\*\*  
## `Solar radiation` 1.086e-04 5.299e-05 2.050 0.04044 \*   
## Precipitation 8.416e-02 1.453e-02 5.793 7.39e-09 \*\*\*  
## Day\_Cloud\_Cover -5.374e-01 2.232e-01 -2.408 0.01608 \*   
## Night\_Cloud\_Cover -3.656e+00 2.038e-01 -17.935 < 2e-16 \*\*\*  
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## Residual standard error: 1.365 on 4516 degrees of freedom  
## Multiple R-squared: 0.7554, Adjusted R-squared: 0.7534   
## F-statistic: 387.4 on 36 and 4516 DF, p-value: < 2.2e-16

anova(model2, model)

## Analysis of Variance Table  
##   
## Model 1: Next\_Tmax ~ station + Present\_Tmax + Present\_Tmin + LDAPS\_RHmin +   
## LDAPS\_RHmax + LDAPS\_Tmax\_lapse + LDAPS\_Tmin\_lapse + LDAPS\_WS +   
## LDAPS\_LH + `Solar radiation` + Precipitation + Day\_Cloud\_Cover +   
## Night\_Cloud\_Cover  
## Model 2: Next\_Tmax ~ Present\_Tmax + Present\_Tmin + LDAPS\_RHmin + LDAPS\_RHmax +   
## LDAPS\_Tmax\_lapse + LDAPS\_Tmin\_lapse + LDAPS\_WS + LDAPS\_LH +   
## LDAPS\_CC1 + LDAPS\_CC2 + LDAPS\_CC3 + LDAPS\_CC4 + LDAPS\_PPT1 +   
## LDAPS\_PPT2 + LDAPS\_PPT3 + LDAPS\_PPT4 + lat + lon + DEM +   
## Slope + `Solar radiation`  
## Res.Df RSS Df Sum of Sq F Pr(>F)   
## 1 4516 8408.7   
## 2 4531 8984.2 -15 -575.55 20.607 < 2.2e-16 \*\*\*  
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1

From above, we can conclude that RMSE value has decreased. Hence, Model2 is better fit for this data than Model1, which shows better predictive capability of model2.

coefficients <- coef(model2)[-1]  
  
coefficients\_df <- data.frame(Feature = names(coefficients), Coefficient = coefficients)  
coefficients\_df$Color <- ifelse(coefficients\_df$Coefficient > 0, "blue", "red")  
library(ggplot2)  
ggplot(coefficients\_df, aes(x = reorder(Feature, Coefficient), y = Coefficient, fill = Color)) +  
 geom\_bar(stat = "identity") +  
 coord\_flip() +  
 theme\_minimal() +  
 labs(x = "Features", y = "Coefficients", title = "Coefficients in the Linear Regression model2") +  
 geom\_hline(yintercept = 0, linetype = "dashed", color = "black") +  
 scale\_fill\_manual(values = c("blue", "red"))
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residuals <- valid\_data$Next\_Tmax - predictions  
  
plot(predictions, residuals,  
 xlab = "Predicted Values",  
 ylab = "Residuals",  
 main = "Residuals vs Predicted",  
 pch = 19,  
 col = "black")  
abline(h = 0, col = "red", lwd = 2)
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### Model 3

Now we again calculate p -values with newly added columns, and remove “non-significant” variables for analysis.

summary(model2)$coefficients[, "Pr(>|t|)"]

## (Intercept) station2 station3 station4   
## 2.966230e-20 7.080116e-09 1.072493e-05 1.230780e-29   
## station5 station6 station7 station8   
## 2.070290e-11 2.374584e-14 1.823000e-13 1.927438e-15   
## station9 station10 station11 station12   
## 4.242386e-29 9.207510e-23 3.934371e-15 1.261330e-15   
## station13 station14 station15 station16   
## 2.168611e-12 4.698410e-13 3.638506e-10 4.087312e-05   
## station17 station18 station19 station20   
## 5.728521e-08 8.063978e-54 2.322741e-13 1.523495e-50   
## station21 station22 station23 station24   
## 2.357054e-03 9.193862e-17 6.063895e-34 8.825244e-20   
## station25 Present\_Tmax Present\_Tmin LDAPS\_RHmin   
## 6.429237e-16 2.674240e-13 1.668512e-01 1.631955e-20   
## LDAPS\_RHmax LDAPS\_Tmax\_lapse LDAPS\_Tmin\_lapse LDAPS\_WS   
## 4.826490e-13 3.494525e-252 6.015211e-09 1.912460e-29   
## LDAPS\_LH `Solar radiation` Precipitation Day\_Cloud\_Cover   
## 3.624385e-09 4.044390e-02 7.386235e-09 1.608306e-02   
## Night\_Cloud\_Cover   
## 1.531597e-69

non\_significant\_vars <- summary(model2)$coefficients[, "Pr(>|t|)"] > 0.05  
names(non\_significant\_vars[non\_significant\_vars])

## [1] "Present\_Tmin"

From the above result, “Present\_Tmin” are the “non-significant” variables. Thus, we remove them and apply the model again to test the RMSE value.

train\_df3 = train\_df2  
valid\_df3 = valid\_df2

train\_df3$Present\_Tmin <- NULL  
valid\_df3$Present\_Tmin <- NULL  
  
model3 <- lm(Next\_Tmax ~ ., data = train\_df3)  
  
predictions3 <- predict(model3, newdata = valid\_df3)  
  
rmse <- sqrt(mean((valid\_data$Next\_Tmax - predictions3)^2))  
  
print(rmse)

## [1] 1.427989

summary(model3)$coefficients[, "Pr(>|t|)"]

## (Intercept) station2 station3 station4   
## 3.581151e-20 8.594860e-09 2.160638e-05 2.697849e-29   
## station5 station6 station7 station8   
## 4.033351e-11 6.193104e-14 4.504811e-13 5.049505e-15   
## station9 station10 station11 station12   
## 1.076020e-28 1.920073e-22 1.031099e-14 2.148432e-15   
## station13 station14 station15 station16   
## 5.713142e-12 1.163389e-12 7.797537e-10 4.532234e-05   
## station17 station18 station19 station20   
## 5.767960e-08 7.621044e-54 4.573071e-13 2.818758e-50   
## station21 station22 station23 station24   
## 4.452705e-03 2.360320e-16 1.155000e-33 2.068781e-19   
## station25 Present\_Tmax LDAPS\_RHmin LDAPS\_RHmax   
## 1.676716e-15 6.580759e-13 2.214436e-20 3.348754e-14   
## LDAPS\_Tmax\_lapse LDAPS\_Tmin\_lapse LDAPS\_WS LDAPS\_LH   
## 8.432877e-253 8.531739e-09 1.839901e-30 6.035723e-09   
## `Solar radiation` Precipitation Day\_Cloud\_Cover Night\_Cloud\_Cover   
## 2.627857e-02 1.810371e-08 2.034394e-02 1.499942e-70

non\_significant\_vars <- summary(model3)$coefficients[, "Pr(>|t|)"] > 0.05  
names(non\_significant\_vars[non\_significant\_vars])

## character(0)

anova(model3, model)

## Analysis of Variance Table  
##   
## Model 1: Next\_Tmax ~ station + Present\_Tmax + LDAPS\_RHmin + LDAPS\_RHmax +   
## LDAPS\_Tmax\_lapse + LDAPS\_Tmin\_lapse + LDAPS\_WS + LDAPS\_LH +   
## `Solar radiation` + Precipitation + Day\_Cloud\_Cover + Night\_Cloud\_Cover  
## Model 2: Next\_Tmax ~ Present\_Tmax + Present\_Tmin + LDAPS\_RHmin + LDAPS\_RHmax +   
## LDAPS\_Tmax\_lapse + LDAPS\_Tmin\_lapse + LDAPS\_WS + LDAPS\_LH +   
## LDAPS\_CC1 + LDAPS\_CC2 + LDAPS\_CC3 + LDAPS\_CC4 + LDAPS\_PPT1 +   
## LDAPS\_PPT2 + LDAPS\_PPT3 + LDAPS\_PPT4 + lat + lon + DEM +   
## Slope + `Solar radiation`  
## Res.Df RSS Df Sum of Sq F Pr(>F)   
## 1 4517 8412.2   
## 2 4531 8984.2 -14 -571.99 21.938 < 2.2e-16 \*\*\*  
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1

coefficients <- coef(model3)[-1]  
  
coefficients\_df <- data.frame(Feature = names(coefficients), Coefficient = coefficients)  
coefficients\_df$Color <- ifelse(coefficients\_df$Coefficient > 0, "blue", "red")  
library(ggplot2)  
ggplot(coefficients\_df, aes(x = reorder(Feature, Coefficient), y = Coefficient, fill = Color)) +  
 geom\_bar(stat = "identity") +  
 coord\_flip() +  
 theme\_minimal() +  
 labs(x = "Features", y = "Coefficients", title = "Coefficients in the Linear Regression model2") +  
 geom\_hline(yintercept = 0, linetype = "dashed", color = "black") +  
 scale\_fill\_manual(values = c("blue", "red"))
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# Residuals Plot  
residuals <- valid\_data$Next\_Tmax - predictions  
  
plot(predictions, residuals,  
 xlab = "Predicted Values",  
 ylab = "Residuals",  
 main = "Residuals vs Predicted",  
 pch = 19,  
 col = "black")  
abline(h = 0, col = "red", lwd = 2)
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shapiro.test(model3$residuals)

##   
## Shapiro-Wilk normality test  
##   
## data: model3$residuals  
## W = 0.98899, p-value < 2.2e-16

{  
 qqnorm(model3$residuals)  
 qqline(model3$residuals)  
}
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The middle portion of the plot, where points conform more closely to a straight line, suggests that the data distribution is approximately normal.

### Results from Test Data

test\_data\_subset <- test\_data[, predictors]  
test\_predictions <- predict(model, newdata = test\_data\_subset)  
test\_rmse1 <- sqrt(mean((test\_data$Next\_Tmax - test\_predictions)^2))  
test\_rmse1

## [1] 1.647331

test\_df2 <- within(test\_data, {  
 Night\_Cloud\_Cover = (LDAPS\_CC1 + LDAPS\_CC4) / 2  
 Day\_Cloud\_Cover = (LDAPS\_CC2 + LDAPS\_CC3) / 2  
 Precipitation = (LDAPS\_PPT1 + LDAPS\_PPT2) / 2  
   
 LDAPS\_CC1 = NULL  
 LDAPS\_CC2 = NULL  
 LDAPS\_CC3 = NULL  
 LDAPS\_CC4 = NULL  
 LDAPS\_PPT1 = NULL  
 LDAPS\_PPT2 = NULL  
 Next\_Tmin = NULL  
 Date = NULL  
 lon = NULL  
 lat = NULL  
 Slope = NULL   
 DEM = NULL   
 LDAPS\_PPT3 = NULL   
 LDAPS\_PPT4 = NULL  
})  
  
test\_predictions2 <- predict(model3, newdata = test\_df2)  
test\_rmse2 <- sqrt(mean((test\_data$Next\_Tmax - test\_predictions2)^2))  
test\_rmse2

## [1] 1.591924

Based on the RMSE values comparision, it clearly shows that our Improved model can predict with better accuracy than the initial model.