# Python复习题

## 第一章基础知识

**知识点：**

1. 变量的创建、变量的命名规则、变量的类型、python采用的是基于值得内存管理方式
2. 运算符与表达式
3. 常见的内置函数
4. 模块的导入与使用
5. Python代码编写规范

**复习题习题：**

1. 为什么说python采用的是基于值得内存管理模式？

答：Python采用的是基于值的内存管理方式，如果为不同变量赋值相同值，则在内存中只有一份该值，多个变量指向同一块内存地址，例如下面的代码。

1. Python中导入模块有哪几种方式？

答：常用的有三种方式，分别为

* import 模块名 [as 别名]
* from 模块名 import 对象名[ as 别名]
* from math import \*

1. 在python3.x中input（）函数接收到的用户输入数据一律为什么类型？str
2. 表达式isinstance(“hello word”,str)的值为（）？True
3. Python的设计具有很强的可读性，相比其他语言具有的特色语法有以下选项，正确的是()：ABC

A.交互式 B.解释型 C.面向对象 D.服务端语言

1. Python崇尚优美、清晰、是一个优秀并广泛使用的语言，得到行内众多领域的认可，下列属于Python主要应用领域的是:()ABCD

A．系统运维 B.科学计算、人工智能 C.云计算 D.金融量化

1. 关于Python变量，下列说法错误的是（)B
2. 变量不必事先声明但区分大小写
3. 变量无须先创建和赋值而直接使用
4. 变量无须指定类型
5. 可以使用del关键字释放变量
6. 有如下类定义，下列描述错误的是？ C  
   class A(object):  
   pass  
   class B(A):  
   pass  
   b = B()
7. isinstance(b,A)==True
8. isinstance(b,object)==True
9. isinstance(B,A)==True
10. isinstance(b,B)==True

## 第二章 python序列

**知识点：**

1. 有序序列：支持双向索引
2. 可变序列：
3. 列表：列表中元素的类型可以各不相同，并且支持复杂数据类型对象的嵌套
4. 创建列表、删除列表对象
5. 列表中的方法：添加元素（‘+’、append()、extend()、insert()）、删除元素（del、pop()、remove()、）、修改元素（指定元素重新赋值）、查找元素（下标访问元素、index()）、计数（count()）、成员资格判断(in、not in)、切片操作（添加、修改、删除、获取元素）、列表的排序、常用的内置函数（max,min,sum,zip,enmerate）列表推导式
6. 元组：元组中的元素类型可以各不相同，并且支持复杂数据类型对象的嵌套
7. 创建元组（元组中只有一个元素的情况）、删除元组对象
8. 元组中的方法：查找元素（下标访问元素、index()）
9. 支持切片操作，通过切片操作只能获取元素。
10. 序列解包
11. 生成器推导式
12. 字典的定义，字典的键是不可变数据类型，键不嫩重复，值是可以重复的。
13. 字典的创建，删除
14. 字典元素的读取（get(),字典的键访问值）、字典元素的添加（updata()、指定键为下标为字典元素赋值，若键存在表示修改，不存在则表示添加）
15. 字典中的方法：items(),keys(),values()
16. 集合：无序可变的序列，集合中的元素不允许重复，每个元素是唯一的。
17. 集合的创建与删除
18. 集合的方法：添加元素（add()、update()）、删除元素（remove()、pop()、clear()、popitems()、discard()）
19. 集合的操作：交集（&、intersection()）、并集（|、union()）、差集（-、difference()）、对称差集（^、symmertric\_difference()）
20. 集合的包含关系（子集、真子集）
21. 深入理解排序、lambda表达式

**复习题：**

1. 使用列表推导式生成包含10个数字5的列表，语句可以写为（）. [5 for i in range(10)]
2. 假设有列表a=[‘name’,”age”,sex’],和b=[“Dong”,38,’Male’]，请使用一个语句将这两个列表的内容转换为字典，并且以列表a中的元素为字典的键，以列表b里面的元素为字典的值，这个语句可以写为（）。dict(zip(a,b))
3. 假设列表对象aList的值为[3,4,5,6,7,9,11,13,15,17],那么切片aList[3:7]得到的结果为（）。[6, 7, 9, 11]
4. 执行以下代码的结果为（）。(1, 2, 3, [1, 2, 4])

t=(1,2,3,[1,2,3])

t[-1][-1]=4

print(t)

1. 以下声明错误的是（）
2. dic={}
3. dic={100:200}
4. dic={(1,2,3):’test’}
5. dict={[1,2,3]:’test’}
6. 若a=(1,2,3),下列哪些操作是合法的？
7. a[1:-1]
8. a\*3
9. a[2]=4 元组不可变
10. list(a)
11. 下列代码运行结果是？ (c)  
    a = map(lambda x: x\*\*3, [1, 2, 3]) ，print(list(a)) 立方
12. [1,6,9]
13. [1,12,27]
14. [1,8,27]
15. (1,6,9)
16. 下列程序打印结果为（    A  ）  
    nl = [1,2,5,3,5]  
    nl.append(4) 最后增加  
    nl.insert(0,7) 指定位置增加  
    nl.sort() 排序  
    print nl
17. [1,2,3,4,5,5,7]
18. [0,1,2,3,4,5,5]
19. [1,2,3,4,5,7]
20. [7,5,4,3,2,1]
21. 下面哪个是Python中的不变的数据结构？(D)
22. set
23. list
24. dict
25. tuple元组
26. 对于以下代码，描述正确的是：  
    list = ['1', '2', '3', '4', '5']  
    print list[10:]
27. 导致编译错误
28. 输出['1', '2', '3', '4', '5']
29. []
30. 导致IndexError
31. 表达式{1,2,}\*2的结果为{1,2,1,2}吗？**×集合中元素不能重复**
32. 集合可以作为字典的值吗？能
33. 使用del命令或者列表对象的remove（)方法删除列表中元素时会影响列表中部分元素的索引。√
34. list(map(str,[1,2,3]))的执行结果为（）。['1', '2', '3'] map函数就是映射一对多，让[1，2，3]都变成字符串
35. 元组是不可变的，不支持列表对象的inset()、remove()等方法，也不支持del命令删除其中的元素，但可以使用del命令删除整个元组对象。√
36. 表达式 sorted([111, 2, 33], key=lambda x: len(str(x))) 的值为\_\_\_\_\_\_\_ [2, 33, 111]\_\_。根据字符长度排序返回一个排好的新列表 sort原地排序 sorted返回新列表
37. 字典中多个元素之间使用\_\_\_\_\_逗号\_\_\_\_\_\_\_分隔开，每个元素的“键”与“值”之间使用\_\_\_\_冒号\_\_\_\_分隔开。
38. 表达式 [index for index, value in enumerate([3,5,7,3,7]) if value == max([3,5,7,3,7])] 的值为\_\_\_\_\_\_[2, 4]\_\_\_\_\_\_\_\_\_\_\_\_。 enumerate函数可以返回下标
39. 已知 x = {'a':'b', 'c':'d'}，那么表达式 'b' in x.values() 的值为\_\_\_\_True\_\_\_\_\_\_\_\_\_\_。判断b是不是字典x中的values值。keys是键。
40. 已知 x = [1, 11, 111]，那么执行语句 x.sort(key=lambda x: len(str(x)), reverse=True) 之后，x的值为\_\_\_\_\_\_\_\_\_ [111, 11, 1]\_\_\_\_\_\_\_\_\_。根据字符长度排序 reverse=Ture是逆序
41. 表达式 [index for index, value in enumerate([3,5,7,3,7]) if value == max([3,5,7,3,7])] 的值为\_\_\_\_\_\_\_\_[2, 4]\_\_\_\_\_\_\_\_\_\_。
42. 表达式 {1, 2, 3, 4} - {3, 4, 5, 6}的值为\_\_\_{1, 2}\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_。
43. 表达式set([1, 1, 2, 3])的值为\_\_\_\_\_\_ {1, 2, 3}\_\_\_\_\_\_\_\_\_\_\_\_\_\_。Set（）函数转换为集合，集合元素不重复。
44. ![](data:image/png;base64,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)

答：当列表增加或删除元素时，列表对象自动进行内存扩展或收缩，从而保证元素之间没有缝隙，但这涉及到列表元素的移动，效率较低，应尽量从列表尾部进行元素的增加与删除操作以提高处理速度。
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## 第三章 选择与循环

**知识点：**

1. 选择结构（单分支、双分支、多分支、选择结构的嵌套）
2. 循环结构（for、while可跟else，也可不跟。如果循环是因为条件表达式不成立而自然结束，则执行else结构中的语句。 ）
3. break、continue

**复习题**：

1. 编写程序，要求用户输入一些数字，输出这些数字中唯一的数字。也就是说，如果某个数字出现多次，只保留一个。

from collections import OrderedDict

num = input('请输入数字：')

od = OrderedDict()

for k in num:

od[k] = od.get(k,0)+1

print(od)

1. 输入一行字符，统计字母、数字、空格和其他字符的个数。

s=input('输入一行字符:\n')

i=0

j=0

k=0

l=0

for c in s:

if c.isalpha():

i+=1

elif c.isspace():

j+=1

elif c.isdigit():

k+=1

else:

l+=1

print('英文=%d,空格=%d,数字=%d,其他字符=%d'%(i,j,k,l))

1. 在python中，下列流程控制语句没有的是（c）
2. If…..elif
3. while……else
4. do……while
5. if…..else
6. 下列程序运行的结果（）
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1. 5050 B. 4950 C. 450 D. 45
2. 以下for语句中，（）能完成1—10的累加功能**。BC**
3. for i in range（10, 0）:

sum+=1

1. for i in range（1, 11）:

sum+=1

1. for i in range（10, 0,-1）:

sum+=1

1. for i in range（10, 9,8,7,6,5,4,3,2,1）:

sum+=1

1. 如下程序会打印多少个数:（D）

k = 1000

**while** k > 1:

    print k

    k = k//2

1. 1000
2. 10
3. 11
4. 9
5. Python语句x=0;y=True; print(x>y and “A”<”B”)的运行结果\_\_\_ False\_\_\_。

## 第四章 字符串与正则表达式

**知识点：**

1. 字符串是有序不可变类型，支持双向索引，切片操作获取元素
2. 字符串格式化
3. 对于短字符串，python支持驻留机制
4. 字符串的常见方法（查找、替换、统计、判断）
5. 正则表达式及常见方法

**复习题：**

1. 表达式 'Hello world'.lower().upper() 的值为\_\_\_\_\_\_'HELLO WORLD'\_\_\_\_\_。Lower函数转换为小写，upper函数转换为大写。
2. 表达式 r'c:\windows\notepad.exe'.endswith(('.jpg', '.exe')) 的值为\_\_ True\_\_\_\_\_。

Endswith函数判断字符串是否以指定字符或子字符串结尾

1. 表达式 'ab' in 'acbed' 的值为\_\_\_False\_\_\_\_\_。
2. 表达式 sorted([111, 2, 33], key=lambda x: len(str(x))) 的值为[2, 33, 111]\_。
3. 表达式 'abcabcabc'.rindex('abc') 的值为\_\_\_\_\_6\_\_\_\_\_\_\_。没找到会返回空值

Rindex函数返回最后出现的位置

1. 表达式 ':'.join('abcdefg'.split('cd')) 的值为\_\_\_\_\_'ab:efg'\_\_\_\_\_\_\_\_\_。

Join连接相邻两个字符串并插入指定字符串’:’

split函数拆分字符串，以’cd’为分隔符对字符串进行切片

1. 表达式 'Hello world. I like Python.'.rfind('python') 的值为\_\_\_-1\_\_\_\_\_。

find函数和rfind函数没找到返回-1

1. 表达式 'abcabcabc'.count('abc') 的值为\_\_\_\_\_\_3\_\_\_\_\_\_\_。

Count函数返回字符串出现次数

1. 代码 print(re.match('^[a-zA-Z]+$','abcDEFG000')) 的输出结果为\_ None\_。、

找到以字母开头字母结尾的字符串 并返回位置和该字符串，没有就返回None

1. 当在字符串前加上小写字母\_\_\_r\_\_或大写字母\_R\_\_\_\_表示原始字符串，不对其中的任何字符进行转义。
2. 在设计正则表达式时，字符\_\_?\_\_\_\_\_紧随任何其他限定符(\*、+、?、{n}、{n,}、{n,m})之后时，匹配模式是“非贪心的”，匹配搜索到的、尽可能短的字符串。
3. 假设正则表达式模块re已导入，那么表达式 re.sub('\d+', '1', 'a12345bbbb67c890d0e') 的值为\_\_\_\_’ a1bbbb1c1d1e’\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_。

将数字串转换为1

1. 已知 table = ''.maketrans('abcw', 'xyzc')，那么表达式 'Hellow world'.translate(table) 的值为\_\_\_\_’ Helloc corld’\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_。

maketrans()方法用于给translate()方法创建字符映射转换表1对1

1. 正则表达式元字符\_\_\_\_\*\_\_\_\_用来表示该符号前面的字符或子模式0次或多次出现。
2. 表达式 list(filter(lambda x:x>2, [0,1,2,3,4,0])) 的值为\_\_ [3，4]\_\_\_\_\_\_\_。

filter()函数过滤器，条件是大于2

表达式 re.search(r'\w\*?(?P<f>\b\w+\b)\s+(?P=f)\w\*?', 'Beautiful is is better than ugly.').group(0) 的值为\_\_\_\_ ‘is is’\_\_\_\_\_\_\_。

## 第五章 函数

**知识点**：

1. 函数的定义
2. 函数的参数类型
3. 函数的返回值
4. 变量的作用域

**练习题：**

1. 定义函数时，在形参前面加两个星号表示可以接收多个关键参数并存放于（C ）中。

A. 列表 B. 元组 C. 字典 D. 集合

1. 以下选项中，对于递归程序的描述错误的是（ C）。
2. 书写简单
3. 递归程序都可以有非递归编写方法
4. 执行效率高
5. 一定要有基例
6. 关于return说法正确的是(BD)
7. python函数中必须有return
8. return可以返回多个值
9. return没有返回值时，函数自动返回Null
10. 执行到return时，程序将停止函数内return后面的语句
11. 下面程序的功能是什么?（  A  ）

|  |  |
| --- | --- |
|  | def f(a, b):  **if** b == 0:  print a  **else**:  f(b, a%b)  a, b = input(“Enter two natural numbers: ”)  print f(a, b)   1. 求AB的最大公约数 2. 求AB的最小公倍数 3. 求A%B 4. 求A/B |

1. 在函数内部可以通过关键字\_\_\_\_\_global \_\_\_\_\_\_\_\_\_来定义全局变量。
2. 如果函数中没有return语句或者return语句不带任何返回值，那么该函数的返回值为\_\_\_\_\_\_\_\_None\_\_\_\_\_\_\_\_\_。
3. 已知函数定义 def func(\*p):return sum(p)，那么表达式 func(1,2,3, 4) 的值为\_\_10\_\_\_\_。
4. 已知函数定义 def func(\*\*p):return ''.join(sorted(p))，那么表达式 func(x=1, y=2, z=3)的值为\_\_\_\_\_ 'xyz'\_\_\_\_\_。
5. 表达式list(filter(lambda x: x>5, range(10)))的值为\_\_\_\_\_\_\_ [6, 7, 8, 9]\_\_\_\_\_\_\_\_\_\_。
6. 已知函数定义def demo(x, y, op):return eval(str(x)+op+str(y))，那么表达式demo(3, 5, '-')的值为\_\_\_\_\_\_\_\_\_ -2\_\_\_\_\_\_\_\_\_\_\_\_\_。
7. 定义函数时，即使该函数不需要接收任何参数，也必须保留一对空的圆括号来表示这是一个函数。√
8. 编写函数时，一般建议先对参数进行合法性检查，然后再编写正常的功能代码。√
9. 一个函数如果带有默认值参数，那么必须所有参数都设置默认值。×
10. 定义Python函数时必须指定函数返回值类型。×
11. 不同作用域中的同名变量之间互相不影响，也就是说，在不同的作用域内可以定义同名的变量。√
12. 全局变量会增加不同函数之间的隐式耦合度，从而降低代码可读性，因此应尽量避免过多使用全局变量。√
13. 下面的python3函数，如果输入的参数n非常大，函数的返回值会趋近于以下哪一个值（选项中的值用Python表达式来表示）（B）

**import** random

def foo(n):

     random.seed()

     c1 = 0

     c2 = 0

**for** i in range(n):

        x = random.random()

        y = random.random()

        r1 = x \* x + y \* y

        r2 = (1 - x) \* (1 - x) + (1 - y) \* (1 - y)

**if** r1 <= 1 and r2 <= 1:

           c1 += 1

**else**:

           c2 += 1

**return**   c1 / c2

1. 4/3
2. (math.pi-2)/(4-math.pi)
3. Math.e\*\*(6/21)
4. Math.tan(53/180\*math.pi)

## 第六章 面向对象

**知识点：**

1. 类的定义
2. Self参数
3. 类成员和实例成员
4. 私有成员、公有成员
5. 实例化对象
6. 公有方法、私有方法、类方法、 静态方法、特殊方法
7. 继承的概念
8. 单继承
9. 子类重写父类中的同名方法和属性
10. 子类重写同名方法中调用父类同名方法和属性
11. Super关键字
12. 多继承
13. 多态

**练习题：**

1. Python使用\_\_\_\_\_\_\_\_def\_\_\_\_\_\_\_\_\_关键字来定义类。
2. 在Python中，不论类的名字是什么，构造方法的名字都是(\_\_init\_\_)
3. Python中一切内容都可以称为对象。√
4. 定义类时所有实例方法的第一个参数用来表示对象本身，在类的外部通过对象名来调用实例方法时不需要为该参数传值。√
5. 在面向对象程序设计中，函数和方法是完全一样的，都必须为所有参数进行传值。×
6. Python中没有严格意义上的私有成员。√
7. 对于Python类中的私有成员，可以通过“对象名.\_类名\_\_私有成员名”的方式来访问。√
8. 在派生类中可以通过“基类名.方法名()”的方式来调用基类中的方法。√
9. Python支持多继承，如果父类中有相同的方法名，而在子类中调用时没有指定父类名，则Python解释器将从左向右按顺序进行搜索。√
10. 有如下类定义，下列描述错误的是？ (D)  
    class A(object):  
    pass  
      
    class B(A):  
    pass  
      
    b = B()
11. isinstance(b,A)==True
12. issubclass(b,B)==True
13. isinstance(b,object)==True
14. issubclass(B,A)==True

10.谈谈你对面向对象的理解？

1. 定义一个僵尸Zombie类，该类可以实例化出多种僵尸对象，每个僵尸对象默认都有名字name、血量HP。其中僵尸对象有普通僵尸和铁桶僵尸两种，血量：默认是100滴，不需要外界提供。

定义一个角色User类，该类有名字name属性、以及打僵尸的beat方法。其中角色的名字可随意自定义，该beat方法需要传入一个僵尸对象。在方法内部可以实现：某某用户攻击了某某个僵尸，僵尸损失多少血，还剩多少血。每一次攻击，都固定扣除25滴血。

## 第七章 文件操作

**知识点：**

1. 文本文件和二进制文件的操作（文件操作三部曲）
2. With关键字
3. JSON格式的数据处理
4. Excel文件的读、写操作
5. Os模块中常用的文件操作函数
6. Os.path模块中常用的文件操作函数

**练习题：**

1. 使用上下文管理关键字\_\_\_\_\_\_\_with\_\_\_\_\_\_\_可以自动管理文件对象，不论何种原因结束该关键字中的语句块，都能保证文件被正确关闭。对文件进行写入操作之后，\_\_\_\_\_\_\_\_flush()\_\_\_\_\_\_\_方法用来在不关闭文件对象的情况下将缓冲区内容写入文件。
2. Python内置函数\_\_\_\_\_\_open()\_\_\_\_\_\_\_用来打开或创建文件并返回文件对象。
3. Python标准库os中用来列出指定文件夹中的文件和子文件夹列表的方式是\_\_ listdir()\_\_\_\_\_。
4. Python标准库os.path中用来判断指定路径是否为文件的方法是\_\_\_\_\_\_\_ isfile()\_\_\_\_\_\_\_\_。
5. 已知当前文件夹中有纯英文文本文件readme.txt，请填空完成功能把readme.txt文件中的所有内容复制到dst.txt中，with open('readme.txt') as src, open('dst.txt', \_\_\_’w’\_\_\_\_\_\_\_\_\_) as dst:dst.write(src.read())。
6. 使用内置函数open()且以”w”模式打开的文件，文件指针默认指向文件尾。×
7. 使用内置函数open()打开文件时，只要文件路径正确就总是可以正确打开的。×
8. Python调用(   )函数不可实现对文件内容的读取（D）
9. read()
10. readline（）
11. readlines()
12. readclose()
13. 读取文件的几种方法的区别?

## 第八章 异常处理结构

**知识点：**

**练习题：**

1. Python内建异常类的基类是\_\_\_\_\_\_ BaseException \_\_\_\_\_\_\_\_\_\_。
2. 程序中异常处理结构在大多数情况下是没必要的。×
3. 在try...except...else结构中，如果try块的语句引发了异常则会执行else块中的代码。×
4. 异常处理结构中的finally块中代码仍然有可能出错从而再次引发异常。√
5. 由于异常处理结构try...except...finally...中finally里的语句块总是被执行的，所以把关闭文件的代码放到finally块里肯定是万无一失，一定能保证文件被正确关闭并且不会引发任何异常。×

模拟题一

1. 单选题：
2. 关于 Python 的分支结构，以下选项中描述错误的是（B）。
3. Python 中 if-elif-else 语句描述多分支结构
4. 分支结构可以向已经执行过的语句部分跳转
5. Python 中 if-else 语句用来形成二分支结构
6. 分支结构使用 if 保留字
7. 关于 Python 对文件的处理，以下选项中描述错误的是（A）。
8. 当文件以文本(二进制)方式打开时，读写按照字节流方式。
9. Python 能够以文本和二进制两种方式处理文件。
10. Python 通过解释器内置的 open() 函数打开一个文件。
11. 文件使用结束后要用 close() 方法关闭，释放文件的使用授权。
12. 关于程序的异常处理，以下选项中描述错误的是（D）。
13. 异常语句可以与 else 和 finally 保留字配合使用。
14. Python 通过 try、except 等保留字提供异常处理功能。
15. 程序异常发生经过妥善处理可以继续执行。
16. 编程语言中的异常和错误是完全相同的概念。
17. 以下选项中不是 Python 对文件的写操作方法的是 （ D）。
18. Writelines C. write
19. write 和 seek D. writetext
20. 表达式list(zip([1,2], [3,4])) 的值为（C ）。Zip()函数打包为元组
21. ((1,2), (3,4)) C. [(1,3), (2,4)]
22. [[1, 3], [2,4]] D.[ 1,3,2,4]
23. os模块的（A）方法用来返回包含指定文件夹中所有的文件和子文件的列表。

A. listdir() B. fstat()

C. stat() D. remove()

1. 以下选项中不是 Python 数据分析的第三方库的是（A）。
2. Scipy B. requests

C. numpy D. pandas

1. Python语句f1 = lambda x:x\*3;f2=lambda x:x\*2; print(f1(f2(3)))的程序的运行结果是(D)。

A. 3       B. 6

C. 9          D. 18

1. 以下数据结构中，属于不可变类型的是（B ）。

A.字典 B.元组 C.列表 D.集合

1. 以下选项中，对于递归程序的描述错误的是（C ）。
2. 书写简单
3. 递归程序都可以有非递归编写方法
4. 执行效率高
5. 一定要有基例
6. 判断题
7. 假设os模块已导入，那么列表推导式 [filename for filename in os.listdir('C:\\Windows') if filename.endswith('.exe')] 的作用是列出C:\Windows文件夹中所有扩展名为.exe的文件。（V）
8. 只有Python扩展库才需要导入以后才能使用其中的对象，Python标准库不需要导入即可使用其中的所有对象和方法。（X）
9. 正则表达式模块re的match()方法是从字符串的开始匹配特定模式，而search()方法是在整个字符串中寻找模式，这两个方法如果匹配成功则返回match对象，匹配失败则返回空值None。（V）
10. 在函数内部没有办法定义全局变量。（X）
11. 在面向对象程序设计中，函数和方法是完全一样的，都必须为所有参数进行传值。（X）
12. 在函数调用时，在实参前面加上一个或两个星号(\*)可以进行序列解包，从而实现将序列中的元素值依次传递给相同数量的形参。（V）
13. 正则表达式'[^abc]'可以一个匹配任意除'a'、'b'、'c'之外的字符。（V）
14. 已知x和y是两个等长的整数列表，那么表达式sum((i\*j for i,j in zip(x, y)))的作用是计算这两个列表所表示的向量的内积。（V）
15. lambda表达式只能用来创建匿名函数，不能为这样的函数起名字。（X ）
16. Python字典中的“值”不允许重复。（X ）
17. 读程序写结果
18. 下面程序执行后的结果是( 11 )。

s="it's a beautiful day. TOM's mom is my ant"

flag=0

t=s.count(" ")

for ch in s:

if ch=="'":

flag=flag+1

counts=t+1+flag

print(counts) #输出结果

1. 以中国共产党第十九次全国代表大会报告中一句话作为字符串变量 s，完善 Python 程序，分别用 Python 内置函数及 jieba 库中已有函数计算字符串 s 的中文字符个数及中文词语个数。注意，中文字符包含中文标点符号。

import jieba

s = "中国特色社会主义进入新时代，我国社会主要矛盾已经转化为人民日益增长的美好生活需要和不平衡不充分的发展之间的矛盾。"

n = \_\_\_（1）\_\_\_ len(s)

m = \_\_\_\_（2）\_\_\_ len(jie.lcut(s))

print("中文字符数为{}，中文词语数为{}。".format(n,m))

1. 编程题
2. 小兰要为一条街的住户制作门牌号。这条街一共305位住户，门牌号是从1到305。小兰制作门牌号的方法是先制作0到9这几个数字字符，最后根据需要将字符粘贴到门牌上，例如门牌110需要依次粘贴字符1、1、0，即需要2个字符1，1个字符0。请问小兰制作完所有的1到305号门牌，总共需要多少个字符5？

**res = 0**

**for i in range(1, 305):**

**a = list(str(i))**

**res += a.count('5')**

**print(res)**

1. 小迪和小夏接到一个调研任务，需要按照省份统计班级同学的籍贯分布情况。他们决定分头统计男生和女生的籍贯分布，最后再汇总结果。已知小夏统计的女生籍贯分别是：江苏3人、北京2人、黑龙江1人、广东4人；小迪统计的男生籍贯分布是：江苏8人、浙江5人、山东5人、安徽4人、山西2人。请编写程序将两人的调研结果合并输出。

**from collections import Counter**

**xia\_dict={'江苏':3,'北京':2,'黑龙江':1,'广东':4}**

**di\_dict={'江苏':8,'浙江':5,'山东':5,'安徽':4,'山西':2}**

**xia\_dict,di\_dict=Counter(xia\_dict),Counter(di\_dict)**

**xia\_dict=dict(xia\_dict+di\_dict)**

**print(xia\_dict)**

1. 有一个列表students存放的是学生的成绩，要求将students里面的数据提取出来放到字典scores中，在屏幕上按照学号从小到大输出各位同学的成绩。

students=[{"id":"103","chinese":90,"math":85,"English":86}，

{"id":"102","chinese":95,"math":98,"English":96},

{"id":"101","chinese":80,"math":81,"English":76}]

输出结果：101：[80,81,76]

102：[95,98,96]

103：[90,85,86]

**students= [**

**{'id':'103','Chinese': 90,'Math':85,'English':86},**

**{'id':'102','Chinese': 95,'Math':98,'English':96},**

**{'id':'101','Chinese': 80,'Math':81,'English':76}**

**]**

**scores = {}**

**for student in students:**

**sv = student.items()**

**v = []**

**for it in sv:**

**if it[0] =='id':**

**k = it[1]**

**else:**

**v.append(it[1])**

**scores[k] = v**

**# print(scores)**

**so = list(scores.items())**

**so.sort(key = lambda x:x[0],reverse = False)**

**for l in so:**

**print('{}:{}'.format(l[0],l[1]))**