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在 C++ 中 lambda 函数有点类似匿名函数。

我们无需定义一个函数结构随后再去使用这个函数，而是直接在使用时将其声明使用。

lambda 是字面上定义一个函数而不是持有一个函数，也就是我们可以使用函数指针的场景是可以使用 lambda 来代替的。

**形式**

[函数对象参数] (操作符重载函数参数) mutable 或 exception 声明 -> 返回值类型 {函数体}

* [函数对象参数]

标识一个 Lambda 表达式的开始，这部分必须存在，不能省略。函数对象参数是传递给编译器自动生成的函数对象类的构造函数的。函数对象参数只能使用那些到定义 Lambda 为止时 Lambda 所在作用范围内可见的局部变量(包括 Lambda 所在类的 this)。

函数对象参数有以下形式：

* 空。没有任何函数对象参数。
* =。函数体内可以使用 Lambda 所在范围内所有可见的局部变量（包括 Lambda 所在类的 this），并且是值传递方式（相  
  当于编译器自动为我们按值传递了所有局部变量）。
* &。函数体内可以使用 Lambda 所在范围内所有可见的局部变量（包括 Lambda 所在类的 this），并且是引用传递方式  
  （相当于是编译器自动为我们按引用传递了所有局部变量）。
* this。函数体内可以使用 Lambda 所在类中的成员变量。
* a。将 a 按值进行传递。按值进行传递时，函数体内不能修改传递进来的 a 的拷贝，因为默认情况下函数是 const 的，要修改传递进来的拷贝，可以添加 mutable 修饰符。
* &a。将 a 按引用进行传递。
* a，&b。将 a 按值传递，b 按引用进行传递。
* =，&a，&b。除 a 和 b 按引用进行传递外，其他参数都按值进行传递。
* &，a，b。除 a 和 b 按值进行传递外，其他参数都按引用进行传递。
* (操作符重载函数参数)

标识重载的 () 操作符的参数，没有参数时，这部分可以省略。参数可以通过按值（如: (a, b)）和按引用 (如: (&a, &b)) 两种方式进行传递。

* mutable 或 exception 声明

这部分可以省略。按值传递函数对象参数时，加上 mutable 修饰符后，可以修改传递进来的拷贝（注意是能修改拷贝，而不是值本身）。exception 声明用于指定函数抛出的异常，如抛出整数类型的异常，可以使用 throw(int)。

* -> 返回值类型

标识函数返回值的类型，当返回值为 void，或者函数体中只有一处 return 的地方（此时编译器可以自动推断出返回值类型）时，这部分可以省略。

* {函数体}

标识函数的实现，这部分不能省略，但函数体可以为空。

**示例**

[](int x,int y){return x+y;}//隐式返回类型

[](int x,int y)->int{int z=x+y;return z;}//上方变种

[](int& x){++x;}//没有return语句，返回值为void

[](){++global\_x;}

[]{++global\_x;}//两种相同表达，仅访问某个全局变量

[&,value,this](int x){total+=x\*value\*this->some\_func();}

**捕获列表**

* 值捕获（类似值传递）

值捕获和参数传递中的值传递类似，被捕获的变量的值在Lambda表达式创建时通过值拷贝的方式传入，因此随后对该变量的修改不会影响影响Lambda表达式中的值。

int testFunc1()

{

int nTest1 = 23;

auto f = [nTest1] (int a, int b) -> int

{

return a + b + 42 + nTest1;

//nTest1 = 333; 不能在lambda表达式中修改捕获变量的值

};

cout << f(4, 3) << "&nTest1=" << nTest1 << endl;

}

需要注意的是，不能在lambda表达式中修改捕获变量的值。lambda表达式中的代码是在一个单独的函数中执行的，这个函数在调用时创建了自己的栈帧，而其使用的nTest1局部变量在testFunc1的栈帧中，捕获列表中出现的局部变量一定会通过某种方式传递给lambda匿名类。nTest是在lambda匿名类构造时传入的。并且传入的是nTest1的引用lambda匿名类会将捕获参数中的变量添加到其成员变量中，并设置一个带有该参数引用类型的构造函数。

值捕获时，C++编译器在构建lambda表达式的匿名类时将局部变量的引用传入，并在构造函数中完成对相应成员变量的赋值。在调用其operator()函数时，如果用到了捕获列表中的局部变量，则从给匿名类对象的成员变量中取出。

* 引用捕获（类似引用）

使用引用捕获一个外部变量，需在捕获列表变量前面加上一个引用说明符&。

void fnTest()

{

int nTest1 = 23;

auto f = [&nTest1] (int a, int b) -> int

{

cout << "In functor before change nTest=" << nTest1 << endl; //nTest1=23333

nTest1 = 131;

cout << "In functor after change nTest=" << nTest1 << endl; // nTest1 = 131

return a + b + 42 + nTest1;

};

nTest1 = 23333;

cout << f(4, 3) << "&nTest1=" << nTest1 << endl; //nTest1 = 23333

}

lambda表达式匿名对象在构造函数中依然传入了nTest的地址（引用）

由于构造函数调用时，传入的是nTest1的地址，这里渠道地址后，直接存到了成员对象中，是通过成员变量中的指针完成的。

* 外部捕获

上面的值捕获和引用捕获都需要我们在捕获列表中显示列出Lambda表达式中使用的外部变量。除此之外，我们还可以让编译器根据函数体中的代码来推断需要捕获哪些变量，这种方式称之为隐式捕获。隐式捕获有两种方式，分别是[=]和[&]。[=]表示以值捕获的方式捕获外部变量，[&]表示以引用捕获的方式捕获外部变量。

一个无指定任何捕获的lambda函数可以显示转换成一个具有相同形式的函数指针。

e.g.

auto a\_lambda\_func = [](int x) { /\* ... \*/ };

void (\*func\_ptr)(int) = a\_lambda\_func;

func\_ptr(4);

例子是合法的。
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