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## Лабораторная работа № 1

## Классы и объекты. Использование конструкторов. Деструкторы



### Цель работы:

1. Создание консольного приложения, состоящего из нескольких файлов в системе программирования Visual Studio.

2. Создание объектов с использованием конструкторов.

### Краткие теоретические сведения

**Три типа конструкторов**

В каждом классе должен быть хотя бы один метод, который предназначен для инициализации объекта. Его имя совпадает с именем класса, и он вызывается автоматически при инициализации объекта. Автоматический вызов конструктора позволяет избежать ошибок, связанных с использованием неинициализированных переменных.

Существует три типа конструкторов:

* конструктор с параметрами, используется для инициализации объекта требуемыми значениями;
* конструктор без параметров, используется для создания «пустого» объекта;
* конструктор копирования, используется для создания объекта, аналогичного тому, который уже существует.

Конструктор без параметров и конструктор копирования создаются по умолчанию.

**Конструктор с параметрами**

Конструктор с параметрами, используется для инициализации объекта требуемыми

значениями;

Пример:

class Person

{

string name;//динамическая строка

int age;

public:

Person(string Name, int Age)//конструктор с параметрами {

name=Name

age=Age;

}

void Set\_Person(string Name, int age)

{

...

}

void Print\_Person()

{

...

}

...

};

void main()

{

Person P(”Иванов”,21);

P.Print\_Person();

}

**Конструктор без параметров**

Конструктор без параметров используется для создания «пустого» объекта.

Пример:

Person::Person()

{

//пустой объект

name=””;//пустая строка

age=0;

}

или

Person::Person()

{

//объект с полями

name=”Ivanov”;//конкретное значение строки age=25;

}

Конструктор без параметров вызывается следующим образом:

Person p;

**Конструктор копирования**

Конструктор копирования — это специальный вид конструктора, получающий в качестве единственного параметра указатель на объект этого же класса:

Т::T(const T&) { ... /\* Тело конструктора \*/ } ,

где Т — имя класса

Пример:

Person::Person(const Person&p)

{

name=p.name;

age=p.age;

}

Этот конструктор вызывается в тех случаях, когда новый объект создается путем копирования существующего:

* при описании нового объекта с инициализацией другим объектом;
* при передаче объекта в функцию по значению;
* при возврате объекта из функции.

Если программист не указал ни одного конструктора копирования, компилятор создает его автоматически. Такой конструктор выполняет поэлементное копирование полей. Если класс содержит указатели или ссылки, это, скорее всего, будет неправильным, поскольку и копия, и оригинал будут указывать на одну и ту же область памяти.

**Основные свойства конструкторов**

* Конструктор не возвращает значение, даже типа void. Нельзя получить указатель на конструктор.
* Класс может иметь несколько конструкторов с разными параметрами для разных видов инициализации (при этом используется механизм перегрузки).
* Конструктор, вызываемый без параметров, называется конструктором по умолчанию.
* Параметры конструктора могут иметь любой тип, кроме этого же класса. Можно задавать значения параметров по умолчанию, но их может содержать только один из конструкторов.
* Если программист не указал ни одного конструктора, компилятор создает его автоматически. Такой конструктор вызывает конструкторы по умолчанию для полей класса. В случае, когда класс содержит константы или ссылки, при попытке создания объекта класса будет выдана ошибка, поскольку их необходимо инициализировать конкретными значениями, а конструктор по умолчанию этого делать не умеет.
* Конструкторы не наследуются.
* Конструкторы нельзя описывать с модификаторами const, virtual и static.
* Конструкторы глобальных объектов вызываются до вызова функции main. Локальные объекты создаются, как только становится активной область их действия. Конструктор запускается и при создании временного объекта (на пример, при передаче объекта из функции).
* Конструктор вызывается, если в программе встретилась какая-либо из синтаксических конструкций:

имя\_класса имя\_объекта [(список параметров)];// Список параметров не должен быть пустым имя класса (список параметров);// Создается объект без имени (список может быть пустым)

имя\_класса имя\_объекта = выражение;// Создается объект без имени и копируется

Примеры:

Person p1(”Ivanov”,23);//конструктор с параметрами

Person p2();//конструктор без параметров Person p3=p1;// конструктор копирования

Person p4=Person (”Sidorov”,20);//создается объект без имени и копируется

Person\* pp1=new(Person);//указатель на пустой объект Person\*pp2=new Person(”Petrov”,32);//указатель на объект

Существует еще один *способ инициализации полей в конструкторе* — с помощью списка инициализаторов, расположенных после двоеточия между заголовком и телом конструктора:

Person;:Person(int Age):age(Age)

{

name=new char[8];

strcpy(name,”Ivanov”);

}

Поля перечисляются через запятую. Для каждого поля в скобках указывается инициализирующее значение, которое может быть выражением. Без этого способа не обойтись при инициализации *полей-констант,* *полей-ссылок* и *полей-объектов.* В последнем случае будет вызван конструктор, соответствующий указанным в скобках параметрам.

**Деструктор**

Деструктор – это особый вид метода, применяющийся для освобождения ресурсов, выделенных конструктором объекту. Деструктор вызывается автоматически, когда объект удаляется из памяти:

- для локальных объектов это происходит при выходе из блока, в котором они объявлены;

- для глобальных *—* как часть процедуры выхода из main;

- для объектов, заданных через указатели*,* деструктор вызывается неявно при использовании операции delete.

Имя деструктора начинается с тильды (~), непосредственно за которой следует имя класса. Свойства деструктора:

- не имеет аргументов и возвращаемого значения;

- не наследуется;

- не может быть объявлен как const или static (далее);

- может быть виртуальным (далее).

Если деструктор явным образом не определен, компилятор автоматически создает пустой деструктор.

Описывать в классе деструктор явным образом требуется в случае, когда объект содержит указатели на память, выделяемую динамически — иначе при уничтожении объекта память, на которую ссылались его поля-указатели, не будет помечена как свободная. Указатель на деструктор определить нельзя.

Деструктор для класса Person, в котором поле name реализуется как динамическая строка будет выглядеть так:

Person::~Person() {delete [] name;}

Без необходимости явно вызывать деструктор объекта не рекомендуется.

**Определение методов класса**

Методы класса имеют неограниченный доступ ко всем элементам класса, независимо от спецификаторов доступа и порядка объявления методов в классе. Методы могут определяться как в классе, так и вне его. Определение метода внутри класса ничем не отличается от определения обычной функции. По умолчанию такой метод считается встроенной функцией (inline). Если метод определяется вне функции, то принадлежность метода классу указывается с помощью имени класса: Имя\_класса::Имя\_метода. В классе присутствует только прототип. Методы могут быть перегружены, могут принимать аргументы по умолчанию. Метод (кроме статических методов) неявно получает в качестве аргумента указатель на тот объект, для которого он вызван. Этот указатель обозначается ключевым словом this и может быть использован в теле метода. В явном виде этот указатель применяется в основном для возвращения из метода указателя (return this;) или ссылки (return \*this;) на вызвавший объект.

Пример:

Person&Old(Person&P)

{

if(P.GetAge()>60) return \*this;

}

Запись \*this представляет собой значение текущего объекта.

Методы могут быть перегружены.

Методы могут быть константными, то есть не изменять значение полей класса. Константный метод обозначается с помощью слова const после списка аргументов метода. Для объекта-константы может быть вызван только константный метод. Для объекта-переменной может быть вызван и константный и неконстантный методы.

### Постановка задачи

Написать программу, в которой создаются и удаляются объекты определенного пользователем класса. Выполнить исследование вызовов конструкторов и деструкторов.

### Варианты заданий

|  |  |
| --- | --- |
| №  варианта | Задание |
| 1 | СТУДЕНТ  имя – char\*  курс – int  пол – int(bool) |
| 2 | СЛУЖАЩИЙ  имя – char\*  возраст – int  рабочий стаж – int |
| 3 | КАДРЫ  имя – char\*  номер цеха – int  разряд – int |
| 4 | ИЗДЕЛИЕ  имя – char\*  шифр – char\*  количество – int |
| 5 | БИБЛИОТЕКА  имя – char\*  автор – char\*  стоимость – float |
| 6 | ЭКЗАМЕН  имя студента – char\*  дата – int  оценка – int |
| 7 | АДРЕС  имя – char\*  улица – char\*  номер дома – int |
| 8 | ТОВАР  имя – char\*  количество – int  стоимость – float |
| 9 | КВИТАНЦИЯ  номер – int  дата – int  сумма – float |
| 10 | ЦЕХ  имя – char\*  начальник – char\*  количество  работающих – int |
| 11 | ПЕРСОНА  имя – char\*  возраст – int  пол – int(bool) |
| 12 | АВТОМОБИЛЬ  марка – char\*  мощность – int  стоимось – float |
| 13 | СТРАНА  имя – char\*  форма правления – char\*  площать – float |
| 14 | ЖИВОТНОЕ  имя – char\*  класс – char\*  средний вес – int |
| 15 | КОРАБЛЬ  имя – char\*  водоизмещение – int  тип – char\* |
| 16 | ВИДЕОИГРА  название – char\*  дата выхода – int  последняя версия – int |
| 17 | ФИЛЬМ  название – char\*  дата выхода – int  длительность – int |
| 18 | КНИГА  название – char\*  автор – char\*  количество страниц – int |
| 19 | ДЕНЬГИ  валюта – char\*  страна – char\*  количество – int |
| 20 | ДОМ  номер – int  улица – char\*  количество этажей – int |

### Содержание отчета

1. Постановка задачи (общая и для конкретного варианта)

2. Анализ задачи

Определения функций для реализации поставленных задач

Определение функции main()

3. Блок-схемы основных функций

4. Текст программы

5. Тесты

## Лабораторная работа № 2

## Дружественные функции и классы. Перегрузка операций



### Цель работы:

1. Создание консольного приложения, состоящего из нескольких файлов в системе программирования Visual Studio.

2. Использование перегруженных операций в классах.

### Краткие теоретические сведения

**Дружественные функции и классы**

Если необходимо иметь доступ извне к скрытым полям класса, то есть расширить интерфейс класса, то можно использовать дружественные функции и дружественные классы.

Дружественные функции применяются для доступа к скрытым полям класса и

представляют собой альтернативу методам. Метод, как правило, описывает свойство объекта, а виде дружественных функций оформляются действия, не являющиеся свойствами класса, но концептуально входящие в его интерфейс и нуждающиеся в доступе к его скрытым полям, например, переопределенные операции вывода объектов.

Правила описания и особенности дружественных функций:

* Дружественная функция объявляется внутри класса, к элементам которого ей нужен доступ, с ключевым словом friend. В качестве параметра ей должен передаваться объект или ссылка на объект класса, поскольку указатель this ей не передается.
* Дружественная функция может быть обычной функцией или методом другого ранее определенного класса. На нее не распространяется действие спецификаторов доступа, место размещения ее объявления в классе безразлично.
* Одна функция может быть дружественной сразу нескольким классам.

Пример:

class student;//предварительное описание класса

class teacher

{

…

void teach(student &S);

….

};

class student

{

...

friend void teacher::teach(student&);//дружественная функция, //имеет доступ к элементам класса student …

};

Использования дружественных функций нужно по возможности избегать, поскольку они нарушают принцип инкапсуляции и, таким образом, затрудняют отладку и модификацию программы.

Если все методы какого-либо класса должны иметь доступ к скрытым полях другого, весь класс объявляется дружественным с помощью ключевого слова friend.

class student;//предварительное описание класса

class teacher

{

…

void teach(student &S);

….

};

class student

{

...

friend class teacher;//все функции класса teacher являются

дружественными для класса student

…

**};**

**Перегрузка унарных операций**

Унарную операцию можно перегрузить:

* Как компонентную функцию класса
* Как внешнюю (глобальную) функцию

Унарная функция-операция, определяемая внутри класса, должна быть представлена помощью нестатического метода без параметров, при этом операндом является вызвавший ее объект, например:

class Person

{

string name; int age; public:

Person(string, int);//конструктор

.....

//компонентная функция

Person& operator ++() //префиксная операция

{

++age;

return \*this; //указатель на объект, вызвавший метод

}

};

//в основной функции

Person p1(”Ivanov”,20);

++p1;

p1.Show();

Если функция определяется *вне класса,* она должна иметь один параметр типа класса:

class Person

{

string name;

int age;

public:

Person( string, int);//конструктор

…..

//внешняя дружественная функция

friend Person & operator ++(Person&) ;

};

Person & operator ++(Person& p) //префиксная операция

{

++p.age;

return p;

}

//в основной функции

Person p1(”Ivanov”,20);

++p1;

p1.Show();

Операции постфиксного инкремента и декремента должны иметь первый параметр типа int. Он используется только для того, чтобы отличить их от префиксной формы.

**Перегрузка бинарных операций**

Бинарную операцию можно перегрузить:

* Как компонентную функцию класса
* Как внешнюю (глобальную) функцию

*Бинарная функция* - операция, определяемая *внутри класса,* должна быть представлена

* помощью нестатического метода с параметрами, при этом вызвавший ее объект считается первым операндом:

class Person

{

Person & operator перегружаемая операция (тип данных операнда)

{

тело функции

}

};

**Перегрузка операции присваивания**

Операция присваивания определена в любом классе по умолчанию как поэлементное копирование. Эта операция вызывается каждый раз, когда одному существующему объекту присваивается значение другого. Если класс содержит поля, память под которые выделяется динамически, необходимо определить собственную операцию присваивания. Чтобы сохранить семантику присваивания, операция-функция должна возвращать ссылку на объект, для которого она вызвана, и принимать в качестве параметра единственный аргумент — ссылку на присваиваемый объект.

**Перегрузка операций ввода-вывода**

Операции ввода-вывода operator>> и operator<< всегда реализуются как внешние дружественные функции, т. к. левым операндом этих операций являются потоки. Для класса Person соответствующие операции могут выглядеть следующим образом:

class Person

{

string name;

int age;

public:

Person(string, int);//конструктор

…..

//дружественная глобальная функция

friend istream& operator>>(istream&in, Person&p); friend ostream& operator<<(ostream&out, const Person&p); };

……

istream&operator>>(istream&in, Person &p)

{

cout<<"name?"; in>>p.name;

cout<<"age?"; in>>p.age;

return in;

}

ostream&operator<<(ostream&out, const Person&p)

{

return (out<<p.name<<","<<p.age);

}

### Постановка задачи

1. Определить пользовательский класс.

2. Определить в классе следующие конструкторы: без параметров, с параметрами, копирования.

3. Определить в классе деструктор.

4. Определить в классе компоненты-функции для просмотра и установки полей данных (селекторы и модификаторы).

5. Перегрузить операцию присваивания.

6. Перегрузить операции ввода и вывода объектов с помощью потоков.

7. Перегрузить операции указанные в варианте.

8. Написать программу, в которой продемонстрировать создание объектов и работу всех перегруженных операций.

### Варианты заданий

|  |  |
| --- | --- |
| №  варианта | Задание |
| 1 | Создать класс Time для работы с временными интервалами. Интервал должен быть представлен в виде двух полей: минуты типа int и секунды типа int. при выводе минуты отделяются от секунд двоеточием. Реализовать:   * сложение временных интервалов (учесть, что в минуте не может быть более 60 секунд) * сравнение временных интервалов (==) |
| 2 | Создать класс Time для работы с временными интервалами. Интервал должен быть представлен в виде двух полей: минуты типа int и секунды типа int. при выводе минуты отделяются от секунд двоеточием. Реализовать:   * вычитание временных интервалов (учесть, что в минуте не может быть более 60 секунд) * сравнение временных интервалов (!=) |
| 3 | Создать класс Time для работы с временными интервалами. Интервал должен быть представлен в виде двух полей: минуты типа int и секунды типа int. при выводе минуты отделяются от секунд двоеточием. Реализовать:   * добавление секунд (учесть, что в минуте не может быть более 60 секунд) * вычитание секунд |
| 4 | Создать класс Time для работы с временными интервалами. Интервал должен быть представлен в виде двух полей: минуты типа int и секунды типа int. при выводе минуты отделяются от секунд двоеточием. Реализовать:   * добавление секунд (учесть, что в минуте не может быть более 60 секунд) * сравнение временных интервалов (== и !=) |
| 5 | Создать класс Time для работы с временными интервалами. Интервал должен быть представлен в виде двух полей: минуты типа int и секунды типа int. при выводе минуты отделяются от секунд двоеточием. Реализовать:   * вычитание секунд * сравнение временных интервалов (== и !=) |
| 6 | Создать класс Money для работы с денежными суммами. Число должно быть представлено двумя полями: типа long для рублей и типа int для копеек. Дробная часть числа при выводе на экран должна быть отделена от целой части запятой. Реализовать:   * сложение денежных сумм * вычитание денежных сумм |
| 7 | Создать класс Money для работы с денежными суммами. Число должно быть представлено двумя полями: типа long для рублей и типа int для копеек. Дробная часть числа при выводе на экран должна быть отделена от целой части запятой. Реализовать:   * деление сумм * умножение суммы на дробное число |
| 8 | Создать класс Money для работы с денежными суммами. Число должно быть представлено двумя полями: типа long для рублей и типа int для копеек. Дробная часть числа при выводе на экран должна быть отделена от целой части запятой. Реализовать:   * сложение суммы и дробного числа * операции сравнения (>, <, ==) |
| 9 | Создать класс Money для работы с денежными суммами. Число должно быть представлено двумя полями: типа long для рублей и типа int для копеек. Дробная часть числа при выводе на экран должна быть отделена от целой части запятой. Реализовать:   * сложение суммы и дробного числа * операции сравнения (>, <, ==) |
| 10 | Создать класс Money для работы с денежными суммами. Число должно быть представлено двумя полями: типа long для рублей и типа int для копеек. Дробная часть числа при выводе на экран должна быть отделена от целой части запятой. Реализовать:   * операции сравнения (==, !=) * вычитание копеек (--) (постфиксная и префиксная формы) |
| 11 | Создать класс Money для работы с денежными суммами. Число должно быть представлено двумя полями: типа long для рублей и типа int для копеек. Дробная часть числа при выводе на экран должна быть отделена от целой части запятой. Реализовать:   * операции сравнения (<, >) * добавление копеек (++) (постфиксная и префиксная формы) |
| 12 | Создать класс Pair (пара чисел). Пара должна быть представлена двумя полями: типа int для первого числа и типа double для второго. Первое число при выводе на экран должно быть отделено от второго числа двоеточием. Реализовать:   * операции сравнения (<, >) * операция ++, которая работает следующим образом: если форма операции префиксная, то увеличивается первое число, если форма операции постфиксная, то увеличивается второе число |
| 13 | Создать класс Pair (пара чисел). Пара должна быть представлена двумя полями: типа int для первого числа и типа double для второго. Первое число при выводе на экран должно быть отделено от второго числа двоеточием. Реализовать:   * операции сравнения (<, >) * операция --, которая работает следующим образом: если форма операции префиксная, то уменьшается первое число, если форма операции постфиксная, то уменьшается второе число |
| 14 | Создать класс Pair (пара чисел). Пара должна быть представлена двумя полями: типа int для первого числа и типа double для второго. Первое число при выводе на экран должно быть отделено от второго числа двоеточием. Реализовать:   * операции сравнения (==, !=). * вычитание константы из пары (уменьшается первое число, если константа целая, второе, если константа вещественная) |
| 15 | Создать класс Pair (пара чисел). Пара должна быть представлена двумя полями: типа int для первого числа и типа double для второго. Первое число при выводе на экран должно быть отделено от второго числа двоеточием. Реализовать:   * вычитание пар чисел * добавление константы к паре (увеличивается первое число, если константа целая, второе, если константа вещественная) |
| 16 | Создать класс Vector. Вектор должен быть представлен двумя полями типа double для обоих координат (на плоскости). Первое число при выводе на экран должно быть отделено от второго числа двоеточием. Реализовать:   * операцию сложения векторов (+) * операцию умножения числа на вектор (\*) |
| 17 | Создать класс Vector. Вектор должен быть представлен двумя полями типа double для обоих координат (на плоскости). Первое число при выводе на экран должно быть отделено от второго числа двоеточием. Реализовать:   * операцию сравнения длин векторов (==, !=) * операцию умножения числа на вектор (\*) |
| 18 | Создать класс Complex (комплексное число). Комплексное число *x+iy* должно быть представлено в виде пары вещественных чисел x и у типа double, где x – действительная, а y – мнимая части, соответственно.   * сложение комплексных чисел (+) * сравнение комплексных чисел (==, !=) |
| 19 | Создать класс Complex (комплексное число). Комплексное число *x+iy* должно быть представлено в виде пары вещественных чисел x и у типа double, где x – действительная, а y – мнимая части, соответственно.   * умножение комплексных чисел (\*) * сравнение комплексных чисел (==, !=) |
| 20 | Создать класс Complex (комплексное число). Комплексное число *x+iy* должно быть представлено в виде пары вещественных чисел x и у типа double, где x – действительная, а y – мнимая части, соответственно.   * умножение комплексных чисел (\*) * умножение комплексного числа на действительное (\*) |

### Содержание отчета

1. Постановка задачи (общая и для конкретного варианта)

2. Анализ задачи

* Определения функций для реализации поставленных задач
* Определение функции main()

3. Блок-схемы основных функций

4. Текст программы

5. Тесты

## Лабораторная работа №3

## Наследование. Принцип подстановки



### Цель работы:

1. Создание консольного приложения, состоящего из нескольких файлов в системе программирования Visual Studio.

2. Создание иерархии классов с использованием простого наследования.

3. Изучение принципа подстановки.

### Краткие теоретические сведения

**Простое открытое наследование**

Наследование - это механизм получения нового класса на основе уже существующего. Существующий класс может быть дополнен или изменен для создания нового класса.

Существующие классы называются базовыми, а новые – производными. Производный класс наследует описание базового класса; затем он может быть изменен добавлением новых членов, изменением существующих функций-членов и изменением прав доступа. С помощью наследования может быть создана иерархия классов, которые совместно используют код и интерфейсы.

Наследуемые компоненты не перемещаются в производный класс, а остаются в базовых классах.

иерархии производный объект наследует разрешенные для наследования компоненты всех базовых объектов (public, protected).

Допускается множественное наследование – возможность для некоторого класса наследовать компоненты нескольких никак не связанных между собой базовых классов. В иерархии классов соглашение относительно доступности компонентов класса следующее: private – член класса может использоваться только функциями – членами данного

класса и функциями – “друзьями” своего класса. В производном классе он недоступен. protected – то же, что и private, но дополнительно член класса с данным атрибутом

доступа может использоваться функциями-членами и функциями – “друзьями” классов, производных от данного.

public – член класса может использоваться любой функцией, которая является членом данного или производного класса, а также к public - членам возможен доступ извне через имя объекта.

Следует иметь в виду, что объявление friend не является атрибутом доступа и не наследуется.

Синтаксис определения производного класса:

class имя\_класса : список\_базовых\_классов {список\_компонентов\_класса};

**Конструкторы и деструкторы при наследовании**

Поскольку конструкторы не наследуются, при создании производного класса наследуемые им данные-члены должны инициализироваться конструктором базового класса. Конструктор базового класса вызывается автоматически и выполняется до конструктора производного класса. Параметры конструктора базового класса указываются определении конструктора производного класса. Таким образом, происходит передача аргументов от конструктора производного класса конструктору базового класса.

//базовый класс

class Base

{

protected:

int a,b;

public:

Base(int x,int y){a=x;b=y;}

};

//производный класс

class Derive:public Base

{

protected:

int sum;

public:

Derive (int x,int y, int s):Base(x,y){sum=s;}

};

Объекты класса конструируются снизу вверх: сначала базовый, потом компоненты-объекты (если они имеются), а потом сам производный класс. Таким образом, объект производного класса содержит в качестве подобъекта объект базового класса.

Уничтожаются объекты в обратном порядке: сначала производный, потом его компоненты-объекты, а потом базовый объект.

Таким образом, порядок уничтожения объекта противоположен по отношению к порядку его конструирования.

**Виртуальные функции**

К механизму виртуальных функций обращаются в тех случаях, когда в каждом производном классе требуется свой вариант некоторой компонентной функции. Классы, включающие такие функции, называются полиморфными и играют особую роль в ООП.

Виртуальные функции предоставляют механизм позднего (отложенного) или динамического связывания. Любая нестатическая функция базового класса может быть сделана виртуальной, для чего используется ключевое слово virtual.

class Base

{

public:

virtual void print(){cout<<”\nBase”;}

. . .

};

class Derive : public Base

{

public:

void print(){cout<<”\n Derive”;}

};

void main()

{

Base B,\*bp;

Derive D,\*dp;

bp=&B;

dp=&D;

//указатель базового класса ставится на объект //производного класса

Base \*p = &D;

bp –>print(); // вызывается метод для Base

dp –>print(); // вызывается метод для Derive p –>print(); // вызывается метод для Derive

}

Таким образом, интерпретация каждого вызова виртуальной функции через указатель на базовый класс зависит от значения этого указателя, то есть от типа объекта, для которого выполняется вызов.

Выбор того, какую виртуальную функцию вызвать, будет зависеть от типа объекта, на который фактически (в момент выполнения программы) направлен указатель, а не от типа указателя.

Виртуальными могут быть только нестатические функции-члены.

Виртуальность наследуется. После того как функция определена как виртуальная,

повторное определение в производном классе (с тем же самым прототипом) создает в этом классе новую виртуальную функцию, причем спецификатор virtual может не использоваться.

Конструкторы не могут быть виртуальными, в отличие от деструкторов. Практически каждый класс, имеющий виртуальную функцию, должен иметь виртуальный деструктор.

**Принцип подстановки**

Открытое наследование устанавливает между классами отношение «является»: класс-наследник является частью класса-родителя. Это означает, что везде, где может быть использован объект базового класса (при присваивании, при передаче параметров и возврате результата), вместо него разрешается использовать объект производного класса. Данное положение называется принципом подстановки. Он работает и для ссылок и для указателей. Обратное неверно. Например, всякий спортсмен (производный класс) является человеком (базовый класс), но не всякий человек является спортсменом.

Закрытое наследование – это наследование реализации, в этом случае принцип подстановки не соблюдается.

class Base

{

public:

void f1();

void f2();

};

class Derive: private Base //закрытое наследование {……};

Программа, использующая класс Derive не может использовать ни f1() ни f2(). В наследнике заново реализуются все методы:

class Derive: private Base

{

public:

void f1(){Base::f1();};

void f2(){Base::f2();};

};

### Постановка задачи

1. Определить пользовательский класс.

2. Определить в классе следующие конструкторы: без параметров, с параметрами, копирования.

3. Определить в классе деструктор.

4. Определить в классе компоненты-функции для просмотра и установки полей данных (селекторы и модификаторы).

5. Перегрузить операцию присваивания.

6. Перегрузить операции ввода и вывода объектов с помощью потоков.

7. Определить производный класс.

8. Написать программу, в которой продемонстрировать создание объектов и работу всех перегруженных операций.

9. Реализовать функции, получающие и возвращающие объект базового класса. Продемонстрировать принцип подстановки.

### Варианты заданий

|  |  |
| --- | --- |
| №  варианта | Задание |
| 1 | Базовый класс:  ПАРА\_ЧИСЕЛ (PAIR)  Первое\_число (first) – int  Второе\_число (second) – int  Определить методы изменения полей и сравнения пар (пара p1 больше пары р2, если (p1.first>p2.first) || (p1.first==p2.first &&p1.second>p2.second).  Создать производный класс ДРОБЬ (FRACTION), с полями Целая\_часть\_числа и Дробная\_часть\_числа. Определить полный набор методов сравнения. |
| 2 | Базовый класс:  ПАРА\_ЧИСЕЛ (PAIR)  Первое\_число (first) – int  Второе\_число (second) – int  Определить методы изменения полей и вычисления произведения чисел.  Создать производный класс ПРЯМОУГОЛЬНИК(RECTANGLE), с полями-сторонами. Определить методы для вычисления площади и периметра прямоугольника. |
| 3 | Базовый класс:  ПАРА\_ЧИСЕЛ (PAIR)  Первое\_число (first) – int  Второе\_число (second) – int  Определить методы изменения полей и вычисления произведения чисел.  Создать производный класс ПРЯМОУГОЛЬНЫЙ\_ТРЕУГОЛЬНИК (RIGHTANGLED), с полями-катетами. Определить метод вычисления гипотенузы. |
| 4 | Базовый класс:  ПАРА\_ЧИСЕЛ (PAIR)  Первое\_число (first) – int  Второе\_число (second) – int  Определить методы изменения полей и вычисления произведения чисел.  Создать производный класс ЭЛЛИПС (ELLIPSE), с полями: малой и большой осями. Определить метод вычисления площади. |
| 5 | Базовый класс:  ПАРА\_ЧИСЕЛ (PAIR)  Первое\_число (first) – int  Второе\_число (second) – int  Определить методы изменения полей и операцию сложения пар (a,b)+(c,d)=(a+b,c+d)  Создать производный класс КОМПЛЕКСНОЕ\_ЧИСЛО(COMPLEX), с полями Действительная\_часть\_числа и Мнимая\_часть\_числа. Определить операции умножения (a,b)\*(c,d)= (a\*c-b\*d, a\*d+b\*c) и вычитания (a,b)-(c,d)= (a-b, с-d) |
| 6 | Базовый класс:  ПАРА\_ЧИСЕЛ (PAIR)  Первое\_число (first) – int  Второе\_число (second) – int  Определить методы изменения полей и операцию сложения пар (a,b)+(c,d)=(a+b,c+d)  Создать производный класс ДЕНЕЖНАЯ\_СУММА(MONEY), с полями Рубли и Копейки. Переопределить операции сложения и определить операции вычитания и деления денежных сумм. |
| 7 | Базовый класс:  ПАРА\_ЧИСЕЛ (PAIR)  Первое\_число (first) – int  Второе\_число (second) – int  Определить методы изменения полей и операцию сложения пар (a,b)+(c,d)=(a+b,c+d)  Создать производный класс ДЛИННОЕ\_ЧИСЛО(LONG), с полями Старшая\_часть\_числа и Младшая\_часть\_числа. Переопределить операцию сложения и определить операции вычитания и умножения. |
| 8 | Базовый класс:  ПАРА\_ЧИСЕЛ (PAIR)  Первое\_число (first) – int  Второе\_число (second) – int  Определить методы проверки на равенство и операцию перемножения полей. Реализовать операцию вычитания пар по формуле (a,b)-(c,d)=(a-b,c-d)  Создать производный класс ПРОСТАЯ\_ДРОБЬ(RATIONAL), с полями Числитель и Знаменатель. Переопределить операцию вычитания и определить операции сложения и умножения простых дробей. |
| 9 | Базовый класс:  ПАРА\_ЧИСЕЛ (PAIR)  Первое\_число (first) – int  Второе\_число (second) – int  Определить методы проверки на равенство и операцию перемножения полей. Реализовать операцию сложения пар по формуле (a,b)+(c,d)=(a+b,c+d)  Создать производный класс СТЕПЕННАЯ\_ФУНКЦИЯ(POWER\_FUNCTION), с полями Основание и Показатель\_степени. Переопределить операцию сложения и определить операции сложения и умножения степенных функций. |
| 10 | Базовый класс:  ПАРА\_ЧИСЕЛ (PAIR)  Первое\_число (first) – int  Второе\_число (second) – int  Определить методы проверки на равенство и операцию перемножения полей. Реализовать операцию сложения пар по формуле (a,b)+(c,d)=(a+b,c+d)  Создать производный класс КОРЕНЬ(ROOT), с полями Основание и Показатель\_корня. Переопределить операцию сложения и определить операции сложения и умножения корней. |
| 11 | Базовый класс:  ПАРА\_ЧИСЕЛ (PAIR)  Первое\_число (first) – int  Второе\_число (second) – int  Определить методы проверки на равенство и операцию перемножения полей. Реализовать операцию вычитания пар по формуле (a,b)-(c,d)=(a-b,c-d)  Создать производный класс ЛОГАРИФМ(LOGARITHM), с полями Основание и Логарифмируемое\_число. Переопределить операцию вычитания и определить операции сложения и умножения логарифмических функций. |
| 12 | Базовый класс:  ТРОЙКА\_ЧИСЕЛ (TRIAD)  Первое\_число (first) – int  Второе\_число (second) – int  Третье\_число (third) – int  Определить методы изменения полей и сравнения триады.  Создать производный класс DISTANCE с полями километр, метр и дециметр. Определить полный набор операций сравнения расстояний. |
| 13 | Базовый класс:  ТРОЙКА\_ЧИСЕЛ (TRIAD)  Первое\_число (first) – int  Второе\_число (second) – int  Третье\_число (third) – int  Определить методы изменения полей и сравнения триады.  Создать производный класс DATE с полями год, месяц и число. Определить полный набор операций сравнения дат. |
| 14 | Базовый класс:  ТРОЙКА\_ЧИСЕЛ (TRIAD)  Первое\_число (first) – int  Второе\_число (second) – int  Третье\_число (third) – int  Определить методы изменения полей и сравнения триады.  Создать производный класс TIME с полями часы, минуты и секунды. Определить полный набор операций сравнения временных промежутков. |
| 15 | Базовый класс:  ТРОЙКА\_ЧИСЕЛ (TRIAD)  Первое\_число (first) – int  Второе\_число (second) – int  Третье\_число (third) – int  Определить методы изменения полей и увеличения полей на 1.  Создать производный класс DATE с полями год, месяц и число. Переопределить методы увеличения полей на 1 и определить метод увеличения даты на n дней. |
| 16 | Базовый класс:  ТРОЙКА\_ЧИСЕЛ (TRIAD)  Первое\_число (first) – int  Второе\_число (second) – int  Третье\_число (third) - int  Определить методы изменения полей и увеличения полей на 1.  Создать производный класс TIME с полями часы, минуты и секунды. Переопределить методы увеличения полей на 1 и определить методы увеличения на n секунд и минут. |
| 17 | Базовый класс:  ШЕСТЕРКА\_ЧИСЕЛ (TRIAD)  Первое\_число (first) – int  Второе\_число (second) – int  Третье\_число (third) – int  Четвертое\_число (fourth) – int  Пятое\_число (fifth) – int  Шестое\_число (sixth) - int  Определить методы изменения полей и увеличения полей на 1.  Создать производный класс FULL\_DATE с полями часы, минуты, секунды, день, месяц, год. Переопределить методы увеличения полей на 1 и определить методы увеличения на n секунд и дней. |
| 18 | Базовый класс:  ЧЕЛОВЕК (PERSON)  Имя (name) – string  Возраст (age) – int  Определить методы изменения полей.  Создать производный класс STUDENT, имеющий поле год обучения. Определить методы изменения и увеличения года обучения. |
| 19 | Базовый класс:  ЧЕЛОВЕК (PERSON)  Имя (name) – string  Возраст (age) – int  Определить методы изменения полей.  Создать производный класс EMPLOYEE, имеющий поля Должность – string и Оклад – double. Определить методы изменения полей и вычисления зарплаты сотрудника по формуле Оклад+Премия (% от оклада). |
| 20 | Базовый класс:  ЧЕЛОВЕК (PERSON)  Имя (name) – string  Возраст (age) – int  Определить методы изменения полей.  Создать производный класс TEACHER, имеющий поля Предмет – string и Количество часов – int. Определить методы изменения полей, а также увеличения и уменьшения часов. |
| 21 | Базовый класс:  ЧЕЛОВЕК (PERSON)  Имя (name) – string  Возраст (age) – int  Определить методы изменения полей.  Создать производный класс STUDENT, имеющий поля Предмет – string и Оценка – int. Определить методы изменения полей и метод, выдающий сообщение о неудовлетворительной оценке. |

### Содержание отчета

1. Постановка задачи (общая и конкретного варианта)

2. Анализ задачи

* Описание класса
* Определение компонентных функций
* Определение глобальных функций
* Функция main()
* Объяснение результатов работы программы

3. Блок-схемы основных функций

4. Текст программы

5. Тесты

## Лабораторная работа № 4

## Шаблоны классов



### Цель работы:

1. Создание консольного приложения, состоящего из нескольких файлов в системе программирования Visual Studio.

2. Реализация шаблона класса-контейнера.

### Краткие теоретические сведения

С помощью шаблона функций можно отделить алгоритм от конкретных типов данных, передавая тип в качестве параметра. Шаблоны классов предоставляют аналогичную возможность, позволяя создавать параметризированные классы. Параметризированный класс создает семейство родственных классов, которые можно применять к любому типу данных, передаваемому в качестве параметра. Если использовать в качестве параметризированного класса контейнер, то такой контейнер можно будет применять к любым типам данных, не переписывая код.

**Шаблоны функций**

Шаблоны вводятся для того, чтобы автоматизировать создание функций, обрабатывающих разнотипные данные. Например, алгоритм сортировки можно использовать для массивов различных типов. При перегрузке функции для каждого используемого типа определяется своя функция. Шаблон функции определяется один раз, но определение параметризируется, т. е. тип данных передается как параметр шаблона. Формат шаблона:

template <параметры\_шаблона>

заголовок\_функции

{тело функции}

Таким образом, шаблон семейства функций состоит из 2 частей – заголовка шаблона: template<список параметров шаблона> и обыкновенного определения функции, котором вместо типа возвращаемого значения и/или типа параметров, записывается имя типа, определенное в заголовке шаблона.

Пример.

//шаблон функции, которая находит абсолютное значение числа любого типа template<class type>//type – имя параметризируемого типа

type abs(type x)

{

if(x<0)return -x; else return x;

}

Шаблон служит для автоматического формирования конкретных описаний функций по тем вызовам, которые компилятор обнаруживает в программе. Например, если в программе вызов функции осуществляется как abs(-1.5), то компилятор сформирует определение функции double abs(double x){. . . }.

**Шаблоны классов**

Шаблоны классов так же как и шаблоны функций поддерживают парадигму обобщенного программирования, т. е. программирования с использованием типов в качестве параметров. Механизм шаблонов в С++ допускает применение абстрактного типа в качестве параметра при определении класса. После того как шаблон класса определен, он может использоваться для определения конкретных классов. Процесс генерации компилятором определения конкретного класса по шаблону класса и аргументам шаблона называется инстанцированием шаблона. Определение шаблонного (обобщенного) класса имеет вид:

template <параметры шаблона>

class имя\_класса

{…};

Пример:

template<class T>

class Point

{

x,y;//координаты точки public:

Point(T X=0,T Y=0):x(X),y(Y){} void Show ();

};

template<class T>

void Point::Show()

{

cout<<”(“<<x<<” , ”<<y<<”)”;

}

};

При включении шаблона класса в программу никакие классы на самом деле не генерируются до тех пор, пока не будет создан экземпляр шаблонного класса, в котором вместо параметра шаблона указывается конкретный тип. Экземпляр создается либо объявлением объекта, либо объявлением указателя на инстанцированный шаблонный тип присваиванием ему адреса с помощью операции new.

Point <int> a(13,15);

Point <float>\*pa=new Point<float>(10.1,0.55);

Встретив такие объявления, компилятор генерирует код исходного класса.

В проекте, состоящем из нескольких файлов, определение шаблона класса обычно выносится в отдельный файл. Но для того, чтобы инстанцировался конкретный экземпляр шаблона класса необходимо, чтобы определение шаблона находилось в одной единице трансляции с этим экземпляром. Поэтому все определение шаблонного класса размещается в заголовочном файле, а затем этот файл подключается к нужным файлам с помощью директивы include. Чтобы этот файл не включался повторно, используется директива ifndef.

Пример.

//Point.h

#ifndef POINT\_H

#define POINT\_H

template<class T>

class Point

{

T x,y;//координаты точки public:

Point(T X=0,T Y=0):x(X),y(Y){} void Show () const;

};

template<class T>

void Point::Show()

{

cout<<”(“<<x<<” , ”<<y<<”)”;

}

};

#endif

//////////////////////////////////////////

//main.cpp

#include “Point.h”

…..

void main()

{

Point<double>p1;

Point<int>p2(1,1);

p1.Show();

p2.Show();

}

**Правила описания шаблонов**

* Шаблоны методов (функций) не могут быть виртуальными.
* Шаблоны классов могут содержать статические элементы, дружественные функции и классы.
* Шаблоны могут быть производными как от шаблонов, так и от обычных классов, а также являться базовыми и для шаблонов, и для обычных классов.

### Постановка задачи

* 1. Определить шаблон класса-контейнера.
  2. Реализовать конструкторы, деструктор, операции ввода-вывода, операцию присваивания.
  3. Перегрузить операции, указанные в варианте.
  4. Инстанцировать шаблон для стандартных типов данных (int, float, double).
  5. Написать тестирующую программу, иллюстрирующую выполнение операций для контейнера, содержащего элементы стандартных типов данных.
  6. Реализовать пользовательский класс.
  7. Перегрузить для пользовательского класса операции ввода-вывода.
  8. Перегрузить операции необходимые для выполнения операций контейнерного класса.
  9. Инстанцировать шаблон для пользовательского класса.
  10. Написать тестирующую программу, иллюстрирующую выполнение операций для контейнера, содержащего элементы пользовательского класса.

### Варианты заданий

|  |  |
| --- | --- |
| №  варианта | Задание |
| 1 | Класс-контейнер ВЕКТОР с элементами типа int.  Реализовать операции:  [] – доступа по индексу;  () – определение размера вектора;  + число – добавляет константу ко всем элементам вектора;  Пользовательский класс Time для работы с временными интервалами. Интервал должен быть представлен в виде двух полей: минуты типа int и секунды типа int. При выводе минуты отделяются от секунд двоеточием. |
| 2 | Класс-контейнер ВЕКТОР с элементами типа int.  Реализовать операции:  []– доступа по индексу;  int() – определение размера вектора;  + вектор – сложение элементов векторов a[i]+b[i];  Пользовательский класс Time для работы с временными интервалами. Интервал должен быть представлен в виде двух полей: минуты типа int и секунды типа int. При выводе минуты отделяются от секунд двоеточием. |
| 3 | Класс-контейнер ВЕКТОР с элементами типа int.  Реализовать операции:  [] – доступа по индексу;  + вектор – сложение элементов векторов a[i]+b[i];  + число – добавляет константу ко всем элементам вектора;  Пользовательский класс Time для работы с временными интервалами. Интервал должен быть представлен в виде двух полей: минуты типа int и секунды типа int. При выводе минуты отделяются от секунд двоеточием. |
| 4 | Класс-контейнер ВЕКТОР с элементами типа int.  Реализовать операции:  [] – доступа по индексу;  () – определение размера вектора;  \* число – умножает все элементы вектора на число;  Пользовательский класс Time для работы с временными интервалами. Интервал должен быть представлен в виде двух полей: минуты типа int и секунды типа int. При выводе минуты отделяются от секунд двоеточием. |
| 5 | Класс-контейнер ВЕКТОР с элементами типа int.  Реализовать операции:  [] – доступа по индексу;  int() – определение размера вектора;  \* вектор – умножение элементов векторов a[i]\*b[i];  Пользовательский класс Time для работы с временными интервалами. Интервал должен быть представлен в виде двух полей: минуты типа int и секунды типа int. При выводе минуты отделяются от секунд двоеточием. |
| 6 | Класс-контейнер ВЕКТОР с элементами типа int.  Реализовать операции:  [] – доступа по индексу;  int() – определение размера вектора;  / вектор – деление элементов векторов a[i]/b[i];  -n – переход влево к элементу с номером n (с помощью класса-итератора).  Пользовательский класс Time для работы с временными интервалами. Интервал должен быть представлен в виде двух полей: минуты типа int и секунды типа int. При выводе минуты отделяются от секунд двоеточием. |
| 7 | Класс-контейнер ВЕКТОР с элементами типа int.  Реализовать операции:  [] – доступа по индексу;  - вектор – вычитание элементов векторов a[i]-b[i];  \* число – умножает на константу все элементам вектора;  ++ - переход к следующему элементу (с помощью класса-итератора).  Пользовательский класс Time для работы с временными интервалами. Интервал должен быть представлен в виде двух полей: минуты типа int и секунды типа int. При выводе минуты отделяются от секунд двоеточием. |
| 8 | Класс-контейнер МНОЖЕСТВО с элементами типа int.  Реализовать операции:  [] – доступа по индексу;  () – определение размера множества;  + – объединение множеств;  Пользовательский класс Money для работы с денежными суммами. Число должно быть представлено двумя полями: типа long для рублей и типа int для копеек. Дробная часть числа при выводе на экран должна быть отделена от целой части запятой. |
| 9 | Класс-контейнер МНОЖЕСТВО с элементами типа int.  Реализовать операции:  [] – доступа по индексу;  int() – определение размера вектора;  \* – пересечение множеств;  Пользовательский класс Money для работы с денежными суммами. Число должно быть представлено двумя полями: типа long для рублей и типа int для копеек. Дробная часть числа при выводе на экран должна быть отделена от целой части запятой. |
| 10 | Класс-контейнер МНОЖЕСТВО с элементами типа int.  Реализовать операции:  [] – доступа по индексу;  == – проверка на равенство;  > число – принадлежность числа множеству;  Пользовательский класс Money для работы с денежными суммами. Число должно быть представлено двумя полями: типа long для рублей и типа int для копеек. Дробная часть числа при выводе на экран должна быть отделена от целой части запятой. |
| 11 | Класс-контейнер МНОЖЕСТВО с элементами типа int.  Реализовать операции:  [] – доступа по индексу;  != - проверка на неравенство;  < число – принадлежность числа множеству;  Пользовательский класс Money для работы с денежными суммами. Число должно быть представлено двумя полями: типа long для рублей и типа int для копеек. Дробная часть числа при выводе на экран должна быть отделена от целой части запятой. |
| 12 | Класс-контейнер МНОЖЕСТВО с элементами типа int. Реализовать операции:  [] – доступа по индексу;  () – определение размера вектора;  - – разность множеств;  Пользовательский класс Money для работы с денежными суммами. Число должно быть представлено двумя полями: типа long для рублей и типа int для копеек. Дробная часть числа при выводе на экран должна быть отделена от целой части запятой. |
| 13 | Класс-контейнер МНОЖЕСТВО с элементами типа int.  Реализовать операции:  [] – доступа по индексу;  == - проверка на равенство;  < число – принадлежность числа множеству;  -n – переход влево к элементу с номером n (с помощью класса-итератора).  Пользовательский класс Money для работы с денежными суммами. Число должно быть представлено двумя полями: типа long для рублей и типа int для копеек. Дробная часть числа при выводе на экран должна быть отделена от целой части запятой. |
| 14 | Класс-контейнер МНОЖЕСТВО с элементами типа int.  Реализовать операции:  [] – доступа по индексу;  int() – определение размера множества;  + – объединение множеств;  -- - переход к предыдущему элементу (с помощью класса-итератора).  Пользовательский класс Money для работы с денежными суммами. Число должно быть представлено двумя полями: типа long для рублей и типа int для копеек. Дробная часть числа при выводе на экран должна быть отделена от целой части запятой. |
| 15 | Класс-контейнер СПИСОК с ключевыми значениями типа int. Реализовать операции:  []– доступа по индексу;  int() – определение размера списка;  + список – сложение элементов списков a[i]+b[i];  Пользовательский класс Money для работы с денежными суммами. Число должно быть представлено двумя полями: типа long для рублей и типа int для копеек. Дробная часть числа при выводе на экран должна быть отделена от целой части запятой. |
| 16 | Класс-контейнер СПИСОК с ключевыми значениями типа int. Реализовать операции:  [] – доступа по индексу;  () – определение размера вектора;  + число – добавляет константу ко всем элементам вектора;  Пользовательский класс Pair (пара чисел). Пара должна быть представлена двумя полями: типа int для первого числа и типа double для второго. Первое число при выводе на экран должно быть отделено от второго числа двоеточием. |
| 17 | Класс- контейнер СПИСОК с ключевыми значениями типа int. Реализовать операции:  [] – доступа по индексу;  + список – сложение элементов списков a[i]+b[i];  + число – добавляет константу ко всем элементам списка;  Пользовательский класс Pair (пара чисел). Пара должна быть представлено двумя полями: типа int для первого числа и типа double для второго. Первое число при выводе на экран должно быть отделено от второго числа двоеточием. |
| 18 | Класс-контейнер СПИСОК с ключевыми значениями типа int. Реализовать операции:  [] – доступа по индексу;  () – определение размера списка;  \* число – умножает все элементы списка на число;  Пользовательский класс Pair (пара чисел). Пара должна быть представлено двумя полями: типа int для первого числа и типа double для второго. Первое число при выводе на экран должно быть отделено от второго числа двоеточием. |
| 19 | Класс-контейнер СПИСОК с ключевыми значениями типа int. Реализовать операции:  [] – доступа по индексу;  int() – определение размера списка;  \* список – умножение элементов списков a[i]\*b[i];  Пользовательский класс Pair (пара чисел). Пара должна быть представлено двумя полями: типа int для первого числа и типа double для второго. Первое число при выводе на экран должно быть отделено от второго числа двоеточием. |
| 20 | Класс-контейнер СПИСОК с ключевыми значениями типа int.  Реализовать операции:  [] – доступа по индексу;  \* список – перемножение элементов списков a[i]+b[i];  - число – вычитает константу из всех элементам списка;  -n - переход влево к элементу с номером n (с помощью класса-итератора).  Пользовательский класс Pair (пара чисел). Пара должна быть представлено двумя полями: типа int для первого числа и типа double для второго. Первое число при выводе на экран должно быть отделено от второго числа двоеточием. |

### Содержание отчета

1. Постановка задачи (общая и конкретного варианта)

2. Анализ задачи

* Описание параметризированного класса-контейнера
* Определение компонентных функций
* Описание пользовательского класса и его компонентных функций
* Функция main()
* Объяснение результатов работы программы

3. Блок-схемы основных функций

4. Текст программы

5. Тесты

## Лабораторная работа № 5

## Шаблоны функций



### Цель работы:

Получить практические навыки работы с шаблонами функций.

### Шаблоны функций

Шаблоны вводятся для того, чтобы автоматизировать создание функций, обрабатывающих разнотипные данные. Например, алгоритм сортировки можно использовать для массивов различных типов. При перегрузке функции для каждого используемого типа определяется своя функция. Шаблон функции определяется один раз, но определение параметризируется, т. е. тип данных передается как параметр шаблона.

template <class имя\_типа [,class имя\_типа]>

заголовок\_функции

{

тело функции

}

Таким образом, шаблон семейства функций состоит из 2 частей – заголовка шаблона: template<список параметров шаблона> и обыкновенного определения функции, в котором вместо типа возвращаемого значения и/или типа параметров, записывается имя типа, определенное в заголовке шаблона.

//сравнение двух чисел любого типа

template<class T>

T max(T a, T b)

{

if (a>b) return a;

else return b;

}

Шаблон служит для автоматического формирования конкретных описаний функций по тем вызовам, которые компилятор обнаруживает в программе. Например, если в программе вызов функции осуществляется как max(1,5), то компилятор сформирует определение функции int max(int a, int b){…}.

### Постановка задачи

Написать шаблон функций для своего варианта. Написать демонстрационную программу для вызова этих функций.

### Варианты заданий

1. Среднее арифметическое массива
2. Количество отрицательных элементов в массиве
3. Максимальный элемент в массиве
4. Минимальный элемент в массиве
5. Сортировка массива методом простого обмена
6. Сортировка массива методом простого выбора
7. Сортировка массива методом простого включения
8. Поиск заданного элемента в массиве
9. Поиск заданного элемента в отсортированном массиве
10. Удаление элемента с заданным номером из динамического массива
11. Удаление элемента с заданным ключом из динамического массива
12. Добавление элемента с заданным номером в динамический массив
13. Добавление элемента после элемента с заданным номером в динамический массив
14. Номер максимального элемента в массиве
15. Среднее арифметическое массива
16. Количество отрицательных элементов в массиве
17. Добавление элемента с заданным номером в динамический массив
18. Сортировка массива методом простого обмена
19. Минимальный элемент в массиве
20. Сортировка массива методом простого выбора
21. Сортировка массива методом простого включения
22. Поиск заданного элемента в массиве
23. Поиск заданного элемента в отсортированном массиве
24. Удаление элемента с заданным номером из динамического массива
25. Удаление элемента с заданным ключом из динамического массива

### Методические указания

1. Использовать в программе классы, так что функция должна принадлежать классу объектов, с которыми будет работать эта функция.

2. Инстанцировать шаблон функции для типов char, int, и double.

### Содержание отчета

1. Постановка задачи (общая и для конкретного варианта)

2. Анализ задачи

* Определения функций для реализации поставленных задач
* Определение функции main()

3. Текст программы

4. Тесты

## Лабораторная работа № 6

## Обработка исключительных ситуаций



### Цель работы:

1. Создание консольного приложения, состоящего из нескольких файлов в системе программирования Visual Studio.
2. Разработка программы, обрабатывающей исключительные ситуации.

### Краткие теоретические сведения

**Механизм обработки исключений**

Исключение – это непредвиденное или аварийное событие.

В С++ исключение – это объект, который система должна генерировать при возникновении исключительной ситуации. Генерация такого объекта и создает исключительную ситуацию.

Исключения позволяют разделить вычислительный процесс на 2 части:

1. обнаружение аварийной ситуации (неизвестно как обрабатывать);

2. обработка аварийной ситуации (неизвестно, где она возникла). Достоинства такого подхода:

1. удобно использовать в программе, которая состоит из нескольких модулей;

2. не требуется возвращать значение в вызывающую функцию

Общая схема:

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAcQAAAB3CAIAAAASFKcnAAAAAXNSR0IArs4c6QAAAAlwSFlzAAAOxAAADsMB2mqY3AAAGUBJREFUeF7tXVuIHFW3rsnFxGtE1CgY8TI9wjjE6MHzMPPyYxIOPXlwXhxv4PwP0g0SmfmF4IUB8xBUMsjfDaLMPOgJikKOQqtMN8dEECGjL5pExhGmO6iJ5piABE28YGLmrH2pXbsu3V3VU123+Qoxu6v2Xnutb+9ZtWqtvdfuWVpaMnABASAABIDA8hBYtbzmaA0EgAAQAAIMgR5hmW7cuHHz5s1UgKGKeaEjsGbNmnPnzl155ZWVSuWSSy7p6ekBPkAACHgiIJVpPp+v1WrACAi4ETh16tTu3btfe+21CxcukG4FREAACHgiID/zz58/D7MUU8SBgPhMOXv27MWLF6mwevVqQAQEgEAzBGw+U3zEYaLoCDjmA6YHpgcQaIEAAlCYHkAACACBEBCQPtNt27YdPHgwBHqCRK1czo2P92qF0EingFCt2FMZWZrO0797+uuHGA5pvhqNxtTU1PT0dOqEICfvhx9++PPPP6eOczCcCgToW41is6Ojo4JbH8qUIlMUnwoi3MrWpfQKKfYMzxBgg6UmqrRRHspNzAlIC1XSu0HQjbpuepXpiRMnHnnkkQcffDBqyNDfykBg1apVL7300vHjx6W4FGSga+vWraLgvOqlQfbnHuiqlkp13kAVAjXPfOV6qSABSoWo9Xq9UCikglUHk8T5zp0708g5eE4LAmRnKlZb+0wb5TEyoGaGe3qKNTK3hsrlYk/P0NAQmbfslmGQiSVL1quoYfTt4F+2rGDwCtSo3OB16V/2RN4VP81fQ+WaWVt2wZvKDtVTQcJJRPstWxWLqmviXV02OmbXdlkshgTTQlZ+CUrFmlZF52XI3anJrgKoNmv0L+RMVGySSM51UJwQ6TCujNd/51ISnH/99Vfn7dESCLRDgFxJVpU2lulStcAsU2agym9SaqCbq9WCw3CtV6vCLjULgoJmplJz+gCWdITdK+uYpXqpRHdlPfaD988bsRIreBBRfShqDrKitYuOMr2FLNWC4I4xxUrVUqEwKIWsEuvyqcazMMOFmC5ZWtj61MTsWxrxJpHmEEVv7afXMiUHRUpt6rTYZeCTok0+LVOlc3vHD3HVsot793rHJwszFW6s1Rb7xT3zaswuGsIuNQtUZrZtpU9GYhqz+41RbrsyOsb8ojA0WR26uLOxd3zcIip/DJb2MQK9O0YH5xbqTYh4vkeYFcnJ8stOxy1LY3F+boIbjtSGeqIm/SOj83vIXGyUFw3paxa0JM8u45OJb+vUztdgf47fyE9XTRztFVpApGD0FBU3gyFA3n0x+1QhWHvUBgIWAh0ujcrvKs0Ps4/diiE+6c2rMWv0cT2oCuxHgUxLro7kJXQUXbl+YfHyOqaB13Z8hDLyIuJuSvpuzNjH7Eb3Jei4ZdFsbREbyu0YNfbP1up9O3bYqEhTdGBizJKNVWjVaVvpRAVviOww+iSFas0QqC3K6asKzprKIeXyZjVFtYMmGKFMINChMhUG3XBuf78fXUpIUf2BiSluzDLbckZoVssCM5SF2gZWajI30NfrImKUi3aFJuk0i6hLOpwhmyy9fQOSO+KvVhMvAOrOmNizmGu2yok40vluGsY3SQkkjFplpjCSc3PeBCIbjJmYfvEK0VaXNspT9CI2L1+LLjpoEi8I6D08BNr5TE1vqexRM9roiTPOL3yd3BuqCsL0JPUiKPEmiqjt12CJXJJmbWVLKk+ppR0Fzx5EpDNV0CBPpyRmkTVLgiPL42OXRVFWHDHTmkLwpn3LfiqTmpFSPXh1qvXj4NySzca56Rvm7Dsg0mGMxmOVWZ+py7uvjbtwmpdKJflFw0eKD78abMuzLmamqOJoYpuoooXtI8mapWrmWFNIzTdr6ltOf+0vgOhKovo04t+D9r8+22PJtdad9SdlxRUcf0oyamH7k9b/AEzFZGPJJnHQtUHRTPKOe9F9pixNFF1Nl0a16MQVeuqYofYNVUCmfdWWNZrRiVKWZYoQefOsKlOnLnUF/bQ4qxkqdAcwzZChiFZ6N7GFWz2Dq47QpStwaoY3XeFHV00ZNbXCp87wr3hJSK2u3tQi8qosDLNoyWPJ6QjPmnFXFYH1ivqaVoPNgol8Jnejww4CUB6WcK1ijCR6sXkA6z1LsgQQe0VXdUZKPYN+HqFCRwAzPy32XCjvv6OJi6zhDK6SX0kMBDl9bCPiiGHaorj2obNqUvi0MMkjvcSY3HzXoiEnwxhgdSjgarqrKI5AQYIGf2TjzSM8awsdK7405il6vc8Y6+lR+1SyOu868ZmKtZaVEV8+pDCAqxVpHCjE7hU1D0Lfg07ksgThF3W7h4BXpNRfSNPiSehNMYVaaAofZPmykIqhRUndMUxnFNfkw1nTXB6j+GzWUAdXWqZeeDt5c4Vn3aFjF/P1hTmHa6x7Ixsf5U6UKb3z6IpMlfKXLL+Wu83dg07kssQ31OhZQ8CtS91BPx511EOF+oeYDGCSAUb5F5T/0t2kaSzRYsacltMjGoNeMUwtitusJpmScybPKnyqhX8bHnFasjY5ufwIxZTl9pT6gli+6OTNKzzr0t7OfdSN8p55WlVJGjXjc7Bzn2k3PBCgmTwEsugzdUdKbZEiZXw5Q1Ja3NEZf+J6QtvfYkU47ZFS1pEZkdFdiCpY5I5hmirIHsW1QrD2yK07fKqFf0vmrhWP7swQmxREm4laIEsL/OrdapFdzq31zMTFCt4mb4ovgyPdZ+oj0UnG3yYQrw0C6U10cuzYsb1794aZ74oMUVq1vNwvJEy57CCwffv2AwcOCHn8fuYzx5DaoJ4dKCAJEAACQCAcBHwpU3ofDxtJzxQXDh6gAgSaIhBWIBQQZxMBX8qUxeIyswwqm+MIqSJAIKxAaASsoosYEPClTGkNnTtiFwOz6BIIAAEgkFQEfClTskwdm8+TKg74AgJAAAjEg0BbZcp2MvATjeLhD70CASAABFKBQFtlSnvBlkYqiOSnYjTBJBAAArEh0FaZMs7gM41tfNAxEAACKUHAlzKFzzQlowk2gQAQiA0BX8qULFN5SklsfKJjIAAEgECiEfClTNkJUMYw/KaJHkkwBwSAQKwI+FKmxCFbr4yIfqxDhc6BABBIMgJ+lWmSZQBvQAAIAIHYEYAyjX0IwAAQAAJZQADKNAujCBk6QEBPhKaV2S4VeaSDKmr3OugITVYIAlCmK2SgIaYTAT0MoJXZLhWZsFQVtXvAEQg0QwDKFHMDCAABIBACAlCmIYAIEkAACAABKFPMASAABIBACAhAmYYAIkgAASAABKBMMQeAgE8EWMy//VFoFPoPeFparSiXD/jkA9WSiUB7ZRpgBUkyRQRXQKADBGq1mrNVflo76tmbpDi+NOBewfz05EIO+rSDQUpWk/bKNMAKkmSJBm6AQKcIsCMkK8EbN8pjC5OdHARNf2STC2PlRvAu0SI5CLRXpsnhFZwAgRARYCvx+cU/ysUnPF1kIZJOnJgzZob5I3s13r+o6zYla1MTAx0fPJkfGZiYchnDIcoLUt1GAMq02wiDfiIRoGOb94/Wl5aWqoWZPeVGrTJTqPJfc/tnDcqSVjDY72nDXo2JMjNMx/gs1UvG/lm7JdlYnB/sz3UsLVKwdwxdQhpCmSZkIMBGpAiQ4itMjvdSn/SFTR/m9H/u6CSNpvPhrMaeFaoBXaKRCobO4kMAyjQ+7NFzrAg4Ti8X3+45+r63XzjkPNZRSlPn/pRprSx946qQJhnBKxBwItDbNzBnuigbFLgvD+3pZx/9jnC9o1rrABGrvFDvGGscDtQxdAlp6EuZ1haNHeyLyFCFZXGvXPo+Fu0tqyM0BgLNEGDLnOYpxETX2GIuz3RrTlimVCjW2Ek9wxRjyunVjFkRmBoql4tmRZ1+fldpvqJiSAHXFNYq86VdOFA91TOW3sZ0bd26VRS8rmqpxF7a5J03C83rtn9SLxUkufZ1USMBCNTr9UKhkABGArPQaDSi5pxZtjySFeyiZoP4qwiGWTJqb9u2TTHiwzJtGH3CLjULyrLki0PMX+x1LZeaFGVhaEgsPqF6cuUJVZo1+heYDSDXlljNaUUKVec09XUqqX5VgflIEaBpTf39xS8qXHHFFWvWrBEc6H96XeSJkvXV+/cE3gFFC/07WZ7aRUFAugME2lqm9WpV2KWyoF6i3L0k15PIt7H+TLxp5RITVdLe3PTI1tyye81G9C/e17G/gNNlmX7wwQf333//ww8//NRTTz3//PPDw8O//PKLjuHf/IodVTCQDQQCWaaN2UVD2KWi0Jjdb4xyS7V3fLJg+It1MptzeEaqenMtXn6alvhJFxNbIF3p40tV6GqyTqWDVwWaLB+Byy+/fO3atcunEw2Fn376iXxW5XKZZjkpzZtvvvmJJ5546KGHnn766TfeeOPLL788e/bsqlU+PsiiYRe9ZAiBHvFlRDPv4MGDHnI1yuX6+Dj5xc0C6cXcwqRYlCc2Ih8arxd7aB0z3TJv9KoCfbCTFiX78lDfFKu0a1E0EfEs0c5g/9DHkfatI5rRxVqaOjZDsEckCg0uKZRPP/30/PnzHXRJzckb88MPP7z11lvPPvvsxYsX6WcHdKJs8t57723evHnnzp2qU/rkJ+P6+PHjn332GXlRSYT169dff/31g4ODd9999w033KBcAaKJsJioIJxWUTKPvlKHwPbt2w8cOCDYbqNMXbqUa1C2d4RUnK4xWyhTWnPC9KHUnDlLGcs7eV2neqvk1EGcHIafeeaZX3/99ZprrhEKIuhFrciOI8tUeCETfgnd98ADD5A+baYH6av/yJEj33///dGjR0+cOEH1N23atHHjxv/g14YNG6BAEz7KiWJPV6byPdwkml8vlURkUhXED7lLhDtMWyTSoXc/F3ywVJVNmAtUNeD+UPMX/RBFIsq8qdbVQXA0G+6YUKQYGxujL99QSGWACNnpFy5cUIKQwU769KOPPtq7d+/jjz/+6KOPjo6O0uvn9ddf/+STTxzO1gyIDxFCR0D3mbb7zE/UWwDMBEegWCzu2rWrt1e6owMREJ/5qonjZyBSkVVWX+iePermudsC/fPPP7/99lt69xw+fJicG999993q1atvueWW3bt3k+M4MhHQUYoQ0C1TeOJTNHBRs+pQN6n4/m3t6BRPm9URbwv1VMhLxmzUuKO/dCIAyzSd4+aba1q1/sILL1x77bW+W2StYguDmh6RHfr111+TKfrNN9+QX5hU56233nrHHXfQ/8mFCoM0a7MhbHkCBKDC7hr0okaA/IAUVKEAVGcdUwSfPnUpBkWuRqKQcOOUuCVWaZHpnXfeSdyquLy+ForCcbRAigJQX3311Y8//kjakz7kr7vuunvvvfeee+4hrDoDCq1WJgJQpitl3Emb0GIgsR6oM5mpIS0qevPNNycnJ0nvdEyns96DtiL23n333bvuuktfGkWeUEKAtOfnn39OLlHCZN26daQ9KTy6ZcsWWhpFP4N2hPpAQCDQgTIV6z4pro5UjmmaRaGEjE6ePEmOgldeeSUVkk9PT9PXOhmnX3zxxaFDh06fPn3u3Dlhft5+++1kfuZyucsuu0yXpXVUKhVSg8m4EAgYgGIni/k4SiwuadBvcwRCMSR///33ztb8Rz8ypBZvuummjz/++Mknn6QFT7Q8llY+vfrqq++8886LL75Ii5/IaHVoUuG7aBGVil4K9JhSBNpF8zs8WSylaIDtdCNAFmg+n3/77bdpoejLL79M2vO222676qqryJdKPl/E5dM9uonnvrUy1U4Wm+Wi2I4Sox8iVRRLkmNPJSXTPhVrZv4n82Qy8xQyPaepnYCsobJJ8cxTQ2VK38vMB/nUllaK/yjWnPmndK74KWlmCitJSlkjelKrhpYFC2dFJn76OhgUsTKyPS+99FJ69NtvvwmbmoZaPEqbQOA3VQiIiGfzfKZmBie1PYntWVLblWTeJ3nP3A/F9ixZGRq1xFG2fKjqvrsgmLJ1rbZLsYJHWqlqlTqV9838U9WCTDol0085U1i5k1oRBXuT0HdMpI9gurJG6fjGkM80fcMLjpeFQKCsUfqbQT9KjBI3chXFk4N7pJLq3TFq8HMhGovGoMg/7s7Tz5JFUbooniRFXOKO6xjdwdI+lu6EiA6ykyE80krljUoPC5Jp+afoNDSRPp3dlwdKSPoqhRXv1Epq5dUkVe9GMAsEgEBMCIT24aNOvzHPd2QZ+ijDXmPWGNk3Or+HvtMXVY49U1ix7X6kYilPcac6MDEmT51y4SIy+DmPP2uU98yX6tz0pOMo6Oxe0U7b1y/0tbyh7f4n9Urpqqx8AK4mMY0MugUCQCBVCISjTJnFyE4ftxmpRn6kMDM8ZuzIcyt1eKGvyQk3juN1BX4DfR67yckCnqMHZEk6jj+zTGOeZ3WA28R0wJlkiozPWo3rV3f+VVuSP68mqRpPMAsEgEBcCLTwmZ7548yZP76Q+Z7WGwb9N1gqUUYnVv5PmRFq/T//548z0lnK6wjLjrc9I5JNsfKHL4ojbsR9Z64p6WS1MLDlmdLyUlkOTSdezCI1c1QxC5WnQtUzVFmJq8ySSaJVUqtl+VOy0Rg+02yMI6ToBgK6z7RVCr7D/3f4H//9D6H+qBBWmcgGkwqnjQXDK+TaUKYhAwpyGUIgQAq+Iz8d+df//otMuH//17/p/6GUt9ywJZgZrpJQB2uG2uEgQDHxqakp2lkUDrkIqRw7dowSlaaR8whBQlfLQsB/cmj2BiFDUtmSYZWDvJnMWBGO1guCWoh1YZmGCCZIZQyBYEujyJBUtmRY5SDvAloGxS8cBRUENdQFAkAgYgTCieZHzDS6AwJAAAgkDQEo06SNCPgBAkAglQj4U6a1slwFrwqpFBZMAwEgAAS6hYAvZar2gbo3hHaLL9AFAkAACKQKAT/KFLo0VUMKZoEAEIgDAR/KtGH07eBbO1nBkInstHQkztR3esY8vuleq8C31Nvy6TkfysR4nnWspHqO9Hpyq75qSztHVY4/VtX+nN9h8qikfA2Z0k/n1iOpn+2x6GyoWDQz+1mCykQtir5eR+8VWQHjmPLoEwh0CYEW20nFo3q1yjeCqoJKZMc3i7ZNc+eowDd92vLpqYR6KiOeuw67Y2YgqRZYyUa2UGDbVuVOKcaWzLnHKYp8gWaX9uWqrqR8jobOpH4cCJnhT88QKDgScrEasmixbSUNTF1WQKwzzdjSSIgTIgKB1pk2ZhcNYZeaBaXVe8fH823T3HlUcOTTk/SsPHjshqOOTEHFntQW+yntn52sMTJuJVEhtnKL84VJlrOPJeujBaqUL3CfMdbTk5uY83on2VLw2Rqy2lpSP88XGiVH4XUorZ+ZnSW/q2Tsn22wVCuiSa0yI4xhZAXsklEAskAgbgTafeZTBj2R7EkVXBy3TXPXIqmdyKfHFZYtD57eiahD+ml+mKXTrxjC6eBOr2fjzJkeqr4wZ+VC0Ws6u3bllbIn9fMeMGmZej3kGVQrBku94s02sgLG/UeA/oFAGAi0UaZtdWnbNHfNk9rJfHpcClsePE0urQ43Todz+/u5Lm2dK4+ezvEsfOwtwJLv8XSnu/KkUV2gOVPw2Rvy6iqpH9EpuvKskrXJa/GMg9IfW18wRhmf5vat6RHRb1u43GggK2AY8xw0gED3EWjpMxUp9Ji/1CqoPHem40FlyNNT2VkJ72x58LQfmudUqFPPHHk2Fyf1pFm5Wr/MU+nYw689ZVkDmR1r1jBpWDn7mnCr3ZantpRMj69qWyhogKic0xqbHD2tTku4zPFOUlZA+ExDdLGBVMYQ8JuCryti+8mn16yOCD3hihYBKNNo8UZvaUIgUACq+7ax7x5qFWOkSbJ+3zRQEQgAASDQFQTaBaBC7rRWpIA6nXJnnvjsRd6jjlgGWhlR5+6FzBbIAQEgAASWiUDEytRPPj2POuIWVOkyBxvNgQAQ6B4CESvT7gkCykAACACBOBGAMo0TffQNBIBAZhCAMs3MUEIQIAAE4kQAyjRO9NE3EAACmUEAyjQzQwlBgAAQiBMBKNM40UffQAAIZAYBKNPMDCUEAQJAIE4EoEzjRB99AwEgkBkEoEwzM5QQBAgAgTgRgDKNE330DQSAQGYQgDLNzFBCECAABOJEAMo0TvTRNxAAAplBAMo0M0MJQYAAEIgTASjTONFH30AACGQGASjTzAwlBAECQCBOBKBM40QffQMBIJAZBKBMMzOUEAQIAIE4EZDKdO3atXFygb4TjMDVV1+9evXqBDMI1oBAIhDooeNAiJFNmzY999xzf//9dyKYAhOJQWDVqlUnT548evTo+++/T1OFftJhXInhrg0jx44d27t37/T0dFoYBp+pQ2D79u0HDhwQbEtlOjU1tWHDBvabX6kTCQx3AwHxoqWLCo899hh9vkCZdgNn0EwvAh7KNL3CgPNoELh48SKp1HR978MyjWZurORedGWKANRKngkBZCebNF2aNIBsqAoEwkAAyjQMFEEDCACBFY8AlOmKnwLZBYBcE+vWrcuufJAsfgTWrFmjmJABqPiZAgdAIGwETp06dd999914440UU1XBtLA7Ab2ViwA5vg4fPnz69GkBASbZyp0KkBwIAIEQEcBnfohgghQQAAIrFwEo05U79pAcCACBEBH4f92HxZ/yoMF3AAAAAElFTkSuQmCC)

Рисунок 6.1 – общая схема

Исключение генерируется оператором throw <выражение>, где <выражение> - либо константа, либо переменная некоторого типа, либо выражение некоторого типа.

Тип объекта-исключения может быть как встроенным, так и определяемым пользователем. Для представления исключений часто используют пустой класс:

class ZeroDevide{};

class NegativeArg{};

Генерация исключения будет выглядеть:

throw ZeroDevide();//вызывается конструктор без параметров

или

throw new ZeroDevide();

Исключение надо перехватить и обработать. Для проверки возникновения исключения используется контролируемый блок try{}, с которым связана одна или несколько секций-ловушек catch. Все переменные, объявленные в этом блоке, являются локальными для этого блока.

Форма записи секции-ловушки следующая:

catch( спецификация исключения ), где спецификация исключения может иметь три формы:

(тип имя)

(тип)

(…)

Тип – это встроенный тип или тип, определенный программистом.

Формы 1 и 2 обрабатывают конкретные исключения, а форма 3 перехватывает все исключения, такую ловушку надо помещать последней, тогда она будет обрабатывать все исключения, которые еще не были обработаны.

Форма 1 означает, что объект передается в блок обработки, чтобы его каким-то образом там использовать, например, для вывода информации в сообщении об ошибке. Примеры:

catch( exception e) // по значению catch( exception &e) // по ссылке

catch( const exception &e) // по константной ссылке catch( exception \*e) //по указателю

Лучше всего передавать объект по ссылке, т. к. при этом не создается временный объект-исключение.

Для каждой функции, метода, конструктора или деструктора можно в заголовке указать спецификацию исключений. Если в заголовке спецификация исключений не указана, считается, что функция может порождать любое исключение, если указана, то считается, что функция генерирует те исключения, которые явно указаны в этом списке.

Примеры:

void f1()throw(int,double);

void f2()throw(ZeroDivide);

Если спецификация имеет вид:

void f()throw();

то считается, что функция исключений не генерирует.

Наличие спецификаций исключения не является ограничением при реальной генерации исключений. Но если функция генерирует неспецифицированное исключение, то запускается стандартная функция unexpected(), которая вызывает функцию terminate(), что приводит к аварийному завершению программы.

При отсутствии подходящей секции-ловушки осуществляется вызов стандартной функции завершения terminate(). Эта функция вызывается из функции unexpected() при нарушении спецификации завершения.

Обе функции можно подменить собственными реализациями. Для этого необходимо

1. Подключить заголовок #include <expection>

2. Определить собственную функцию с прототипом void F() для подмены стандартной функции terminate().

3. Указать имя этой функции в вызове функции set\_terminate(F);

После этого вместо terminate() будет вызываться наша функция F(). Такая функция не должна возвращать управление оператором return или генерировать исключение throw(),она может только завершить программу функцией exit() или abort(). Аналогично реализуется подмена стандартной функции unexpected():

set\_ unexpected(F);

Функция может сгенерировать неспецифицированное исключение, в этом случае, если в спецификации исключений не указано исключение bad\_exception, вызывается функция terminate(), в противном случае сгенерированное исключение подменяется на bad\_exception и начинается поиск его обработчика.

**Стандартные исключения**

В составе стандартной библиотеки С++ реализован ряд стандартных исключений, которые организованы в иерархию классов.

Эта иерархия может служить основой для создания собственных классов исключений и иерархии исключений. Можно определять собственные исключения, унаследовав их от класса exception.

Класс exception определен в стандартной библиотеке следующим образом:

class exception

{

public:

exception () throw();//конструктор без параметров

exception (const exception&) throw();//конструктор копирования exception& operator= (const exception&) throw();//оператор = virtual ~exception() throw();//деструктор

virtual const char\*what() const throw();//генерирует сообщение об ошибке

};

Все конструкторы и методы имеют спецификацию, запрещающую генерацию исключений.

Предполагается, что исключения типа

logic\_error - ошибки в логике программы, например, невыполнение какого-либо условия;

runtime\_error – ошибки возникают в результате непредвиденных обстоятельств при выполнении программы, например, переполнение при операциях с дробными числами;

Эти исключения программа должна генерировать самостоятельно оператором throw. Пять стандартных исключений порождают различные механизмы С++.

bad\_alloc генерирует операция new, если не может быть выделена память

bad\_cast и bad\_typied генерируются при динамической идентификации типов (RTTI)

ios\_base::failure генерируется системой ввода/вывода.

bad\_exception генерируется, если спецификация исключений содержит

bad\_exception.

**Создание собственной иерархии исключений**

Для создания собственной иерархии исключений надо объявить свой базовый класс-исключение, например:

class BaseException{};

Остальные классы будут наследниками этого класса, аналогично тому, как это сделано в иерархии стандартных исключений:

class Child\_Exception1:public BaseException{}; class Child\_Exception2:public BaseException{};

Класс BaseException можно унаследовать от стандартного класса exception class BaseException: public exception{};

Наследование от стандартных классов позволит использовать метод what для вывода сообщений об ошибках.

Иерархия классов-исключений позволяет вместо нескольких разных блоков-ловушек написать единственный блок с типом аргумента базового класса.

### Постановка задачи

1. Реализовать класс, перегрузить для него операции, указанные в варианте.

2. Определить исключительные ситуации.

3. Предусмотреть генерацию исключительных ситуаций.

### Варианты заданий

|  |  |  |
| --- | --- | --- |
| № | Задание | Вариант реализации |
| 1 | Класс-контейнер ВЕКТОР с элементами типа int.  Реализовать операции:  [] – доступа по индексу;  () – определение размера вектора;  + число – добавляет константу ко всем элементам вектора;  ++ - переход к следующему элементу (с помощью класса-итератора). | 1, 2 |
| 2 | Класс-контейнер ВЕКТОР с элементами типа int.  Реализовать операции:  []– доступа по индексу;  int() – определение размера вектора;  + вектор – сложение элементов векторов a[i]+b[i];  +n - переход вправо к элементу c номером n (с помощью класса-итератора). | 2, 3 |
| 3 | Класс-контейнер ВЕКТОР с элементами типа int.  Реализовать операции:  [] – доступа по индексу;  + вектор – сложение элементов векторов a[i]+b[i];  + число – добавляет константу ко всем элементам вектора;  -- - переход к предыдущему элементу (с помощью класса-итератора). | 3, 1 |
| 4 | Класс-контейнер ВЕКТОР с элементами типа int.  Реализовать операции:  [] – доступа по индексу;  () – определение размера вектора;  \* число – умножает все элементы вектора на число;  -n – переход влево к элементу с номером n (с помощью класса-итератора). | 1, 2 |
| 5 | Класс-контейнер ВЕКТОР с элементами типа int.  Реализовать операции:  [] – доступа по индексу;  int() – определение размера вектора;  \* вектор – умножение элементов векторов a[i]\*b[i];  +n – переход вправо к элементу с номером n (с помощью класса-итератора). | 2, 3 |
| 6 | Класс-контейнер ВЕКТОР с элементами типа int.  Реализовать операции:  [] – доступа по индексу;  int() – определение размера вектора;  / вектор – деление элементов векторов a[i]/b[i];  -n – переход влево к элементу с номером n (с помощью класса-итератора). | 3, 1 |
| 7 | Класс-контейнер ВЕКТОР с элементами типа int.  Реализовать операции:  [] – доступа по индексу;  - вектор – вычитание элементов векторов a[i]-b[i];  \* число – умножает на константу все элементам вектора;  ++ - переход к следующему элементу (с помощью класса-итератора). | 1, 2 |
| 8 | Класс-контейнер МНОЖЕСТВО с элементами типа int.  Реализовать операции:  [] – доступа по индексу;  () – определение размера множества;  + – объединение множеств;  ++ - переход к следующему элементу (с помощью класса-итератора). | 2, 3 |
| 9 | Класс-контейнер МНОЖЕСТВО с элементами типа int.  Реализовать операции:  [] – доступа по индексу;  int() – определение размера множества;  \* – пересечение множеств;  -- - переход к предыдущему элементу (с помощью класса-итератора). | 3, 1 |
| 10 | Класс-контейнер МНОЖЕСТВО с элементами типа int.  Реализовать операции:  [] – доступа по индексу;  == - проверка на равенство;  > число – принадлежность числа множеству;  -n - переход влево к элементу с номером n (с помощью класса-итератора). | 1, 2 |
| 11 | Класс-контейнер МНОЖЕСТВО с элементами типа int.  Реализовать операции:  [] – доступа по индексу;  != - проверка на неравенство;  < число – принадлежность числа множеству;  +n – переход вправо к элементу с номером n (с помощью класса-итератора). | 2, 3 |
| 12 | Класс-контейнер МНОЖЕСТВО с элементами типа int.  Реализовать операции:  [] – доступа по индексу;  () – определение размера множества;  - – разность множеств;  -- – переход к предыдущему элементу ( с помощью класса-итератора). | 1, 3 |
| 13 | Класс-контейнер МНОЖЕСТВО с элементами типа int.  Реализовать операции:  [] – доступа по индексу;  == - проверка на равенство;  < число – принадлежность числа множеству;  -n – переход влево к элементу с номером n (с помощью класса-итератора). | 1, 2 |
| 14 | Класс-контейнер МНОЖЕСТВО с элементами типа int.  Реализовать операции:  [] – доступа по индексу;  int() – определение размера множества;  + – объединение множеств;  -- - переход к предыдущему элементу (с помощью класса-итератора). | 2, 3 |
| 15 | Класс-контейнер СПИСОК с ключевыми значениями типа int.  Реализовать операции:  []– доступа по индексу;  int() – определение размера списка;  + список – сложение элементов списков a[i]+b[i];  -n - переход влево к элементу c номером n (с помощью класса-итератора). | 3, 1 |
| 16 | Класс-контейнер СПИСОК с ключевыми значениями типа int.  Реализовать операции:  [] – доступа по индексу;  () – определение размера вектора;  + число – добавляет константу ко всем элементам вектора;  ++ - переход к следующему элементу (с помощью класса-итератора). | 1, 2 |
| 17 | Класс-контейнер СПИСОК с ключевыми значениями типа int.  Реализовать операции:  [] – доступа по индексу;  + список – сложение элементов списков a[i]+b[i];  + число – добавляет константу ко всем элементам списка;  -- - переход к предыдущему элементу (с помощью класса-итератора). | 2, 3 |
| 18 | Класс-контейнер СПИСОК с ключевыми значениями типа int.  Реализовать операции:  [] – доступа по индексу;  () – определение размера списка;  \* число – умножает все элементы списка на число;  -n – переход влево к элементу с номером n (с помощью класса-итератора). | 3, 1 |
| 19 | Класс-контейнер СПИСОК с ключевыми значениями типа int.  Реализовать операции:  [] – доступа по индексу;  int() – определение размера списка;  \* список – умножение элементов списков a[i]\*b[i];  +n - переход вправо к элементу с номером n (с помощью класса-итератора). | 1, 2 |
| 20 | Класс-контейнер СПИСОК с ключевыми значениями типа int.  Реализовать операции:  [] – доступа по индексу;  \* список – перемножение элементов списков a[i]+b[i];  - число – вычитает константу из всех элементам списка;  -n - переход влево к элементу с номером n (с помощью класса-итератора). | 2, 3 |

Реализовать класс Вектор. Размер вектора ограничен значением MAX\_SIZE=30. Перегрузить для него операции:

* доступ по индексу([int i]),
* добавление элемента (+ int),
* удаление элемента из начала вектора (--).

Предусмотреть генерацию исключительных ситуаций.

Исключительные ситуации генерируются:

1 – в конструкторе с параметром при попытке создать вектор больше максимального размера; 2, 3 – в операции [] – при попытке обратиться к элементу с номером меньше 0 или больше текущего размера вектора; 4 – в операции + – при попытке добавить элемент с номером больше максимального размера; 5 – в операции – при попытке удалить элемент из пустого вектора.

**Варианты реализации заданий**:

1. Информация об исключительных ситуациях передается с помощью стандартного типа данных.

* Создать пустой проект.
* Добавить в него класс Vector.
* В файл Vector.h добавить описание класса Vector.
* В файл Vector.cpp добавить определение методов класса Vector.
* Добавить в проект файл lab9\_main.cpp. В файл записать функцию main(), создающую объекты класса Vector и позволяющую генерировать исключительные ситуации.
* Выполнить тестирование программы с генерацией различных исключительных ситуаций

2. Информация об исключительных ситуациях передается с помощью пользовательского класса.

* Создать пустой проект.
* Добавить в него файл error.h.
* В файл error.h добавить описание класса error.
* Добавить класс Vector. В файл Vector.h добавить описание класса Vector.
* В файл Vector.cpp добавить определение методов класса Vector:
* Добавить в проект файл lab9\_main.cpp. В файл записать функцию main(), создающую объекты класса Vector и позволяющую генерировать исключительные ситуации.
* Выполнить тестирование программы с генерацией различных исключительных ситуаций.

3. Информация об исключительных ситуациях передается с помощью иерархии пользовательских классов.

* Создать пустой проект.
* Добавить в него файл error.h.
* В файл error.h добавить описание иерархии пользовательских классов для определения исключительных ситуаций.
* Добавить класс Vector. В файл Vector.h добавить описание класса Vector.
* В файл Vector.cpp добавить определение методов класса Vector.
* Добавить в проект файл lab9\_main.cpp. В файл записать функцию main(), создающую объекты класса Vector и позволяющую генерировать исключительные ситуации.
* Выполнить тестирование программы с генерацией различных исключительных ситуаций.

### Содержание отчета

1. Постановка задачи (общая и для конкретного варианта)

2. Анализ задачи

* Определения функций для реализации поставленных задач
* Определение функции main()

3. Блок-схемы основных функций

4. Текст программы

5. Тесты

## Лабораторная работа № 7

## Контейнерные классы



### Цель работы:

1. Создание консольного приложения, состоящего из нескольких файлов в системе программирования Visual Studio.

2. Реализация класса-контейнера.

### Краткие теоретические сведения

**Абстрактные типы данных. Контейнеры**

АТД - тип данных, определяемый только через операции, которые могут выполняться над соответствующими объектами безотносительно к способу представления этих объектов.

АТД включает в себя абстракцию как через параметризацию, так и через спецификацию.

Абстракция через параметризацию может быть осуществлена так же, как и для процедур (функций); использованием параметров там, где это имеет смысл.

Абстракция через спецификацию достигается за счет того, что операции представляются как часть типа.

Для реализации АТД необходимо, во-первых, выбрать представление памяти для объектов и, во-вторых, реализовать операции в терминах выбранного представления.

Примером абстрактного типа данных является класс в языке С++.

реальных задачах требуется обрабатывать группы данных большого объема, поэтому в любом языке программирования существуют средства, позволяющие объединять данные в группы. В первую очередь это массивы. В С++ массивы – это очень простые конструкции. В ООП этого недостаточно для работы с группами однородных данных. Поэтому была выработана более общая концепция объединения однородных данных в группу – контейнер.

Контейнер – набор однотипных элементов. Встроенные массивы в С++ - частный случай контейнера.

Контейнер – это объект. Имя контейнера – это имя переменной. Контейнер, так же как и другие объекты, обладает временем жизни. Время жизни контейнера в общем случае не зависит от времени жизни его элементов. Элементами контейнера могут любые объекты, в том числе, и другие контейнеры.

Контейнеры могут быть фиксированного и переменного размера. В контейнере фиксированного размера число элементов постоянное, оно обычно задается при создании контейнера. Примером такого контейнера является массив. Для контейнера переменного размера количество элементов при объявлении обычно не задается. Элементы в таком контейнере добавляются и удаляются во время работы программы. Примером является список.

Если элементы контейнера не упорядочены, то добавление и удаление элементов обычно выполняется в начале и в конце контейнера. Способ вставки и удаления определяет вид контейнера. Если вставка и удаление осуществляется на одном конце, то такой контейнер называется стеком (Last In First Out – последним пришел, первым ушел). Если элементы добавляются на одном конце контейнера, а удаляются на другом, то такой контейнер называется очередью (First In First Out – первым пришел, последним ушел). Можно выполнять вставку и удаление на обоих концах контейнера, тогда такой контейнер будет называться двусторонней очередью (deque – double ended queue).

Если контейнер каким-то образом упорядочен, то операция вставки работает в соответствии с порядком элементов в контейнере. Операция удаления может выполняться по-разному: в начале, в конце или удаление заданного элемента.

**Операции контейнера**

Среди всех операций контейнера можно выделить несколько типовых групп:

* Операции доступа к элементам, которые обеспечивают и операцию замены значений элементов;
* Операции добавления и удаления элементов или групп элементов;
* Операции поиска элементов и групп элементов;
* Операции объединения контейнеров;
* Специальные операции, которые зависят от вида контейнера.

*Доступ к элементам*. Доступ к элементам контейнера бывает: последовательный, прямой и ассоциативный.

Прямой доступ – это доступ по индексу. Например, a[10] – требуется найти элемент контейнера с номером 10. В С++ нумерацию элементов контейнера принято начинать с нуля.

Ассоциативный доступ также выполняется по индексу, но индексом будет являться не номер элемента, а его содержимое. Пусть имеется контейнер –словарь, в котором хранится информация, состоящая, как минимум из двух полей: слово и его перевод. Индексом может служить слово, например, a[“word”]. С этим словом будет связано слово-перевод. Поле, с содержимым которого ассоциируется элемент контейнера, называется ключом или полем доступа. Элемент, с которым ассоциируется ключ, называется значением. Контейнер, который представляет ассоциативный доступ, состоит из пар «ключ-значение». Ассоциативный контейнер каким-то образом должен быть упорядочен по ключу. Например, в словаре упорядочение выполняется по алфавиту.

При последовательном доступе осуществляется перемещение от элемента к элементу контейнера. Операции последовательного доступа включают следующие действия:

* Перейти к первому элементу;
* Перейти к последнему элементу;
* Перейти к следующему элементу;
* Перейти к предыдущему элементу;
* Перейти на n элементов вперед;
* Перейти на n элементов назад;
* Получить текущий элемент.

Если контейнером является массив, то мы можем осуществлять последовательный доступ к его элементам с помощью указателя. И все перечисленные операции можно реализовать, используя указатели. В более общем случае, объект, который перебирает элементы контейнера, называется итератором. Итератор – это объект, который обеспечивает последовательный доступ к элементам контейнера. Итератор может быть реализован как часть класса-контейнера в виде набора методов: v.first() перейти к первому элементу v.last() перейти к последнему элементу v.next() перейти к следующему элементу v.prev() перейти к предыдущему элементу v.skip(n) перейти на n элементов вперед v.skip(-n) перейти на n элементов назад v.current() получить текущий элемент.

Итератор можно реализовать как класс, представляющий такой же набор операций.

С++ итератор реализуется как класс, который имеет такой же интерфейс, как и указатель для совместимости с массивами.

Если объект-итератор имеет имя iterv, то операции могут быть представлены следующим образом:

iterv=v.first() перейти к первому элементу

iterv=v.last() перейти к последнему элементу

iterv++ перейти к следующему элементу

iterv-- перейти к предыдущему элементу

iterv+=n перейти на n элементов вперед

v.skip-=n перейти на n элементов назад

\*iterv получить текущий элемент

При наличии последовательного доступа с помощью итератора обычными операциями являются операции.

Вставки элемента перед текущим элементом (после текущего);

Изменение значения текущего элемента;

Удаление текущего элемента;

Поиск элемента с заданным значением (возвращает итератор на текущий элемент).

*Операции объединения контейнеров*. Наиболее часто используется операция объединения двух контейнеров с получением нового контейнера. Она может быть реализована в разных вариантах:

Простое сцепление двух контейнеров: в новый контейнер попадают сначала элементы первого контейнера, потом второго, операция не коммутативна.

Объединение упорядоченных контейнеров, новый контейнер тоже будет упорядочен, операция коммутативна.

Объединение контейнеров как объединение множеств, в новый контейнер попадают только те элементы, которые есть хотя бы в одном контейнере, операция коммутативна.

Объединение контейнеров как пересечение множеств, в новый контейнер попадают только те элементы, которые есть в обоих контейнерах, операция коммутативна.

Для контейнеров-множеств может быть еще реализована операция вычитания, в контейнер попадают только те элементы первого контейнера, которых нет во втором, операция не коммутативна.

Извлечение части элементов из контейнера и создание нового контейнера. Эта операция может быть выполнена с помощью конструктора, а часть контейнера задается двумя итераторами.

### Постановка задачи

1. Определить класс-контейнер.

2. Реализовать конструкторы, деструктор, операции ввода-вывода, операцию присваивания.

3. Перегрузить операции, указанные в варианте.

4. Реализовать класс-итератор. Реализовать с его помощью операции последовательного доступа.

5. Написать тестирующую программу, иллюстрирующую выполнение операций.

### Варианты заданий

|  |  |
| --- | --- |
| №  варианта | Задание |
| 1 | Класс-контейнер ВЕКТОР с элементами типа int.  Реализовать операции:  [] – доступа по индексу;  () – определение размера вектора;  + число – добавляет константу ко всем элементам вектора;  ++ - переход к следующему элементу (с помощью класса-итератора). |
| 2 | Класс-контейнер ВЕКТОР с элементами типа int.  Реализовать операции:  []– доступа по индексу;  int() – определение размера вектора;  + вектор – сложение элементов векторов a[i]+b[i];  +n - переход вправо к элементу c номером n (с помощью класса-итератора). |
| 3 | Класс-контейнер ВЕКТОР с элементами типа int.  Реализовать операции:  [] – доступа по индексу;  + вектор – сложение элементов векторов a[i]+b[i];  + число – добавляет константу ко всем элементам вектора;  -- - переход к предыдущему элементу (с помощью класса-итератора). |
| 4 | Класс-контейнер ВЕКТОР с элементами типа int.  Реализовать операции:  [] – доступа по индексу;  () – определение размера вектора;  \* число – умножает все элементы вектора на число;  -n – переход влево к элементу с номером n (с помощью класса-итератора). |
| 5 | Класс-контейнер ВЕКТОР с элементами типа int.  Реализовать операции:  [] – доступа по индексу;  int() – определение размера вектора;  \* вектор – умножение элементов векторов a[i]\*b[i];  +n – переход вправо к элементу с номером n (с помощью класса-итератора). |
| 6 | Класс-контейнер ВЕКТОР с элементами типа int.  Реализовать операции:  [] – доступа по индексу;  int() – определение размера вектора;  / вектор – деление элементов векторов a[i]/b[i];  -n – переход влево к элементу с номером n (с помощью класса-итератора). |
| 7 | Класс-контейнер ВЕКТОР с элементами типа int.  Реализовать операции:  [] – доступа по индексу;  - вектор – вычитание элементов векторов a[i]-b[i];  \* число – умножает на константу все элементам вектора;  ++ - переход к следующему элементу (с помощью класса-итератора). |
| 8 | Класс-контейнер МНОЖЕСТВО с элементами типа int.  Реализовать операции:  [] – доступа по индексу;  () – определение размера множества;  + – объединение множеств;  ++ - переход к следующему элементу (с помощью класса-итератора). |
| 9 | Класс-контейнер МНОЖЕСТВО с элементами типа int.  Реализовать операции:  [] – доступа по индексу;  int() – определение размера множества;  \* – пересечение множеств;  -- - переход к предыдущему элементу (с помощью класса-итератора). |
| 10 | Класс-контейнер МНОЖЕСТВО с элементами типа int.  Реализовать операции:  [] – доступа по индексу;  == - проверка на равенство;  > число – принадлежность числа множеству;  -n - переход влево к элементу с номером n (с помощью класса-итератора). |
| 11 | Класс-контейнер МНОЖЕСТВО с элементами типа int.  Реализовать операции:  [] – доступа по индексу;  != - проверка на неравенство;  < число – принадлежность числа множеству;  +n – переход вправо к элементу с номером n (с помощью класса-итератора). |
| 12 | Класс-контейнер МНОЖЕСТВО с элементами типа int.  Реализовать операции:  [] – доступа по индексу;  () – определение размера множества;  - – разность множеств;  -- – переход к предыдущему элементу ( с помощью класса-итератора). |
| 13 | Класс-контейнер МНОЖЕСТВО с элементами типа int.  Реализовать операции:  [] – доступа по индексу;  == - проверка на равенство;  < число – принадлежность числа множеству;  -n – переход влево к элементу с номером n (с помощью класса-итератора). |
| 14 | Класс-контейнер МНОЖЕСТВО с элементами типа int.  Реализовать операции:  [] – доступа по индексу;  int() – определение размера множества;  + – объединение множеств;  -- - переход к предыдущему элементу (с помощью класса-итератора). |
| 15 | Класс-контейнер СПИСОК с ключевыми значениями типа int.  Реализовать операции:  []– доступа по индексу;  int() – определение размера списка;  + список – сложение элементов списков a[i]+b[i];  -n - переход влево к элементу c номером n (с помощью класса-итератора). |
| 16 | Класс-контейнер СПИСОК с ключевыми значениями типа int.  Реализовать операции:  [] – доступа по индексу;  () – определение размера вектора;  + число – добавляет константу ко всем элементам вектора;  ++ - переход к следующему элементу (с помощью класса-итератора). |
| 17 | Класс-контейнер СПИСОК с ключевыми значениями типа int.  Реализовать операции:  [] – доступа по индексу;  + список – сложение элементов списков a[i]+b[i];  + число – добавляет константу ко всем элементам списка;  -- - переход к предыдущему элементу (с помощью класса-итератора). |
| 18 | Класс-контейнер СПИСОК с ключевыми значениями типа int.  Реализовать операции:  [] – доступа по индексу;  () – определение размера списка;  \* число – умножает все элементы списка на число;  -n – переход влево к элементу с номером n (с помощью класса-итератора). |
| 19 | Класс-контейнер СПИСОК с ключевыми значениями типа int.  Реализовать операции:  [] – доступа по индексу;  int() – определение размера списка;  \* список – умножение элементов списков a[i]\*b[i];  +n - переход вправо к элементу с номером n (с помощью класса-итератора). |
| 20 | Класс-контейнер СПИСОК с ключевыми значениями типа int.  Реализовать операции:  [] – доступа по индексу;  \* список – перемножение элементов списков a[i]+b[i];  - число – вычитает константу из всех элементам списка;  -n - переход влево к элементу с номером n (с помощью класса-итератора). |

### Содержание отчета

1. Постановка задачи (общая и конкретного варианта)

2. Анализ задачи

* Описание класса-контейнера
* Определение компонентных функций
* Описание класса-итератора и его компонентных функций
* Функция main()
* Объяснение результатов работы программы

3. Блок-схемы создания контейнера и реализации операций

4. Текст программы

5. Тесты

## Лабораторная работа № 8

## Базы данных



### Цель работы:

Написать приложение для работы с простой базой данных, хранящей информацию об объекте на внешнем носителе. Приложение должно выполнять следующие функции:

1. Создание базы данных, содержащей записи указанного формата.

2. Просмотр базы данных.

3. Удаление элементов из базы данных (по ключу/ по номеру).

4. Корректировка элементов в базе данных (по ключу / по номеру).

5. Добавление элементов в базу данных (в начало / в конец/ с заданным номером).

6. Выполнение задания, указанного в варианте.

### Постановка задачи

Написать приложение для работы с простой базой данных, хранящей информацию об объекте на внешнем носителе. Приложение должно выполнять следующие функции:

1. Создание базы данных, содержащей записи указанного формата.

2. Просмотр базы данных.

3. Удаление элементов из базы данных (по ключу/ по номеру).

4. Корректировка элементов в базе данных (по ключу / по номеру).

5. Добавление элементов в базу данных (в начало / в конец/ с заданным номером).

6. Выполнение задания, указанного в варианте.

### Варианты заданий

|  |  |
| --- | --- |
| № варианта | Задание |
| 1 | В типизированном файле хранится информация о средней температуре за месяц. Программа должна:  • Добавлять, удалять, корректировать, позволять просматривать записи файла.  • Определять: дни, в которые температура поднималась выше средней за месяц;  • Самый длинный отрезок между днями с отрицательной температурой. |
| 2 | Типизированный файл содержит данные о ежемесячных доходах подразделений фирмы «Феникс» за пять лет. Программа должна  • Добавлять, удалять, корректировать, позволять просматривать записи файла.  • Определять: для каждого подразделения самые прибыльные годы;  • Наиболее длинный период каждого подразделения с доходом ниже среднего по всей фирме. |
| 3 | Списки студентов нескольких групп 1 курса хранятся в отдельных файлах – один файл на одну группу. Программа должна  • Добавлять, удалять, корректировать, позволять просматривать записи файлов.  • Создавать новый файл, в котором будет храниться общий список студентов 1 курса, отсортированный по алфавиту.  • Создавать новый файл, в котором будет храниться общий список студентов 1 курса, отсортированный по убыванию номеров групп. |
| 4 | Типизированный файл, имеет следующую структуру: Автор, Название, Год издания, Издательство. Программа должна  • Добавлять, удалять, корректировать, позволять просматривать записи файла.  • Выдавать по запросу пользователя: список литературы, указанного пользователем автора;  • Список литературы, изданной в указанный пользователем период. |
| 5 | Типизированный файл содержит данные о клиентах банка, получивших кредит (ФИО клиента, сумма кредита, вид кредита, срок, на который выдан кредит). Клиент может взять несколько кредитов. Программа должна  • Добавлять, удалять, корректировать, позволять просматривать записи файлов.  • Выполнять: вывод списка клиентов, получивших указанный пользователем вид кредита;  • Определение клиентов, взявших самый большой суммарный кредит. |
| 6 | В типизированном файле хранится информация о средней температуре за месяц. Программа должна  • Добавлять, удалять, корректировать, позволять просматривать записи файла.  • Определять: среднюю температуру каждой недели;  • Самые тёплые и самые холодные дни; |
| 7 | Типизированный файл содержит данные о ежемесячных доходах подразделений фирмы «Феникс» за пять лет. Программа должна  • Добавлять, удалять, корректировать, позволять просматривать записи файла.  • Определять: для каждого подразделения самые прибыльные годы;  • Наиболее длинный период каждого подразделения с доходом ниже среднего по всей фирме. |
| 8 | Списки студентов нескольких групп 1 курса хранятся в отдельных файлах – один файл на одну группу. Программа должна  • Добавлять, удалять, корректировать, позволять просматривать записи файлов.  • Создавать новый файл, в котором будет храниться общий список студентов 1 курса, отсортированный по убыванию номеров групп. |
| 9 | Типизированный файл, имеет следующую структуру: Автор, Название, Год издания, Издательство. Программа должна  • Добавлять, удалять, корректировать, позволять просматривать записи файла.  • Выдавать по запросу пользователя: список литературы, указанного пользователем автора;  • Список литературы, изданной в указанный пользователем период. |
| 10 | Типизированный файл содержит данные о клиентах банка, получивших кредит (ФИО клиента, сумма кредита, вид кредита, срок, на который выдан кредит). Клиент может взять несколько кредитов. Программа должна  • Добавлять, удалять, корректировать, позволять просматривать записи файлов.  • Выполнять: вывод списка клиентов, получивших указанный пользователем вид кредита;  • Определение клиентов, взявших самый большой суммарный кредит. |
| 11 | В типизированном файле хранится информация о средней температуре за месяц. Программа должна  • Добавлять, удалять, корректировать, позволять просматривать записи файла.  • Определять: среднюю температуру каждой недели;  • Самый длинный отрезок между днями с отрицательной температурой. |
| 12 | Типизированный файл содержит данные о ежемесячных доходах подразделений фирмы «Феникс» за пять лет. Программа должна  • Добавлять, удалять, корректировать, позволять просматривать записи файла.  • Определять: средний доход каждого подразделения за пять лет;  • Наиболее длинный период каждого подразделения с доходом ниже среднего по всей фирме. |
| 13 | Списки студентов нескольких групп 1 курса хранятся в отдельных файлах – один файл на одну группу. Программа должна  • Добавлять, удалять, корректировать, позволять просматривать записи файлов.  • Создавать новый файл, в котором будет храниться общий список студентов 1 курса, отсортированный по алфавиту. |
| 14 | Типизированный файл, имеет следующую структуру: Автор, Название, Год издания, Издательство. Программа должна  • Добавлять, удалять, корректировать, позволять просматривать записи файла.  • Выдавать по запросу пользователя: список имеющейся литературы;  • Список литературы, изданной в указанный пользователем период. |
| 15 | Типизированный файл содержит данные о клиентах банка, получивших кредит (ФИО клиента, сумма кредита, вид кредита, срок, на который выдан кредит). Клиент может взять несколько кредитов. Программа должна  • Добавлять, удалять, корректировать, позволять просматривать записи файлов.  • Выполнять: поиск клиентов, взявших кредит на N месяцев;  • Поиск клиентов по шаблону (3 первые буквы фамилии); |
| 16 | В типизированном файле хранится информация об автобусах, находящихся в автобусном парке (номер маршрута, ФИО водителя, номер автобуса, состояние автобуса (в парке или на маршруте)). Программа должна  • Добавлять, удалять, корректировать, позволять просматривать записи файла.  • Определять: количество автобусов на маршруте;  • Формировать список водителей автобусов, находящихся в парке. |
| 17 | Типизированный файл содержит данные о сотрудниках фирмы «Феникс» (ФИО, адрес, телефон, образование, название подразделения, в котором работает сотрудник). Программа должна  • Добавлять, удалять, корректировать, позволять просматривать записи файла.  • Определять: количество сотрудников с высшим образованием в каждом подразделении;  • Список сотрудников для заданного подразделения. |
| 18 | Типизированный файл содержит данные о студентах 1 курса (ФИО, группа, адрес, дата рождения, итоговые оценки по дисциплинам). Программа должна  • Добавлять, удалять, корректировать, позволять просматривать записи файлов.  • Выводить список студентов, имеющих хотя бы одну задолженность.  • Выводить список предметов, по которым есть хотя бы одна задолженность. |
| 19 | Типизированный файл хранит информацию о товарах в магазине (наименование, цена, дата поступления, срок годности товара, название отдела, в котором хранится товар). Программа должна  • Добавлять, удалять, корректировать, позволять просматривать записи файла.  • Выдавать по запросу пользователя: список просроченных продуктов в заданном отделе.  • Суммарную стоимость продуктов указанного наименования. |
| 20 | Типизированный файл содержит данные о клиентах банка, получивших кредит (ФИО клиента, сумма кредита, вид кредита, срок, на который выдан кредит). Клиент может взять несколько кредитов. Программа должна  • Добавлять, удалять, корректировать, позволять просматривать записи файлов.  • Выполнять: вывод списка клиентов, получивших указанный пользователем вид кредита;  • Вывод фамилии клиента, взявшего самый большой суммарный кредит. |
| 21 | В типизированном файле хранится информация об автобусах, находящихся в автобусном парке (номер маршрута, ФИО водителя, номер автобуса, состояние автобуса (в парке или на маршруте)). Программа должна  • Добавлять, удалять, корректировать, позволять просматривать записи файла.  • Выводить: информацию о водителе по шаблону (2 первые буквы фамилии);  • Список водителей автобусов, находящихся на маршруте. |
| 22 | Типизированный файл содержит данные о сотрудниках фирмы «Феникс» (ФИО, адрес, телефон, образование, название подразделения, в котором работает сотрудник). Программа должна  • Добавлять, удалять, корректировать, позволять просматривать записи файла.  • Выводить: информацию о заданном сотруднике по шаблону (первые 3 буквы фамилии);  • Фамилии сотрудников с высшим образованием для заданного подразделения. |
| 23 | Типизированный файл содержит данные о студентах 1 курса (ФИО, группа, адрес, дата рождения, итоговые оценки по дисциплинам). Программа должна  • Добавлять, удалять, корректировать, позволять просматривать записи файлов.  • Выводить: список студентов, не имеющих задолженностей.  • Средний балл за сессию заданного студента. |
| 24 | Типизированный файл хранит информацию о товарах в магазине (наименование, цена, дата поступления, срок годности товара, название отдела, в котором хранится товар). Программа должна  • Добавлять, удалять, корректировать, позволять просматривать записи файла.  • Выдавать по запросу пользователя: информацию о продуктах, поступивших в определенную дату.  • Список продуктов в заданном отделе. |
| 25 | Типизированный файл содержит данные о машинах, находящихся в гараже (ФИО владельца, сумма платежа в месяц, внесена ли плата за текущий месяц, марка машины, модель машины, год выпуска, номер машины, оплаченная сумма). У владельца может быть несколько машин. Программа должна  • Добавлять, удалять, корректировать, позволять просматривать записи файлов.  • Выполнять: формирование списка к оплате за текущий месяц;  • Поиск машины. |

### Методические указания

1. Для выбора действий использовать меню.

2. Для добавления элементов в файл использовать вспомогательную структуру для хранения элементов в оперативной памяти (список). Добавление должно осуществляться в начало, в конец файла и на позицию с заданным номером.

3. Удаление должно осуществляться по ключевому полю и по номеру. Удаляемые из файла записи помечаются как удаленные, когда их количество превысит половину файла, их можно удалять. При удалении использовать вспомогательную структуру для хранения элементов в оперативной памяти (список).

4. Предусмотреть возможность отмены последней операции удаления.

5. Корректировка выполняется по ключу и по номеру.

6. Предусмотреть команду «Сохранить изменения», по которой измененные данные из списка переписываются в файл.

### Содержание отчета

1. Постановка задачи (общая и для конкретного варианта)

2. Анализ задачи

* Определения функций для реализации поставленных задач
* Определение функции main()

3. Блок-схемы основных функций

4. Текст программы

5. Тесты

## Лабораторная работа № 9

## Поиск данных с помощью хеш-таблиц



### Цель работы:

1. Изучить построение функции хеширования и алгоритмов хеширования данных

2. Научиться разрабатывать алгоритмы открытого и закрытого хеширования при решении задач на языке C++.

### Краткие теоретические сведения

Поиск данных в большой базе может требовать достаточно большие временные затраты. Действительно, необходимо просмотреть значительное число элементов и каждый из них сравнить с ключом поиска. Для решения данной проблемы в настоящее время достаточно популярно применяется хеширование, значительно упрощающее поиск элементов.

Хеширование – процесс превращения некоторых данных на входе в некоторую битовую последовательность фиксированной длины на выходе. Эта строка позволяет отличить ее от большинства других строк, так же полученных путем хеширования. Другое название таких преобразований – хеш-функции или функции свертки, а результат работы – хеш или хеш-код.

Результат работы хеш-функции помогает различать одни данные от других, приводя в сравнение только значения функций хеширования, обработавших соответствующие данные, что очень удобно, так как конечные данные весят гораздо меньше информации, нежели данные, которым они соответствуют.
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Рисунок 9.1 – Пример работы ключей

Хеширование используется для создания ассоциативных массивов, в которых индексами являются не числа, а произвольные значения. Оно применяется в поиске дубликатов в текстах, то есть поиска фрагментов, у которых имеется одинаковое значения хеш-функций. Кроме того, хеширование часто используется для хранения паролей; для создания уникальных идентификаторов, например, если для файла требуется уникальное название, можно посчитать результат обработки хешированием этого файла и сделать его названием. Оно также очень важно для подсчета контрольной суммы текста. Допустим, пользователю необходимо передать по сети какой-либо текст. Вместе с текстом передается контрольная сумма, которая, когда будет принята, сверяется с исходной. И, если суммы не совпадут, это будет означать, что при передаче текста возникли некоторые ошибки.

Однако, нередко нескольким различным данным, соответственно, различной длины на входе могут соответствовать одинаковые данные на выходе. Ситуации, когда разные данные имеют одинаковое значение хеш-функций, называются коллизиями (рисунок 9.1). При этом алгоритм хеширования должен стремиться к тому, чтобы разные данные имели разные значения. В редких случаях удается избежать коллизий вообще.
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Рисунок 9.2 – Пример коллизии: ключи К2 и K3 в результате хеширования приобрели одинаковые значения хеш-функций

Хеш-таблица – структура данных, реализующая интерфейс ассоциативного массива. В ней хранятся пары, состоящие из ключа и хешированного ключа. Она позволяет добавлять новые пары, искать и удалять пары по ключу. Хеш-таблица формируется в определенном порядке хеш-функцией.

Хеш-таблицы часто применяются в базах данных, и, особенно, в языковых процессорах типа компиляторов и ассемблеров, где они повышают скорость обработки таблицы идентификаторов.

**Реализация хеш-таблицы и выбор хеш-функции**

Хеш-таблицы должны соответствовать следующим свойствам.

Прежде чем выполнять операции в хеш-таблице, вычисляется хеш-функция от ключа, результат которой является индексом в исходном массиве.

Коэффициент заполнения хеш-таблицы - количество хранимых элементов массива, деленное на число возможных значений хеш-функции. Является важным параметром, от которого зависит среднее время выполнения операций.

Принято считать, что хорошей является такая хеш-функция, которая удовлетворяет следующим условиям. Функция должна: быть простой с вычислительной точки зрения (это зависит от характеристик компьютера), распределять ключи в хеш-таблице наиболее равномерно (зависит от значений данных), стремиться уменьшить число коллизий. Функция не должна отображать какую-либо связь между значениями ключей в связь между значениями адресов.

**Составление функции хеширования в качестве примера**

Пусть имеется некоторый текст. Он состоит из большой последовательности символов, и нужно разработать функцию, которая выдаст практически уникальное значение хеш-функции для данного текста.

Для простоты возьмем набор символов, представленный на рисунке 9.3. Каждому символу ниже соответствует свой код по таблице ASCII.
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Рисунок 26.3 – Символы и соответствующие им коды из таблицы ASCII

По данной последовательности численных значений каждого символа необходимо составить значение хеш-функции. Составлением будет заниматься хеш-функция, для которой нужно придумать механизм обработки набора символов.

Необходимо учесть, что хешированный ключ имеет фиксированную длину и, желательно, небольшую. Пусть ключ после хеширования будет состоять из 8 разрядов, то есть 8 битов, принимающих значения от 0 до 1. Соответственно, количество различных значений хеш-функции может достигать 28=256 вариаций (от 0 до 255). На рисунке 9.4 представлен общий вид значения хеш-функции из восьми разрядов.
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Рисунок 9.4 – Общий вид хеш-функции из восьми разрядов

Исходя из этого, не рационально использовать всю последовательность символов текста в качестве хешированного ключа. Ее необходимо каким-либо образом обработать, например:

c1, c2, c3, …, cn, где c – численное значение символа, а n – количество символов в тексте.

Можно просуммировать все численные значения:

S=c1+c2+c3+…+cn

В нашем случае сумма будет равна: (рисунок 9.3):

S=160+161+162+163+164=810

810 гораздо больше 255 – максимально возможного значения данной хеш-функции. Поэтому необходима дополнительная обработка.

Можно поделить сумму на 2N, где N – количество разрядов числа - результата работы хеш-функции, и найти остаток от деления:

H=S mod 2N

Тогда:

H=810 mod 256=42

При нахождении остатка от деления любого целого числа на 2 в степени количества разрядов конечных данных всегда будет получаться число меньшее, чем максимально возможное значение конечных данных. То есть в этой ситуации никогда не будет получено число, превышающее 255.

Но возникает проблема – возможно появление коллизии: если поменять местами хотя бы два слагаемых в сумме или прибавить какое-либо число к одному из слагаемых, а из другого вычесть его же, сумма не изменится, и, следовательно, конечные данные тоже не изменятся. Действительно:

S1=c1+c2+c3+…+cn; S2=c2+c1+c3+…+cn; S1=S2; H1=H2

S1=c1+c2+c3+…+cn; S2=c1+k+c2-k+c3+…+cn=c1+c2+c3+…+cn; S1=S2; H1=H2

Это означает, что тексты, отличающиеся друг от друга незначительно приобретут одно и то же значение хеш-функции. На рисунке 26.4 показан первоначальный текст и два текста, полученного из него путем небольших манипуляций. Во втором тексте поменялись местами два символа из первого текста, а в третьем – к численному значению символа г добавилась 3 (г стало ж), а из численного значения д было вычтено 3 (д стало б). Суммы численных значений не изменились, поэтому значение хеш-функции осталось прежним:

S1=160+161+162+163+164=810

S2=161+160+162+163+164=810

S3=160+161+162+166+161=810

S1=S2=S3
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Рисунок 9.5 – Эквивалентные тексты по сумме численных значений символов

Недопустимо, чтобы текстам, отличающимся незначительно, соответствовали одни и те же значения хеш-функции. Поэтому необходимо модифицировать эту конструкцию, например, введением полиномиального хеша. Сумма будет находиться иным способом и будет представлять собой многочлен степени (n-1).

S\*=c1+c2p+c3p2+…+cnpn-1, где p≠0 и выбирается программистом по усмотрению в качестве константы.

Например:

S\*=160+161∙3+162∙32+163∙33+164∙34=19786

И, если пересчитать аналогично для двух похожих текстов, результат получится другим:

S\*2=161+160∙3+162∙32+163∙33+164∙34=19784

S\*3=160+161∙3+162∙32+166∙33+161∙34=19625

Далее, полученную сумму нужно так же поделить на 2N и найти остаток от деления:

H=S\* mod 2N

Таким образом:

H=19786 mod 256=74

Полученная хеш-функция не решает проблему коллизий полностью, но она избавляется от них лучше, чем версия, предложенная ранее (без использования полинома). Относительно предыдущего варианта она значительно сокращает вероятность возникновения коллизий, хотя допускает их.

**Реализация хеш-таблицы в программе**

Предположим, в хеш-таблице будут храниться некоторые данные о людях. Например, ФИО, дата рождения, № телефона.

Подготовим класс Hash.

Начнем с его приватных полей и функций. Пусть таблица имеет фиксированный размер, который измеряется максимальным количеством ячеек:

int max\_size = 20; //максимальный размер таблицы (необязательно)

Понадобится три списка, заполненных, соответственно, именами, фамилиями, отчествами – впоследствии они вместе с датой и номером телефона случайно будут формировать элементы будущей таблицы случайным образом.

vector<string> surnames = { "Иванов","Петров","Сидоров","Тесла","Маск","Эйнштейн","Ньютон","Гук","Кюри","Сталин","Ленин","Маркс"};

vector<string> names = { "Иван","Петр","Сидор","Никола","Илон","Альберт","Исаак","Роберт","Мария","Иосиф","Владимир","Карл","Алексей","Михаил","Дмитрий"};

vector<string> patronymics = { "Иванович","Петрович","Сидорович","Николаевич","Илонович","Альбертович","Исаакович","Робертович","Маркович","Иосифович","Владимирович","Карлович","Алексеевич","Михаилович","Дмитриевич"};

**Разрешение коллизий**

Коллизии необходимо разрешать, потому что они осложняют использование хеш-таблицы, нарушая однозначность соответствия между данными и их хешированными аналогами.

Для этого отводится место для хранения ключей, которые претендуют на ячейку хеш-таблицы, которая уже занята ключом, добавленным ранее. Этот механизм называется методом цепочек. Либо, если все ключи элементов известны заранее, соответственно, нет необходимости распределять элементы по ячейкам непосредственно в процессе добавления в таблицу, можно создать некоторую инъективную хеш-функцию, которая будет распределять ключи по ячейкам хеш-таблицы без коллизии. Такие хеш-таблицы, не нуждающиеся в механизме разрешения коллизий, называются хеш-таблицами с прямой или открытой адресацией.

Рассмотрим два предложенных способа подробнее.

**Метод цепочек**

![](data:image/png;base64,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)

Рисунок 9.6 – Метод цепочек

Каждая ячейка массива является указателем на связный список (цепочку) пар ключ-значение, соответствующих одному и тому же хеш-значению ключа (рисунок 9.6). Коллизии приводят к тому, что появляются цепочки длиной более одного элемента.

Следовательно, если посчитать элементы для каждой из цепочек, состоящих более, чем из одного элемента, вычтя единицу из каждой такой суммы, а затем сложить все эти результаты, то получится общее число коллизий.

Чтобы внести в таблицу данные, нужно добавить элемент с предварительно найденным значением хеш-функции в конец или начало цепочки с соответствующим хеш-значением.

Чтобы найти и удалить какие-либо данные в таблице, достаточно найти цепочку элементов, хеш-значение которой совпадает с хеш-значением исходных данных. Затем, если цепочка состоит из одного элемента, можно удалить всю цепочку, в противном случае необходимо организовать поиск и в самой цепочке уже по ключу, а не по хешированным данным и удалить элемент.

**Метод открытой адресации**
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Рисунок 9.7 – Метод открытой адресации

При открытой адресации, если ячейка с вычисленным индексом занята, то просматриваются следующие записи таблицы по порядку до тех пор, пока не будет найден ключ K или пустая позиция в таблице. На рисунке 9.7 разрешение коллизий осуществляется методом открытой адресации. Два значения претендуют на ключ 002, для одного из них находится первое свободное (еще не занятое) место в таблице.

При любом методе разрешения коллизий необходимо ограничить длину поиска элемента. Если для поиска элемента необходимо более трех-четырех сравнений, то эффективность использования такой хеш-таблицы пропадает и ее следует реструктуризировать (найти другую хеш-функцию), чтобы минимизировать количество сравнений для поиска элемента.

Работа алгоритма поиска считается успешной, если все ячейки хеш-таблицы просмотрены ровно по одному разу.

Удаление элементов в такой схеме несколько затруднено. В таких случаях обычно заводится логический флажок для каждой из ячеек. Флажок обозначает, удален элемент либо нет. Необходимо изменить процедуру поиска существующего элемента так, чтобы удаленные ячейки считались занятыми. Процедура добавления должна учитывать удаленные элементы, принимая их в качестве свободных и сбрасывая значения флага при добавлении.

**Алгоритмы хеширования**

Существует несколько типов функций хеширования, каждая из которых имеет свои преимущества и недостатки и основана на представлении данных. Приведем обзор и анализ некоторых наиболее простых из применяемых на практике хеш-функций.

**Таблица прямого доступа**

Таблица прямого доступа является простейшей организацией таблицы, так как обеспечивает идеально быстрый поиск. В ней ключ – это уникальный адрес записи или то, что может быть преобразовано в адрес, так что никогда не возникнет ситуации, когда два разных ключа будут давать одинаковое значение хеш-функции в результате хеширования.

Перед созданием таблицы выделяется память для хранения всех ее элементов. Ячейки изначально заполнены пустыми записями. Затем записи будут внесены в таблицу в то место, которое определил исходный ключ.

При поиске ключ используется как адрес и по этому адресу выбирается запись. Если выбранная запись пустая, то записи с таким ключом вообще нет в таблице. Таблицы прямого доступа очень эффективны в использовании, но, к сожалению, область их применения весьма ограничена.

Но таблицы прямого доступа применимы только для тех задач, в которых множество всех теоретических возможных значений ключей записи совпадает по численности с множеством ячеек памяти, которые должны быть выделены для этих записей. Другими словами, сколько ключей, столько и записей.

На практике же чаще всего приходится сталкиваться с ситуацией, когда записей получается намного меньше, чем ключей. Например, если ключом будет фамилия, то, даже если ограничить ее длину десятью символами кириллицы, получится 3310 возможных значений ключей. Пусть ресурсы вычислительной системы и позволяют выделить место для хранения такого количества записей, но значительная часть этого пространства все равно окажется заполненной пустыми записями. Фактическое множество ключей не сможет прикрыть полностью пространство ключей.

В целях экономии памяти можно назначать размер пространства записей равным размеру фактического множества записей или превосходящим его незначительно. В этом случае необходимо иметь некоторую функцию, обеспечивающую отображение точки из пространства ключей в точку в пространстве записей, то есть, преобразование ключа в адрес записи: A=H(X), где A – адрес, X – ключ.

Идеальной хеш-функцией является инъективная функция, которая для любых двух неодинаковых ключей дает неодинаковые адреса.

**Метод остатков от деления**

Простейшей хеш-функцией является деление по модулю числового значения ключа Key на размер пространства записи HashTableSize. Результат интерпретируется как адрес записи. Следует иметь в виду, что такая функция хорошо соответствует первому, но плохо – последним трем требованиям к хеш-функции и сама по себе может быть применена лишь в очень ограниченном диапазоне реальных задач.

Если ключей меньше, чем элементов массива, то в качестве хеш-функции можно использовать деление по модулю, то есть остаток от деления целочисленного ключа Key на размерность массива HashTableSize, то есть: Key % HashTableSize.

На практике, метод деления – самый распространенный.

// функция создания хеш-таблицы метод деления по модулю

int Hash(int Key, int HashTableSize) {

return Key % HashTableSize;

}

**Метод функции середины квадрата**

Следующей хеш-функцией является функция середины квадрата. Значение ключа преобразуется в число, это число затем возводится в квадрат, из него выбираются несколько средних цифр и интерпретируются как адрес записи.

Пусть ключ будет четырехзначным числом. Его можно возвести в квадрат и взять из получившегося числа все разряды, начиная, например, с сотен и заканчивая сотнями тысяч. Эти разряды составят новое число, которое и будет являться результатом хеш-функци. Так, число 1234 при возведении в квадрат даст число 1522756, из которого в качестве значения хеш-функции можно извлечь число 5227.

**Метод свертки**

Еще одна из хеш-функций – это функция свертки. Ключ в своем цифровом представлении должен быть разбит на несколько частей. Длина каждой части равна длине требуемого адреса. Над частями могут быть произведены различные арифметические или логические операции, затрагивающие все число или только его разряды. В результате части при компоновке могут быть интерпретированы как адрес.

Пусть ключ – это строка, состоящая из фамилии, имени и отчества, разделенными пробелами. Функция хеширования разделит строку на части по пробелам. То есть имя будет находиться в одной части, фамилия – во второй, отчество – в третьей. В дальнейшем, с каждой из частей можно выполнить различные операции, применительно к численным кодам каждого из символов. Затем скомпоновать получившиеся результаты, выбрав определенный способ и получить адрес на выходе.

**Метод перевода в другую систему счисления**

В качестве хеш-функции также применяют функцию преобразования системы счисления. Ключ, записанный как число в некоторой системе счисления P, интерпретируется как число в системе счисления Q<P. Например, Q=P-1. Далее, можно выделить разряды из получившегося числа, взяв их в качестве нового числа, и провести с ними какие-либо манипуляции.

Простейший пример: 12345678910= 25937424510. Выделим четыре наименьших разряда, поделим 4510 на 10000, получив 0.4510, округлим вверх до 0.5 и умножим на 4510, отбросив мантиссу: 2255.

**Виды хеширования**

*Открытое хеширование.* При открытом хешировании множество значений разбивается на конечное число классов (сегментов). Для N классов строится определенная хеш-функция таким образом, что для любого элемента Х исходного множества хеш-функция обязательно принимает в качестве одного из аргументов номер класса (они могут быть пронумерованы от 0 до N-1). Таблица классов имеет N записей, содержащих заголовки для N цепочек (списков), в которые помещаются элементы соответствующего класса.

Если в каждом из классов примерно одинаковое количество элементов, то в этом случае списки должны быть наиболее короткими относительно общего числа классов. Если имеется M элементов, то средняя длина списка будет составлять M/N элементов.

*Закрытое хеширование.* При закрытом (внутреннем) хешировании в хеш-таблице хранятся непосредственно сами элементы, а не заголовки списков элементов, и пустые, пока не занятые ничем сегменты. Поэтому в каждой записи может храниться не более одного элемента. При закрытом хешировании применяется методика повторного хеширования.

При поиске элемента Х необходимо просмотреть все местоположения, пока не будет найден элемент Х или пока не встретится пустой сегмент.

Если осуществляется попытка добавления элемента в класс, в котором уже имеется элемент - возникает коллизия, то происходит повторное хеширование относительно нового количества элементов так, чтобы перераспределить номера элементов. Каждое местоположение последовательно проверяется, пока для добавляемого элемента не найдется свободное. Если свободных мест не окажется, это будет означать, что таблица заполнена, соответственно, элемент Х добавить нельзя.

Существует три метода повторного хеширования, помогающих определить местоположение добавляемых элементов, чьи хеш-значения совпали с одним из элементов в таблице.

1. Линейное опробование сводится к последовательному перебору сегментов таблицы с некоторым фиксированным шагом:

A=H(X)+Ci, где i – номер попытки разрешить коллизию, C – константа, определяющая шаг перебора.

Если шаг равен единице, происходит последовательный перебор всех сегментов после текущего.

1. Квадратичное опробование отличается формулой и зависит от попытки разрешить коллизию нелинейно.

A=H(X)+Ci +Di2, где i – номер попытки разрешить коллизию, C и D – константы.

Благодаря нелинейности квадратичного опробования уменьшается число проб при большом числе похожих значений хеш-функций. Но чем больше проб, тем больше вероятность того (растет в геометрической прогрессии), что получившееся значение адреса будет вне табличного пространства.

1. Двойное хеширование заключается в суммировании значений двух хеш-функций, работающих с одним и тем же элементом:

A=H1(X)+H2(X)

По мере заполнения хещ-таблицы могут возникнуть коллизии. Вследствие этого численное значение адреса может быть за пределами допустимых адресов. Эту проблему можно решить увеличением длины таблицы. Однако это хоть и сократит число коллизий и ускорит работу с хеш-таблицей, но приведет к нерациональному расходованию памяти.

### Постановка задачи

1. Создать динамический массив из записей (в соответствии с вариантом), содержащий не менее 100 элементов. Для заполнения элементов массива использовать ДСЧ.

2. Выполнить поиск элемента в массиве по ключу в соответствии с вариантом. Для поиска использовать хеш-таблицу.

3. Подсчитать количество коллизий при размере хеш-таблицы 40, 75 и 90 элементов.

### Варианты заданий

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| № варианта | Данные | Ключ (string) | Хэш-функция | Метод рехеширования |
| 1 | ФИО, группа, рейтинг | ФИО | H(k)=k mod M | Метод цепочек |
| 2 | ФИО, №счета, сумма | №счета | H(k)= [M (kAmod1)], 0<A<1, mod1 – получение дробной части, [] – получение целой части | Метод открытой адресации |
| 3 | ФИО, №счета, сумма | ФИО | H(k)=k mod M | Метод открытой адресации |
| 4 | ФИО, №паспорта, адрес | №паспорта | H(k)= [M (kAmod1)], 0<A<1, mod1 – получение дробной части, [] – получение целой части | Метод цепочек |
| 5 | ФИО, №паспорта, адрес | ФИО | H(k)=k mod M | Метод цепочек |
| 6 | ФИО, №паспорта, адрес | Адрес | H(k)= [M (kAmod1)], 0<A<1, mod1 – получение дробной части, [] – получение целой части | Метод открытой адресации |
| 7 | ФИО, №телефона, адрес | №телефона | H(k)=k mod M | Метод открытой адресации |
| 8 | ФИО, №телефона, адрес | ФИО | H(k)= [M (kAmod1)], 0<A<1, mod1 – получение дробной части, [] – получение целой части | Метод цепочек |
| 9 | ФИО, №телефона, адрес | Адрес | H(k)=k mod M | Метод цепочек |
| 10 | ФИО, №паспорта, №телефона | №телефона | H(k)= [M (kAmod1)], 0<A<1, mod1 – получение дробной части, [] – получение целой части | Метод открытой адресации |
| 11 | ФИО, №паспорта, №телефона | №паспорта | H(k)=k mod M | Метод открытой адресации |
| 12 | ФИО, №паспорта, №телефона | ФИО | H(k)= [M (kAmod1)], 0<A<1, mod1 – получение дробной части, [] – получение целой части | Метод цепочек |
| 13 | ФИО, дата\_рождения, адрес | дата\_рождения | H(k)=k mod M | Метод цепочек |
| 14 | ФИО, дата\_рождения, адрес | адрес | H(k)= [M (kAmod1)], 0<A<1, mod1 – получение дробной части, [] – получение целой части | Метод открытой адресации |
| 15 | ФИО, дата\_рождения, адрес | ФИО | H(k)=k mod M | Метод открытой адресации |
| 16 | ФИО, дата\_рождения, №телефона | дата\_рождения | H(k)= [M (kAmod1)], 0<A<1, mod1 – получение дробной части, [] – получение целой части | Метод цепочек |
| 17 | ФИО, дата\_рождения, №телефона | ФИО | H(k)=k mod M | Метод цепочек |
| 18 | ФИО, дата\_рождения, №телефона | №телефона | H(k)= [M (kAmod1)], 0<A<1, mod1 – получение дробной части, [] – получение целой части | Метод открытой адресации |
| 19 | ФИО, дата\_рождения, №паспорта, | №паспорта, | H(k)=k mod M | Метод открытой адресации |
| 20 | ФИО, дата\_рождения, №паспорта, | дата\_рождения, | H(k)= [M (kAmod1)], 0<A<1, mod1 – получение дробной части, [] – получение целой части | Метод цепочек |
| 21 | ФИО,  дата\_рождения, №телефона, №паспорта | №телефона | H(k)=k mod M | Метод открытой адресации |
| 22 | ФИО,  дата\_рождения, №телефона, №паспорта | №паспорта | H(k)= [M (kAmod1)], 0<A<1, mod1 – получение дробной части, [] – получение целой части | Метод цепочек |
| 23 | ФИО,  дата\_рождения, №телефона, №паспорта | дата\_рождения | H(k)=k mod M | Метод открытой адресации |
| 24 | ФИО,  дата\_рождения, №телефона, №паспорта | №телефона | H(k)= [M (kAmod1)], 0<A<1, mod1 – получение дробной части, [] – получение целой части | Метод цепочек |
| 25 | ФИО,  дата\_рождения, №телефона, №паспорта | дата\_рождения | H(k)= [M (kAmod1)], 0<A<1, mod1 – получение дробной части, [] – получение целой части | Метод открытой адресации |

### Методические указания

1. Для выбора действий использовать меню.

2. Удаление должно осуществляться по ключевому полю и по номеру.

3. Корректировка выполняется по ключу и по номеру.

### Содержание отчета

1. Постановка задачи (общая и для конкретного варианта)

2. Анализ задачи

* Определения функций для реализации поставленных задач
* Определение функции main()

3. Блок-схемы основных функций

4. Текст программы

5. Тесты