Chapter 13: Part 5

**Deep Learning**

**SOM: Hybrid Model**

Python Implementation

**13.5.1 Problem description**

Here we'll make a Hybrid Deep Learning Model. We'll combine two deep learning models ANN and SOM (supervised and unsupervised).

* Our data-set will be, the *credit card applications* dataset to identify the *frauds*.
* The idea is to make an even more *advanced deep learning model* where we can *predict* the *probability* that each customer *cheated*.
* It takes two parts:
* In the first part, we'll make the unsupervised deep learning branch of our hybrid deep learning model using SOM.
* And in the second part, we'll make the supervised deep learning branch using ANN.
* And, in the end, we'll get this *hybrid deep learning model* composed of both *unsupervised* and *supervised* deep learning.
* We will use the *self-organizing map* exactly as we did *previously*, to identify the *fraud*. So, there will be nothing new about that.
* But then, the *challenge* is to use the *results* of this *self-organizing* map to *ANN* model. *ANN* will take, as *input*, the *results* given by your *SOM*.
* The challenge is to *combine two models*. In the end, what you must obtain is a *ranking* of the *predicted probabilities* that each customer *cheated*.

Note that, you will get very *small* *probabilities*, that's normal. It's because there are few *frauds* identified by the *SOM*, but that *doesn't matter*. What's important is that you get this *ranking* of *probabilities*.

**13.5.2 SOM part**

* We run the SOM code to get the map. Execute all the code from beginning to ***show()*** method.
* After obtaining the map, we choose a *threshold* for *outlier neuron* and we find and select those neurons.
* We then *concatenate* those data.
* Note that we execute the following code after selecting the outlying neurons. ***(8, 6)*** , ***(1, 7)*** are just for example, yours could be different.

# *finding the Fruds*

mappins = **som.win\_map**(X) # *not 'x' its our dataset "X", capital X*

fraud\_list\_1 = mappins[(8, 6)]

fraud\_list\_2 = mappins[(1, 7)]

frauDs = **np.concatenate**((mappins[(8, 6)], mappins[(1, 7)]), axis=0)

frauDs = **sc.inverse\_transform**(frauDs)

**13.5.3 ANN part & Prediction**

Creating the Feature matrix: We'll take all the columns except first column, i.e. ***customer\_id***.

* Note: the last column *approved/rejected* is not a dependent variable here (it is done by the *Bank* they don’t know who is fraud). We create the *dependent* variable from *SOM output*.

# *creating the matrix of features*

cuStomers = dataset.iloc[:, 1:].values

* Creating the dependent variable for ANN: This dependent variable is about fraud, ***0 = no fraud*** and ***1 = fraud***.
* Since from SOM we extracted some frauds, we can use them as our dependent variable.
* We first create a vector of **690 0**'s i.e. at first we assume that there is no cheaters/fraud. Then we *generate* 1 for the Id's that *falls* into our *fraud list* from *SOM*.
* In a loop we check each customer that are inside this list of fraud.
* ***dataset.iloc[i, 0]*** means ***i***th row and 1st column (i.e. ***customer\_id***), we don’t need ***.values***, it used for ***NumPy array***.

# *creating the dependent variable*

is\_fraud = **np.zeros**(len(dataset)) # *creating 690 size vector of zeros*

**for** i **in** **range**(len(dataset)):

**if** dataset.iloc[i, 0] **in** frauDs:

        is\_fraud[i]=1

* Creating ANN model:
* Feature scaling: We replace ***X\_train*** by ***cuStomers*** and remove X\_test.

# *------------------ Feature-Scaling ----------------------*

**from** sklearn.preprocessing **import** StandardScaler

# *y dependent variable, need not to be scaled: categorical variable, 0 and 1*

st\_x= **StandardScaler**()

cuStomers= **st\_x.fit\_transform**(cuStomers)    # *replace "X\_train" by 'cuStomers'*

* We remove *2nd hidden-layer* (we keep our model simple for learning purpose, however in general this model could be far more complex.)
* We set ***units = 2*** instead of ***6*** (no. of neurons).
* Since we have ***15*** columns, so our ***input\_dim = 15***.
* Also in ***ann\_classifier.fit()*** we use as feature-matrix and as output/dependent variable/data. We also change the ***batch\_size*** and no. of ***epochs***

ann\_classifier.fit(**cuStomers**, **is\_fraud**, **batch\_size**= 1, **epochs**= 2)

Note, do not train your *Deep Learning models* in *too many epochs* if you have *few observations* and *few features*.

# *-----------------------------------  Creating ANN model ---------------------------------------------*

    # *1. importing "keras" libraries and packages*

# *from tensorflow import keras*

**import** keras # *using TensorFlow backend*

**from** keras.models **import** Sequential

**from** keras.layers **import** Dense

    # *2. initialize the ANN*

ann\_classifier = **Sequential**()

    # *3. Add the "input-layer" and  "first Hidden-layer"*

# *ann\_classifier.add(Dense(output\_dim = 6, init = "uniform", activation = "relu", input\_dim = 11))*

**ann\_classifier.add**(**Dense**(units = 2, kernel\_initializer = "uniform", activation = "relu", input\_dim = 15))

    # *4. Add the "second Hidden-layer"*

# *ann\_classifier.add(Dense(units = 6, kernel\_initializer = "uniform", activation = "relu"))*

    # *5. Add the "output-layer"*

**ann\_classifier.add**(**Dense**(units = 1, kernel\_initializer = "uniform", activation = "sigmoid"))

    # *6. Compile the ANN*

**ann\_classifier.compile**(optimizer = "adam", loss = "binary\_crossentropy", metrics= ["accuracy"])

    # *7. Train the model: fit the ANN to Training-set (batch\_size and epoch)*

**ann\_classifier.fit**(cuStomers, is\_fraud, batch\_size= 1, epochs= 2)

# *----------------------------------- Part 3 : Predictions  ---------------------------------------------*

# *Predicting the probabilities of frauds*

y\_prd = **ann\_classifier.predict**(cuStomers)

**13.5.4 Ranking the customers**

* We will sort these probabilities. But before that, we add ***customer\_id*** to ***y\_pred*** because it will be easy to identify the fraud.
* It will be ***2D*** ***array*** of 1st column hold the ***ids*** and ***2nd column*** is probabilities of being a fraud.
* Concatenate the columns:

![](data:image/png;base64,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)

* Notice ***y\_pred*** is a NumPy array of float, of size ***(690, 1)***. So to concatenate the ***customer\_id***, it need to be a ***NumPy*** ***array*** of float.
* ***dataset.iloc[:, 0:1].values***, selects the 1st column i.e. ***customer\_id*** from the dataset. ***0:1*** and ***.values*** is used to convert it to *NumPy array*.
* Also we changed the axis. Since we now concatenate side-by-side, we set ***axis=1.***

# *concatenate columns to add customer\_id*

y\_prd = **np.concatenate**((dataset.iloc[:, 0:1].values, y\_prd), axis=1)

* Now sorting is bit-Tricky, because ***NumPy*** will ***sort*** both columns. We don't want that, we just want to ***sort*** 2nd column of ***y\_pred***, i.e. the probabilities only.
* In *Excel* it is *easy*, the ids always *stay paired* if we *sort* the *probability*. In NumPy it is different.

# *sorting trick*

y\_prd = y\_prd[y\_prd[:, 1].**argsort**()] # *y\_prd[:, 1] selects the 2nd column of y\_pred*

* ***y\_prd[:, 1]*** selects the 2nd column of ***y\_pred***.

|  |  |
| --- | --- |
| SOM | Prediction probabilities |
|  |  |

# *---------------------------- Part 3 : Predictions  -----------------------------------*

# *Predicting the probabilities of frauds*

y\_prd = **ann\_classifier.predict**(cuStomers)

# *concatenate columns to add customer\_id*

y\_prd = **np.concatenate**((dataset.iloc[:, 0:1].values, y\_prd), axis=1)

# *sorting trick*

y\_prd = y\_prd[y\_prd[:, 1].**argsort**()] # *y\_prd[:, 1] selects the 2nd column of y\_pred*

**All code at once (practiced version)**

# *--------- mega case study : Make a Hybrid Deep learning model ----------*

# *importing libraries*

**import** pandas **as** pd

**import** numpy **as** np

**import** matplotlib.pyplot **as** plt

# *-------------- Data Preprocessing -------------------*

# *importing the Data-set*

dataset = **pd.read\_csv**("Credit\_Card\_Applications.csv")

X = dataset.iloc[:, :-1].values

y = dataset.iloc[:, -1].values

#*feature scaling*

**from** sklearn.preprocessing **import** MinMaxScaler

sc = **MinMaxScaler**(feature\_range= (0, 1))

X = **sc.fit\_transform**(X)

# *------ Part 1 : Identify the frauds using Self Organizing Maps (SOM) ---------*

# *Training the SOM*

**from** minisom **import** MiniSom

som = **MiniSom**(x=10, y=10, input\_len=15, sigma=1.0, learning\_rate=0.5)

**som.random\_weights\_init**(X)

**som.train\_random**(data=X, num\_iteration=100)

# *Visualize the result*

**from** pylab **import** bone, pcolor, colorbar, plot, show

**bone**()

**pcolor**(**som.distance\_map**().T)

**colorbar**()

marKers = ['o', 's']

coLors = ['r', 'g']

**for** i, x **in** **enumerate**(X):

    w= **som.winner**(x)

**plot**(

        w[0]+0.5,

        w[1]+0.5,

        marKers[y[i]],

        markeredgecolor = coLors[y[i]],

        markerfacecolor = 'None',

        markersize = 10,

        markeredgewidth = 2)

**show**()

# *finding the Fruds*

mappins = **som.win\_map**(X) # *not 'x' its our dataset "X", capital X*

fraud\_list\_1 = mappins[(5, 5)]

fraud\_list\_2 = mappins[(6, 4)]

frauDs = **np.concatenate**((mappins[(5, 5)], mappins[(6, 4)]), axis=0)

frauDs = **sc.inverse\_transform**(frauDs)

# *saving the list to a csv*

# *save numpy array as csv file*

"""

from numpy import asarray

from numpy import savetxt

# define data

data = frauDs

# save to csv file

savetxt('frauds.csv', data, delimiter=',')

"""

# *part 2: Going from Unsupervised to Supervised Deep Learning*

# *creating the matrix of features*

cuStomers = dataset.iloc[:, 1:].values

# *creating the dependent variable*

is\_fraud = **np.zeros**(len(dataset)) # *creating 690 size vector of zeros*

**for** i **in** **range**(len(dataset)):

**if** dataset.iloc[i, 0] **in** frauDs:

        is\_fraud[i]=1

# *creating ANN model*

# *------------------ Feature-Scaling ----------------------*

**from** sklearn.preprocessing **import** StandardScaler

# *y dependent variable, need not to be scaled: categorical variable, 0 and 1*

st\_x= **StandardScaler**()

cuStomers= **st\_x.fit\_transform**(cuStomers)    # *replace "X\_train" by 'cuStomers'*

# *-----------------------------------  Creating ANN model ---------------------------------------------*

    # *1. importing "keras" libraries and packages*

# *from tensorflow import keras*

**import** keras # *using TensorFlow backend*

**from** keras.models **import** Sequential

**from** keras.layers **import** Dense

    # *2. initialize the ANN*

ann\_classifier = **Sequential**()

    # *3. Add the "input-layer" and  "first Hidden-layer"*

# *ann\_classifier.add(Dense(output\_dim = 6, init = "uniform", activation = "relu", input\_dim = 11))*

**ann\_classifier.add**(**Dense**(units = 2, kernel\_initializer = "uniform", activation = "relu", input\_dim = 15))

    # *4. Add the "second Hidden-layer"*

# *ann\_classifier.add(Dense(units = 6, kernel\_initializer = "uniform", activation = "relu"))*

    # *5. Add the "output-layer"*

**ann\_classifier.add**(**Dense**(units = 1, kernel\_initializer = "uniform", activation = "sigmoid"))

    # *6. Compile the ANN*

**ann\_classifier.compile**(optimizer = "adam", loss = "binary\_crossentropy", metrics= ["accuracy"])

    # *7. Train the model: fit the ANN to Training-set (batch\_size and epoch)*

**ann\_classifier.fit**(cuStomers, is\_fraud, batch\_size= 1, epochs= 2)

# *----------------------------------- Part 3 : Predictions  ---------------------------------------------*

# *Predicting the probabilities of frauds*

y\_prd = **ann\_classifier.predict**(cuStomers)

# *concatenate columns to add customer\_id*

y\_prd = **np.concatenate**((dataset.iloc[:, 0:1].values, y\_prd), axis=1)

# *sorting trick*

y\_prd = y\_prd[y\_prd[:, 1].**argsort**()] # *y\_prd[:, 1] selects the 2nd column of y\_pred*

# *python prctc\_mega\_Hybrid\_SOM\_ANN.py*
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|  |  |
| --- | --- |
| Un-sorted Customer\_id & Probability | Sorted Customer\_id & Probability |
|  |  |

**Conclusion:** The purpose here to know how to *combine* two *models* to create a *Hybrid model*.