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**10.1 Why it helps to combine models**

In this section, we'll explore how *combining multiple models* can improve predictions.

* If we have a *single model*, we have to choose some *capacity* for it.
* If we choose too *little capacity*, it would be able to *fit the regularities* in the *training data*.
* And if we choose *too much capacity*, it won't be able to *fit the sampling error* in the particular training set we have (overfit the sampling error).
* By using many models, we can actually get a better tradeoff between *fitting* the *true regularities*, and *overfitting* the *sampling error* in the data (avoiding overfitting to noise in the data).

At the beginning of the section, we'll see that when we average models together, we can expect to do better than any single model. This effect is largest when the *models* make very *different predictions* from each other. Toward the end, we'll discuss various techniques to encourage the different models to make very different predictions.

* **Combining networks: The bias-variance trade-off**
* As we've seen before, when we have a *limited* amount of *training data*, we tend to get *overfitting*.
* If we *average* the predictions of many *different models* we can typically *reduce* that *overfitting*.
* This helps most when the models make very *different predictions* from one another.
* For *regression*, the *squared error* can be decomposed into a *bias-term* and a *variance-term*. And that allows us to analyze what's going on.
* The bias term is *big* if the model has too *little capacity* to fit the data. It measures how *poorly* the model *approximates* the *true function*.
* The variance term is *big* if the model has so *much capacity* that it's good at modeling the *sampling error* in our particular training set.
* It's called *variance*, because if we go and get *another training set* of the *same size* from the *same distribution*, our model will *fit differently* to that training set, because it has *different sampling error*.
* And so we'll get *variance* in the way the models *fit* to *different* training *sets*.
* If we *average models* together, what we're doing is we're *averaging* away the *variance*, that allows us to use individual models that have *high capacity* and therefore *high variance*.
* These *high capacity models* typically have *low bias*. So we can get the *low bias* without incurring the *high variance* by using *averaging* to get *rid of the variance*.
* **How the combined predictor compares with the individual predictors**

Let's analyze how an *individual model* compares with an *average of models*.

* On any one test case some *individual predictors* may be *better* than the *combined predictor*. But different individual predictors will be better on different cases.
* If the *individual predictors* *disagree* a lot, the *combined predictor* is typically better than all of the individual predictors when we *average* over *test cases*.
* So we should aim to make the *individual* predictors *disagree*, *without* making them be *poor* predictors (i.e. without making them much worse individually).
* The art is to have individual predictors that make *very different errors* from one another, but are each *fairly accurate*.
* **Combining networks reduces variance**

Let's look at the math when we combine networks. We want to compare two *expected squared errors*: *Pick a predictor* at *random* versus use the *average* of all the predictors:
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* We're going to compare two *expected squared errors*:
* The *first expected squared error* is the one we get if we *pick one of the predictors* at *random* and use that for making our *predictions*.
* Then we *average overall predictors*, the error we'd expect to get if we followed that *policy*.

|  |  |
| --- | --- |
| * So is the average of what *all the predictors* say, and is what an *individual predictor* says. So is just the *expectation* over all the *individual predictors* of and we're using those *angle brackets* to represent an *expectation*, where the thing that comes after the angle bracket tells you what it's an expectation over. * The angle brackets <> are used to denote the *expected value* or *average* * The subscript i indicates that the expectation is *taken over all predictors i* * represents the value or prediction from an individual predictor i * We can write the same thing as . |  |

* Now, if we look at the *expected squared error* we'd get if we chose a *predictor* at *random*, what we'd have to do is *compare* that *predictor* with the *target*, take the *squared difference*, then *average* that over all predictors (left hand side of the following eqn).
* Note that, will disappear. Since doesn't have an in it anymore, and so we can forget about the *expectation brackets* for that.
* And that's the ***squared error*** we'd get if we compared the *average* of the models with the *target*. And our aim is to show the thing on the left hand side is bigger than that, i.e., by using that *average*, we've *reduced* the *expected squared error*.
* So the extra term we have on the right hand side, is the expectation . And that's just the *variance* of the . It's the *expected squared difference* between and .
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* The last term disappears, it disappears because the difference of from we expect to be uncorrelated with the difference between the error that the average of the networks makes on the target.
* And so we're multiplying together two things that are *zero mean* and *uncorrelated* and we expect to get *zero* on *average*.

So the result is that the *expected squared error* we get by *picking a model at random* is greater than the *squared error* we get by *averaging* *the models by the variance of the outputs* of the models. That's how much we win by when we take an average.

* **A picture**

Consider the following picture, along the *horizontal* line, we have the possible values of the *output*, and in this case, all of the different models *predict* a *value* that is *too high*.

* The *predictors* that are *further than average* from t make *bigger* than *average squared errors*, like that bad guy in red, and
* The *predictors* that are *less than (nearer than) the average* distance from t make *smaller* than *average squared errors*.

|  |  |
| --- | --- |
| * The first effect dominates, because we're using *squared error* (and squares work like that). So if you look at the math, let's suppose that the *good guy* and the *bad guy* were *equally far* from the *mean*. So the *average squared error* they make is: * So we get the squared error that the mean of the predictors makes i.e. , plus . We win by *averaging predictors* before we compare them with the *target*. |  |

* That's not always true. It *depends* very much *on* using a *squared error*. For example, if we have a whole *bunch of clocks* and we try and make them more *accurate* by *averaging* them all, that'll be a disaster.

|  |  |
| --- | --- |
| * And it'll be a disaster because the *noise* you expect in *clocks* isn't *Gaussian noise*. * What we expect is that, *many* of them will be very *slightly wrong* and a few of them will have *stopped* or will be *wildly wrong*. And if we *average*, we make sure they are *all significantly wrong*, which is not what we want. |  |

* So don’t try averaging if you want to synchronize a bunch of clocks! The noise is not Gaussian.
* **What about discrete distributions over class labels?**

The same thing applies to the *discrete distribution* as we have our *class labeled probabilities*. Suppose that we have *two models*, one gives the *correct label* of *probability* of , and the other gives the *correct label* of *probability* of .

* Is it better to *pick* one *model* at *random*, or it is it better to *average* those *two probabilities*, and *predict* the *average* of and .
* What if our error measure is the *log probability* of getting the *right answer*? Then, the *log* of the *average* of and is going to be a *better* *bet* than the *log* of plus the *log* of averaged.

|  |  |
| --- | --- |
| * That's most easily seen in a diagram because of the shape of the log function. The black curve is the log, and is in the horizontal axis. The gold colored line, joins to . * We can see that if we first average and together, to get that *average value* at the *blue arrow* is, and then we compute the *log*, we get that *blue dot*. * Whereas if we separately take the , and , and then we *average* those two *logs*, we get the *mid-point* of that *gold line*, which is *below* the *blue dot*. |  |

* **Overview of ways to make predictors differ**

To make this *averaging* be a *big win*, we want our *predictors* to *differ* by a lot. And there's many different ways to make them differ.

* *Getting stuck in different local optima:* We could just rely on a *learning algorithm* that *doesn't work too well*, and get *stuck* in *different local optima* each time. It's not a very intelligent thing to do, but it's worth a try.
* *Model not using neural networks:* We could use *different* kinds of *models*, including ones that are *not neural networks*. Eg:

|  |  |
| --- | --- |
| * Decision trees * Gaussian Process models | * Support Vector Machines * and many others. |

* *Use different neural-network models:* If we really want to use a bunch of different neural-network models, we can make them *different* by using
* *Different number of hidden layers* or
* *Different number of units per layer* or
* *Different types of unit*. Like in some nets you could use *ReLU*, and in other nets you could use *logistic units*.
* Different *types* or *strengths* of *weight penalty*. So you might use *early stopping* for some nets, and an *L2 weight penalty* for others, and an *L1 weight penalty* for others.
* *Different learning algorithms*. For example you could use *full batch* for some, and *mini batch* for others, if your data set is small enough to allow that.
* **Making models differ by changing their training data**

We can also make the models *differ* by *training* the models on *different training data*.

* *Bagging:* Train different models on different subsets of the data. *Bootstrap aggregating* was proposed by ***Leo Breiman*** who also coined the abbreviated term "*bagging*" (*bootstrap aggregating*). *(Breiman developed the concept of bagging in 1994 to improve classification by combining classifications of randomly generated training sets)*.
* In ***bagging*** method, we train *different models* on *different subsets of the data*. We get these *subsets* by *sampling* the *training set* with *replacement*.
* *Bagging gets different training sets by using sampling with replacement:* For example we sampled a training set that had examples A, B, C, D, and E. And we got five examples, but we'll have some *missing* and some *duplicated*. And we train one of our models on that particular training set.

a,b,c,d,e -> a c c d d

* ***Random forests:*** Random forests use lots of *different decision trees* trained using *bagging*., which ***Leo Breiman*** was also involved in inventing. When we train lots of *different decision trees* with *bagging* and then *average* them together, they work much better than *single decision* *tree* by themselves.
* In fact, the ***Kinect box*** uses random forests to convert information about *depth* into information about where your *body* *parts* are. ("*Kinect box*" refers to the *Microsoft Kinect*, a *motion-sensing device* used for *gaming* and *body tracking*. Kinect is a *discontinued* product by Microsoft.)
* *Bagging with neural nets:* We could use *bagging* with *neural nets*, but it's very expensive. If we wanted to train *20 different neural nets* this way, we'd have to get our *20* different *training sets*. And then it would take *20-times long* as training *one net*. Also, at test time, we'd have to run these twenty different nets.
* But that doesn't matter with *decision tress* because they're so *fast to train* and they're also fast to use at *test* time.
* *Boosting:* Another method for making the training data different is to *train* each model on the *whole training set*, but to *weight* the cases *differently*.
* In boosting, we typically we use a *sequence of* fairly *low capacity models*. And we *weight* the *training cases* for each model in the sequence *differently*.
* Boosting *up weights* the cases that the previous *models got wrong* and we *down weight* the case of previous *models got right*.
* So the *next model* in the *sequence* doesn't *waste its time* trying to model cases that are *already correct*. It uses its *resources* to try to deal with *cases* the *other models* are *getting wrong*.
* An early use of boosting, was with neural nets for MNIST, when computer's are actually slower.
* One of the big advantage of boosting was that it focused to *computational resources* on *modeling* the *tricky cases*, And didn't *waste* a lot of time, going over *easy cases* again and again.

**10.2 Mixtures of Experts**

In this section, we're going to talk about the *mixture of experts model* that was developed in the early 1990s. The idea of this model is to train a *number of neural nets*, each of which *specializes* in a different *part* of the *data*.

* Mixture of experts (MoE) is a machine learning technique where multiple *expert networks (learners)* are used to divide a problem space into homogeneous regions. MoE represents a form of ensemble learning.
* That is, we assume we have a *dataset* which comes from a number of *different regimes*, and we *train a system* in which *one neural net* will *specialize* in *each regime*, and a *managing neural net* will look at the input data, and *decide* which *specialist (expert)* to give it to.
* This kind of system, *doesn't make very efficient use of data*, because the data is, fractionated over all these different experts. The model can be inefficient with small datasets because the data is spread across many different experts, which may not have enough data to learn well individually. As a result, the model's performance might suffer when data is limited.
* So with *small datasets*, it can't be expected to do very well.
* But as *datasets grow larger*, this kind of system may prove highly *effective*, as it can make excellent use of extremely large datasets.
* As the dataset grows larger, the model's structure becomes more useful. The large amount of data allows each expert to specialize in a different regime, and the system can make better use of the available data by allocating tasks to the right expert. This allows the model to scale effectively with increasing data.
* ***Experts:*** The model involves training *multiple neural networks*, called "*experts*," where each expert is specialized in handling a particular subset or "*regime*" of the data.
* The ***data*** is assumed to come from *different underlying distributions* or sources, and each expert is designed to learn well on a specific regime of the data.
* ***Managing Network:*** In addition to the experts, there is a *"managing network"* that receives the input and decides which expert should handle the given data point. This is essentially a gating mechanism that directs the flow of data to the appropriate expert.
* **Mixtures of Experts**

In ***boosting***, the *weights* on the models are *not all equal*. But after we *finish training*, each model has the *same weight* for *every test case*. We don't make the *weights* on the *individual models* *depend* on which *particular case* we're dealing with. But in *mixture of experts*, we do.

* Can we do better that just *averaging models* in a way that *does not depend* on the *particular training case*?
* So the idea is that: we can look at the *input* data for a *particular case* during both *training* and *testing* to help us decide which *model* we can *rely* on.
* During training this will allow particular *models* to *specialize* on a *subset* of the *training cases*.
* They *do not learn* on cases for which they are *not picked*. So they can ignore stuff they're not good at modeling. This will lead to *individual models* that are very good at some things and very bad at other things.
* The key idea is to make *each model/expert* focus on predicting the right answer for cases where it's *already doing better* than the other experts.
* This causes specialization.
* **A spectrum of models**

So there's a spectrum of models from very *local models* to very *global models*.

|  |  |
| --- | --- |
| * ***Very local models:*** *Nearest neighbors*, for example, is a very *local model*. * *Very fast to fit:* To fit it, you *just store the training cases*, then if you have to *predict* y from x, you simply find the stored value of x that's *closest* to the test value of x, then you *predict* the value of y that's the same as for the *stored value*. * *Local smoothing would obviously improve things:* The result of that is that the *curve* relating the *input to the output* consists of *lots* of *horizontal lines* connected by *cliffs*. It would clearly make more sense to *smooth* things out a bit. |  |

|  |  |
| --- | --- |
| * ***Fully global models:*** At the other extreme, we have *fully global models*, like fitting one *polynomial* to *all the data*. * *May be slow to fit and also unstable:* They're much *harder to fit* to data, and they may also be *unstable*. i.e, small changes in the data may cause big changes in the model you fit. That's because *each parameter* depends on *all the data*. |  |

* **Multiple local models**

In between those two ends of the spectrum, we have multiple *local models*, which are of *intermediate complexity*. So instead of using a *single global model* or *lots of very local models*, use *several models* of *intermediate complexity*.

* This is good if the *dataset* contains *several* different *regimes* and those different regimes have *different relationships* between *input* and *output*.
* *As an example Financial data depends on the state of the economy:* In *financial data* for example the *state of the economy* has a big effect on determining the mappings between *inputs* and *outputs*, and you might want to have *different models* for *different states of the economy*.
* But we might not know in advance how to decide *what constitutes* different *states* of the *economy*, we need to learn that too.
* *How do we partition the dataset into regimes?* Now the problem is: if we're going to use *different models* for *different regimes*, then how do we *partition* the dataset into these different regimes. We've several ways to do that, let's discuss these in following sub-sections.
* **"Partitioning based on input alone" vs "partitioning based on the input-output relationship"**

In order to fit *different models* to *different regimes* we need to *cluster the training data* into *subsets*, one for each of these regimes (for each local model).

* The aim of the clustering is NOT to find *clusters* of *similar input vectors*. We *don't* want to *cluster* the *data* based on the *similarity of input vectors*.

|  |  |
| --- | --- |
| * All we're interested in is the *similarity* of *input-output mappings*. We want each cluster to have a *relationship* between *input* and *output* that can be *well-modeled by one local model*. * Notice the on the right, four data points fit well with the *red parabola*, and another four fit well with the *green parabola*. * If we *partition* the data based on *input-output mapping* (i.e. fitting a parabola nicely to the data), the *split* happens at the *brown line*. * But if we *partition* based only on *input clustering*, the *split* occurs at the *blue line*, and then if we look to the *left of that blue line* (red parabola and part of the green parabola), we'll be stuck with a subset of data that *can't be modeled nicely* by a *simple model*. |  |

* **An error function that encourages cooperation**

Now we're going to explain an *error function* that *encourages models* to *cooperate*, and then we'll explain an *error function* that *encourages models* to *specialize*.

* Also we aim to provide a clear intuition for why these *two functions* have such *different effects*.

|  |  |
| --- | --- |
| * If we want to *encourage cooperation*, we *compare* the *average* of all the *predictors* with the *target* and *train* all the *predictors together* to *reduce* the *difference* between the *target* and their *average* (i.e. reduce discrepancy). * The *error* is the *difference* between the *target* and the *average* of all the predictors of what they predict. Here we're using angle brackets <> to represent *expectation*. * This can *overfit badly*. It makes the model much more *powerful* than *training* each predictor *separately*, because the models will learn to correct the errors made by others. |  |

* **A picture of why averaging models during training causes cooperation not specialization**

So, if we're averaging models during training, and train it so that the average works nicely, we have to consider cases like this.

* On the *right*, we have the *average* of all the models *except* for *model i*. So, that's what everybody else is saying when their votes are averaged together.
* On the *left*, we have the *output* of *model i*.
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* Now if we'd like the *overall average* to be *closer* to the *target*, what do we have to do to the *output* of the *i-th model*?
* We have to *move it away* *from* the target. That will take the *overall average* *towards the target*.
* We can see that what's happening is: the *model i* is *learning* to *compensate* for the *errors* made by all the *other models*.

But do we really want to *move* *model i* in the *wrong direction*? Do we really want to *move* the output of *model i* *away* from the *target* value? Intuitively it seems better to move *model i* *towards the target*.

* **An error function that encourages specialization**

Following is an error function that encourages specialization, and it's not very different.

* *Compare each predictor separately with the target:* To encourage specialization, we compare the *output* of each *model* with the *target* separately.
* *Use a "manager" to determine the probability of picking each expert:* We also need to use a *manager* to *determine* the *weight* we put on each of these *models*, which we can think of as the *probability of picking* each *model*, if we have to pick one.

|  |  |
| --- | --- |
| * Now, our error is the *expectation over all the different models* of the *squared error* made by that model times the *probability of picking* that model. * Where the *manager* or *gating-network*, is *determining* that *probability* by looking at the *input* for this particular case. * *Most experts end up ignoring most targets:* If we try to minimize this error, the consequence will be that *most of the experts* will end up *ignoring most of the targets*. Each *expert* will only deal with a *small subset* of the *training cases* and it will learn to perform very well on that small subset. |  |

* **The Mixture of Experts architecture (almost)**

Let's briefly discuss the Mixture of Experts (MOE) architecture. In this approach, the *cost function* is defined as the *squared* *difference* between the *output* of each expert and the *target* *averaged* over all the *experts*.

* A simple cost function:
* In this approach, the *weights* used in the *average* are determined by the *manager*. However, there is a more effective cost -function, based on the *mixture model*, which we will discuss later.
* We consider this initial cost function, because it makes the intuition behind the concept easier to explain.
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* **How it works:**
* We start with an *input*
* *Multiple experts* process the *input* and make *predictions* based on it.
* Alongside the experts, there is a ***manager*** component.
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***The manager's role:***

* The *manager* can consist of multiple layers, with the *final layer* being a *softmax layer*.
* This *softmax* layer outputs a *set of probabilities*, *one for each expert*, indicating the *weight* or *importance* of each expert's prediction for the given input.
* ***Error calculation:*** Using the *probabilities* output by the *manager* and the *predictions* from the *experts*, we compute the value of that *error function*.
* **The derivatives of the simple cost function**

If we look at the derivative of that error function, the *outputs* of the *manager* are determined by the *inputs* to the *softmax group* in the *final layer* of the manager. And then the error is determined by the *outputs of the experts*, and also the *probabilities* output *by the manager*.

|  |  |
| --- | --- |
|  |  |

* If we differentiate that *error* w.r.t the *outputs of an expert*, we get a *signal* for *training that expert* and that *gradient* that we get w.r.t. the *output of an expert* is just the *probability* of *picking* that *expert*, times the difference between what that expert says (output) and the target.
* i.e. if we differentiate w.r.t. the outputs of the experts we get a signal for training each expert.
* So if the *manager decides* that there's a very *low probability of picking* that *expert* for that *particular training case*, the expert will get a very *small gradient*, and the *parameters* inside that expert *won't get disturbed* by that training case. It'll be able to *save its parameters* for *modeling* the *training cases* where the manager gives it a *big probability*.

|  |  |
| --- | --- |
| * We can also *differentiate* w.r.t the *outputs* of the *gating network*, if we do that, we get a *signal* for *training* the *gating net*. And actually what we're gonna do is— differentiate w.r.t, the *quantity* that goes into the *softmax*. That's called the *logit*, that's , * Differentiating w.r.t the *gating network outputs*, calculates how *changes* in the *gating network's outputs* (the *probabilities* assigned to *each expert* by the *softmax layer*) *affect* the *overall* *error*. This provides a training signal to improve the gating network. * But, instead of directly differentiating the gating network's outputs (the probabilities), we compute *gradients* with respect to the *inputs* to the *softmax* function. These inputs are often referred to as "logits" (denoted as ). * By differentiating with respect to logits, we *indirectly train* the gating network. This is because the *logits* determine the probabilities output by the softmax layer, which in turn influence the overall error. |  |

* And if we take the derivative w.r.t the logits , we get the *probability* that, that *expert was picked* times the difference between the *squared error* made by that *expert* and the *average overall experts* when you use the *weighting* provided by the *manager* of the squared error.
* We want to raise for all *experts* that give *less* than the *average squared error* of all the experts (weighted by ).
* If *expert i* makes a *lower squared error* than the *average of the other experts*, then we'll try to *raise* the *probability* () of *expert i*.
* But if *expert i* makes a *higher squared error* than the other experts, we'll try and *lower* its probability. That's what causes the specialization.

This approach ensures that the *gating network* is *updated* effectively to assign *optimal weights* to the *experts* during training.

* **A better Cost Function for mixtures of experts (Jacobs, Jordan, Nowlan & Hinton, 1991)**

There exists a *better cost function*. It's a more advanced cost function that is based on mixture models, which we haven't discussed. Again, those will be well explained in *Andrew Ng's coursera* course.

* However, we’ve seen the *interpretation* of *maximum likelihood*, when we're doing *regression*, as the idea that the network is actually making a *Gaussian prediction*. i.e., the network outputs a particular value, say y1, and this can be *interpreted* as a *prediction* that the *target* value follows a *Gaussian distribution* centered around y1 with *unit variance*.
* Think of *each expert* as making a prediction that is a *Gaussian distribution* around its *output* (with variance 1).
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* So the *red expert* makes a *Gaussian distribution* of *predictions* around by y1 and the *green expert* makes a *Gaussian distribution* of *predictions* around y2.
* The *manager* then decides *probabilities* for the *two experts* and those *probabilities* are used to *scale down* the *Gaussians*. Those *probabilities* have to *add to 1* (i.e. sum of these probabilities = 1) and they are called *mixing proportions*.
* i.e. we think of the *manager* as deciding on a *scale* for each of these Gaussians. The scale is called a “*mixing proportion*”. e.g {0.4 0.6}
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* Once we *scale down the Gaussians* we get to distribution that's no longer a Gaussian, is the *sum* of the *scaled down red Gaussian* and the *scaled down green Gaussian*. And that's the *predictive distribution* from *mixture of experts*.
* Now we want to *maximize* the log probability of the *target value* under that *black curve* (under this mixture of Gaussians model i.e. the sum of the two scaled Gaussians) and remember the *black curve* is just the *sum* of the *red curve* and the *green curve*.
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So that leads to the following model for the *probability of a target*, given a *mixture of experts*.

* **The probability of the target under a mixture of Gaussians**
* The probability, is on the left, and it's the *sum over all the experts* , of the *mixing proportion assigned to that expert* by the *manager* or *gating network* times to the power the squared difference between the *target* and the *output* of that expert times , scaled by the normalization term () for a Gaussian with a variance of 1.
* And so our cost function is simply going to be the *negative log* of that *probability* on the left. We're going to try and *minimize* the *negative* *log* of that probability.
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Gaussian with a variance of 1

* ***Note:*** The general formula for the probability density function (PDF) of a Gaussian distribution:

For variance 1, i.e.

Here the normalization term is , this ensures that the *integral of the probability density function (PDF) x equals 1*. i.e. ensures that the total probability under the Gaussian curve sums to 1.

**10.3 The idea of Full Bayesian Learning**

In this section, we will revisit the concept of *Full Bayesian Learning* (reccall *Chapter 9: Regularization*) and provide additional insights into how it works. In the following section, we will explore how it can be made practical.

* **Full Bayesian Learning**

In *full Bayesian learning*, we *don't try to find* a *best single setting* of the *parameters* (as in Maximum Likelihood or MAP). Instead, we'll try to find the *full posterior distribution* over *all possible parameter settings*.

* i.e., for *every possible setting*, we want a *posterior probability density*. And all those *densities*, we want to *add up to 1*.
* It's extremely *computationally intensive to compute* this for all, but the simplest models (its feasible for a biased coin).
* So, in the example earlier (*Chapter 9*), we did it for a *biased coin* which just has *one parameter*, which is: "*how biased it is*". But in general, for a neural net, it's impossible.
* After we've computed the *posterior distribution* across *all possible settings of the parameters*, we can then make *predictions* by letting each *different setting of the parameters* make its own *prediction*. And then, *averaging* all those *predictions* together, *weighting* by their *posterior probability*.
* To make predictions, let each different setting of the parameters make its own prediction
* Combine all these predictions by weighting each of them by the posterior probability of that setting of the parameters.
* This is also very computationally intensive.
* The **advantage** of doing this is that— if we use the *full Bayesian approach*, we can *use complicated models* even when we *don't* *have much data*.
* **Overfitting: A frequentist illusion?**

There's a very interesting philosophical point here. We're now used to the idea of ***overfitting***, When you fit a *complicated model* to a *small* *amount of data* (it ends up capturing noise instead of true patterns).

* But that's basically just a *result of not bothering to get* the *full Posterior Distribution* over the *parameters*. i.e. we often ignore the full range of possible parameter values (the posterior distribution) and focus only on a single estimate.
* So, frequentists would say— *"If you don't have much data, you should use a simple model",* because a complex one will overfit*.* And that's true.
* But it's only true if you assume that *"fitting a model"* means— *finding the single best setting of the parameters*.
* If we use the *full posterior distribution* over *parameter settings*, *overfitting disappears*.
* If there's *very little data*, the *full posterior distribution* will typically give you very *vague predictions*, because many *different settings of* *the parameters* that make very *different predictions* will have *significant posterior probability*.
* As you get *more data*, the *posterior probability* will get more and *more focused* on a *few settings* of the *parameters*, and the *posterior* *predictions* will get much *sharper*.

*From a Bayesian viewpoint, overfitting arises because we often simplify the problem by estimating only a single "best" set of parameters (e.g., using maximum likelihood estimation) instead of considering the full posterior distribution over all possible parameters.*

*The full posterior distribution provides a probabilistic description of the parameters, taking into account the uncertainty in the data. By focusing only on a single estimate, we miss this uncertainty, which can lead to overfitting.*

* **Frequentist:** The term frequentist refers to a school of thought in statistics where probabilities are interpreted as the long-run frequency of events. In the frequentist approach:
* In frequentism, ***probability*** represents the ***proportion of times*** an event will occur in repeated, identical experiments. For example, the probability of flipping heads on a fair coin is interpreted as the *fraction of heads* you would observe if you flipped the coin an *infinite number of times*.
* Here, the "proportion of heads" refers to the fraction or percentage of times the coin lands on heads compared to the total number of flips.
* In the frequentist interpretation, the proportion of heads would approach the true probability of flipping heads (e.g., 0.5 for a fair coin) as the number of flips increases toward infinity.
* Parameters (like the mean or variance) are treated as fixed but unknown values. They do not have probabilities because they are not considered random.
* **Inferences are based on the idea of sampling:** given repeated samples from the same population, frequentists make conclusions about the fixed parameter.
* **Confidence intervals** and **hypothesis** testing are central tools, relying on the behavior of the sampling process.

Unlike Bayesian statistics, which treats *parameters* as *random variables* and incorporates ***prior beliefs***, frequentists focus only on the *data at hand*, ***without*** introducing ***prior distributions***.

In short, **frequentism** is about interpreting probability as a long-run frequency and treating parameters as fixed but unknown quantities.

* **A classic example of overfitting**

Following is a *classic* example of *overfitting*. We've got *six data points* and we fitted a *fifth order polynomial* and so it should *go exactly through the data*. We also fitted a *straight line* which only has *two degrees of freedom*.

|  |  |
| --- | --- |
| * The question is: which model do we believe? * The model (the polynomial) that has *six coefficients* and fits the data almost perfectly. Or * The model (the straight line) that only has *two coefficients* and doesn't fit the data all that well. * It's obvious that the complicated model (the polynomial) fits better. * But we don't believe it. * It's not economical. * And it also makes silly predictions. |  |
| * *Prediction:* Now let's look at the *blue arrow* in the figure below, and that's the *input value* and we're trying to *predict* the *output* value. * The *red curve (polynomial)* will predict a value that's lower than any of the observed data points, which seems crazy, * Whereas the *green line* will predict a sensible value. * *Using a prior of the fifth-order polynomials:* The situation changes if, instead of directly fitting a fifth-order polynomial, we introduce a reasonable *prior of the fifth order polynomials*. For example, this prior might assume that the coefficients of the polynomial should not be too large. |  |
| * We start with a reasonable prior over all fifth-order polynomials. * Next, we calculate the *full posterior distribution* over all those *fifth-order polynomials*. The image shown represents a sample from this distribution, where *thicker lines* indicate polynomials with *higher probabilities* in the posterior. * Some of the *thinner curves* may *miss* a few *data points* by a significant margin, but overall, they still *fit most of the data points* reasonably well. |  |

* Now, we get much *vaguer*, but much *more sensible predictions*.
* For example, at the point marked by the *blue arrow*, the individual models make very different predictions. However, when these predictions are averaged, the *result* is quite *similar* to the *prediction* made by the *green line*.
* *From a Bayesian prospective*, there's no reason why— *the amount of data we collect* should influence our *prior beliefs* about the *complexity* of the model.
* A true Baysian would say, *"you have prior beliefs about how complicated things might be and just because you haven't collected any data yet, it doesn't mean you think things are much simpler".*
* **Approximating full Bayesian learning in a neural net**

We can *approximate Full Baysian Learning* in a *neural net*, if the *neural net* has *very few parameters*.

* *Creating a Grid Over Parameters:*
* ***The idea is:*** If the *neural net* only has a *few parameters* we could put a *grid* over the *parameter space*, and evaluate at *each grid-point*. So each parameter is restricted to a few possible values.
* Then, we take the cross product of all those values for all the parameters.
* Now we get a set of grid points in the parameter space (representing different possible models).
* *Evaluating Each Grid Point:*
* At each grid point, we check how well the model predicts the data (i.e. if we're doing supervised learning, how well a model predicts the target outputs).
* The posterior probability in that grid-point is the product of:
* How well it *predicts the data* (model fits the likelihood) and
* How likely it is *under the prior*.
* The probabilities are then *normalized* so that they (posterior probability) sum to 1.
* *Advantages:* It is still very expensive, but notice it has some attractive features:
* There's no gradient descent involved.
* No local optimum issues: No risk of getting stuck in local optima since we evaluate all points independently.
* We're not following a path in this space, We're just evaluating a set of points in this space.
* *Making Predictions:*
* After evaluating each grid point we use all of them to make predictions on test data. i.e. Once we've decided on the *posterior probability* to *assign* to *each grid-point*, we then *use them all* to make *predictions* on the *test data*.
* This is also expensive, but it works much better than ML learning when the posterior is vague or multimodal (this happens when data is scarce). When there isn't much data, it'll work much better than *maximum likelihood* or *maximum a posteriori*.

![](data:image/png;base64,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)

* So, the way we *predict* the *test output, given the test input*, is that we say, the *probability* of the *test output, given the test input* , is the sum overall the grid points of the probability that, that grid-point is a good model:
* Is the sum over all grid-points of the *probability of that grid-point*, given the *data* and given our *prior* , times the probability that we will get that test output, given the input and given the grid-point .
* In other words, we have to take into account, the fact that we might *add noise to the output of the net* before producing the *test answer*.

|  |  |
| --- | --- |
| * **An example of full Bayesian learning**   Here's a picture of full Bayesian learning. We have a little net here,  that has *four weights* and *two biases*.   * If we allowed, nine possible values {-2, -1.5, -1, -0.5, 0, 0.5, 1, 1.5, 2} for each of those weights and biases, there would be *grid points* in the *parameter space*. * It's a *big number* but we can *cope* with it. For *each* of those *grid-points*, we compute the *probability* of the *observed outputs* of all the *training cases*. * Multiply the *prior for each grid-point* (which might depend on the values of the weights, for example) by the *likelihood term* and *renormalize* to get the *posterior probability* for *each grid-point*. |  |

* Then we make *predictions* using those *grid-points*, but weigh to each of their predict ions by its posterior probability.
* i.e. we make *predictions* by using the *posterior probabilities* to average the predictions made by the different grid-points.

**10.4 Making full Bayesian learning practical**

In this section, we're going to describe how to make *full Bayesian learning* practical for neural networks that have *thousands*, and perhaps even *millions* of *weights*.

* The method used is a *Monte Carlo approach*, where a *random number generator* *explores* different *weight vectors*, *favoring* those that *reduce* the *cost function*.
* We use the *"random number generator"* to move around the *"space of weight vectors"* in a *random way* (to explore different combinations of weights), but with a *bias* towards going *downhill* in our *cost function*.
* So it’s guided to favor weights that reduce the cost function i.e., weights that make the model perform better
* Sampling from the Posterior: If we do this right, we get a beautiful property, which is that— *"we sample weight vectors in proportion to their probability in the posterior distribution"*.
* And that means— by *sampling a lot of weight vectors*, we can get a *good approximation* to the *full Bayesian method*.

i.e. this process selects *weight vectors* based on their *probability* in the *posterior distribution*. By sampling many such weight vectors, we can approximate full Bayesian learning effectively.

* **What can we do if there are too many parameters for a grid?**
* The number of *grid points* is *exponential* in the number of *parameters*. (i.e. the number of grid points grows exponentially with the number of parameters).
* So, we can't create a *grid* for more than a *few parameters*, as it becomes impossible to handle larger numbers of parameters with this method.
* If there is enough data to make *most parameter vectors* very *unlikely*, only a *tiny fraction* of the *grid points* will make a *significant contribution* to the *predictions*.
* So maybe we can just *focus on evaluating* this *tiny fraction* if we can find it.
* ***Idea:*** An idea that makes *Bayesian learning feasible* is that— it might be sufficient to just *sample weight vectors* according to their *posterior probabilities*. Consider the equation:
* So if you look at this equation, the *probability* that we assigned to a *test output* , given the *input for the test case* and the *training data* , is the *sum over all points in weight space* of the *posterity probability* of that *point in weight space* given the *training* *data*  , times the *probability distribution for the test values* that we predict given that *point in weight space* , and given the *test input* .
* Now *instead* of adding up *all the terms* in that *sum*, we could just *sample terms* from that *sum*.

|  |  |
| --- | --- |
| * What we do is— we *sample* the *weight vectors* in *proportion* to that *probability*. So either we sample them or we don't i.e. they'll get a weight of 1 or 0. |  |

* But the probability of getting a 1 i.e., the *probability being sampled*, will be their *posterior probability*. So that will give us the correct *expected value* for the right hand side.
* It'll have *noise* due to the *sampling* but it'll have the *correct expected value*.
* Let's break down the terms in the equation again:
* : This is the overall probability (or distribution) of the *test output* given the *test input* and all the *training data* . It represents our *final prediction* for the *test case*.
* : Each is a specific set of weights (a *weight vector*) for the neural network. Think of each as one possible model configuration.
* : This is the *posterior probability* of the *weight vector* given the *training data* . It tells us *how likely* that particular set of weights is after considering the data.
* : This is the probability (or *prediction*) for the *test output* given the *test input* , assuming the network uses the specific *weight vector* . It tells us what the network would *predict* if it had *those weights*.
* **Sampling weight vectors**

Here's a picture of what happens in *standard back propagation*. On the right we've drawn the *weight space*. Which of course is very *high* *dimensional* and *unbounded*. And this is a very *simplified picture* of it, but it's the best we can do.

|  |  |
| --- | --- |
| * In this *weight space*, we've drawn some *contours* which are meant to be *contours of equal values* of our *cost function*. And the way back propagation is normally used, is we *start* with some *small* value of the *weights*, and then we *follow* the *gradient*. * In *standard backpropagation* we keep moving the *weights* in the direction that *decreases the cost*. * i.e. we *move downhill* in our *cost function*, in the direction that *increases* the *log-likelihood* plus the *log prior*, *summed* over all *training cases*. * Eventually, we'll either end up at (the weights settle into) *a local minimum* or we'll get *stuck on a plateau*, or we'll just *move so slowly* that we run out of patience. * But the main point of this picture, is that we *follow a path* from an *initial point* to some final, *single point*. |  |

* **One method for sampling weight vectors**

Now if we're using a *sampling method*, what we could do is—

* ***Add Gaussian noise:*** We start at the same place as we did before, but each time we update the weights, we add a bit of *Gaussian noise* so we're *jittering* around.
* So we add some Gaussian noise to the weight vector after each update.
* So the *weight vector* will *never settle down*. It'll keep on *moving around*.
* It'll keep wander over the space, but always *preferring low cost regions* of the weight space. That is, it'll tend to *go downhill* if it can.

|  |  |
| --- | --- |
| * An important question is— *Can we say anything about how often the weights will visit each point in that space (i.e. each possible setting of the weights)?* * So the *red dots* are meant to be *samples* we took of the *weights* as we wandered around the space. * And the idea is— we might save the weights *after every 10,000 steps*. * If we look at those *red dots*, a few of them are in *high cost regions*, because those regions are quite big. * The *deepest minimum* has the *most red dots*, and other minima also have red dots. The dots aren't *right at the bottom of the minimum*, because they're *noisy samples*. |  |

* **The wonderful property of Markov Chain Monte Carlo (MCMC)**

If we add that *Gaussian noise* in just the right way, there's a wonderful property of *Markov Chain Monte Carlo:*

* It's an amazing fact— if we *wandered* around for *long* enough, the *weight vectors* will be *unbiased samples* from the *true posterior distribution over weight vectors*.
* i.e. if we use just the right amount of *noise*, and if we let the *weight vector* *wander* around for *long enough* before we take a sample, we will get an *unbiased sample* from the *true posterior* over weight vectors.
* That is, those *red dots* we saw in the previous sub-section will be *sampled* from the *posterior*, where *weight vectors* are a *highly* *probable* under the *posterior*, a much more *likely* to be represented by a *red dot* than weight vector that is highly improbable.
* This is called *Markov Chain Monte Carlo (MCMC)*.
* MCMC makes it *feasible* to use full *Bayesian learning* with *thousands of parameters*.
* There's a method of *adding* some *Gaussian noise* (by Hinton), but it's not the most efficient. There are more sophisticated methods related MCMC that are more complicated but more efficient.
* By "more efficient", we mean they *don't need* to let the weights *wander* around in the weight space *for so long* before we can *start taking* those *red samples* (samples from the posterior).
* Hinton has mentioned approaches that involve adding Gaussian noise to gradient updates, which are related to MCMC methods. One well-known technique in this area is *Langevin Dynamics* (or its variant, *Stochastic Gradient Langevin Dynamics (SGLD))*. These methods combine *gradient-based optimization* with the injection of *Gaussian noise* to sample from the posterior distribution, effectively blending learning with MCMC sampling.
* ***Gradient Descent with Noise:*** Instead of just moving "downhill" (toward lower cost), you add Gaussian noise to each gradient step. This noise helps *explore the "weight space" randomly*, avoiding getting stuck in bad local minima.
* ***MCMC Sampling:*** Over time, the noise ensures that the *weights* are *sampled proportionally* to their probability in the *posterior* *distribution* (Bayesian property).
* This mimics a *"smart random walk"* through *possible weight values*, guided by both *data (gradients)* and *uncertainty (noise)*.
* ***Why This Matters for Bayesian Learning:***
* It avoids *explicitly calculating* the impossibly *complex posterior* for large neural networks.
* By adding *noise* to gradients, you *approximate sampling* from the *posterior*, making Bayesian learning practical even for models with millions of weights.
* ***Key Papers/Concepts:***
* *Bayesian Learning via Stochastic Gradient Langevin Dynamics (SGLD) (Welling & Teh, 2011)* – Combines stochastic gradient descent with Langevin dynamics (noise injection).
* Hinton’s work on Boltzmann machines and stochastic neural networks also leverages similar ideas (e.g., Gibbs sampling with noise).
* **Full Bayesian learning with mini-batches**

*Full Bayesian learning* can actually be done with *mini batches*.

* When we compute the *gradient* of the *cost function* on a *random mini batch*, we will get an *unbiased estimate* but with *sampling noise*.
* And the idea is— to use that *sampling noise* to provide the *noise* that the *MCMC* method *needs*. It's a very clever idea.
* Welling and his collaborators [*Ahn, Korattikara &Welling— Bayesian Posterior Sampling via Stochastic Gradient Fisher Scoring (ICML 2012)*] showed how they could fairly efficiently get samples from the posterior distribution over weights using mini-batch methods.
* So *full Bayesian learning* is now possible with *lots of parameters*. This should make it possible to use *Full Bayesian Learning* for much *larger networks* where you have to train them with *mini-batch* to have any hope of ever finishing training them.

**10.5 Dropout**

In this section, we're going to describe a new way of *combining* a very large number of *neural network models* *without* having to *separately train* a very large number of models.

* This is a method called ***dropout*** that's recently been very successful in winning competitions.
* For each training case, we *randomly omit* some of the *hidden units*. So, we end up with a *different architecture* for *each training case*. We can think of this as having a *different model* for *every training case*.
* And then, the *question is*—
* How could we possibly *train a model* on *only one training case* and
* How could we *average* all these *models together* efficiently at *test time*?
* The *answer* is that— we use a great deal of *weight sharing*.
* **Two ways to average models**

Let's start by describing *two different ways* of *combining* the *outputs* of *multiple models*.

* ***MIXTURE:*** In a *mixture*, we combine models by *averaging* their *output probabilities*.
* So, if **model A** assigns probabilities of 0.3, 0.2 and 0.5, to three different answers, **model B** assigns probabilities of 0.1, 0.8 and 0.1, the **combined model** simply assigns the *averages of those probabilities*.

|  |  |  |  |
| --- | --- | --- | --- |
| **model A** | 0.3 | 0.2 | 0.5 |
| **model B** | 0.1 | 0.8 | 0.1 |
| **Combined** (average) | 0.2 | 0.5 | 0.3 |

* ***PRODUCT:*** A different way of combining models is to use a *product of the probabilities*. Here, we take a **geometric mean** of their *output probabilities*.
* So, model A and model B again assign the same probabilities as they did before.
* But now, what we do is— we *multiply* each *pair* of probabilities *together* and then take the *square root*. That's the *geometric mean*.

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **model A** | 0.3 | 0.2 | 0.5 |  |
| **model B** | 0.1 | 0.8 | 0.1 |  |
| **Combined** (average) |  |  |  | / sum |

* Now the *geometric means* will generally *add up* to *less than one*. So, we have to *divide* by the *sum of the geometric means* to *normalize* the *distribution* so that it adds up to 1 again.
* Notice that in a *product*, a *small probability* output by *one model*, has *veto power* over the *other models* (Eg: multiplying by 0.1 gives smaller product).

|  |  |
| --- | --- |
| * **Dropout: An efficient way to average many large neural nets**   ***Paper:*** *Improving neural networks by preventing co-adaptation of feature detectors*  *(https://arxiv.org/abs/1207.0580)*  Now let's describe an efficient way to *average a large number of neural nets* that gives us an *alternative* to doing the *correct Bayesian* thing. This *alternative* probably doesn't work *quite as well* as doing the *correct Bayesian* thing, but it's much more practical.   * So, let's consider a *neural net* with *one hidden layer*, shown on the right. |  |
| * Each time we present a *training example* to it— what we're going to do is *randomly omit* each *hidden unit* with a *probability* of *0.5*. Notice, we *crossed* out (red-cross) *three of the hidden units* here. * And then we *run* the *examples* through the net with those *hidden units absent*. * What this means is that we're *randomly sampling* from different architectures, where is the *number of hidden units*, it's a *huge number of architectures*. |  |

* Of course, all of these architectures *share* *weights* (i.e. whenever we use a *hidden unit*, it's got the *same weight* as it's got in *other architectures*).
* **Dropout as a form of model averaging**
* So, we can think of *dropout* as a *form of model averaging*. We sample from these models. *Most* of the models, in fact, will *never* be *sampled*.
* So only a *few* of the *models* ever get *trained*, and they only get *one training example*.
* And since a model that this sampled only gets one training example— that's a very *extreme* form of *bagging*. The *training sets* are very *different* for the *different models*, but they're *also very small*.
* The *sharing* of the *weights* between all the *models* means that each model is very *strongly regularized* by the *others*. And this is a much *better* *regularizer* than things like *L2* or *L1* *penalties* (these L1, L2 penalties pull the weights toward zero).
* By *sharing weights* with *other models*, a model gets *regularized* by something that's going to tend to *pull the weight* towards the *correct* *value*.
* Dropout doesn't directly pull each weight toward a specific "correct value". Instead, it forces the *weights* to *perform well* across many different *subnetworks* (since neurons are randomly dropped during training). This shared-weight setup encourages the model to learn *robust*, *generalizable features*, effectively regularizing the network and *reducing overfitting*.
* **But what do we do at test time?**

The question still remains— what we do with *test time*?

* We could *sample* *many different architectures* (maybe a hundred), and take the *geometric mean* of the *output distributions*.
* But that would be a lot of work.
* There’s something much simpler we can do, like the following:
* It better to *use all* of the *hidden units*, but we *halve* their *outgoing weights*. So, they have the same *expected effect* as they did when we were *sampling*.
* It turns out that *using all* of the *hidden units* with *half* their *outgoing weights*, exactly computes the *geometric mean* of the predictions that all models would have used, *provided* we're using a *softmax output group*.
* **What if we have more hidden layers?**
* If we have *more* than one *hidden layer*, we can simply use *dropout* at **0.5** in *every layer*.
* At *test time*, we *halve* all the *outgoing weights* of *hidden units*, and that gives us what we call the *"mean net"*.
* So, we use a net that has *all* of the *units* but the *weights* are *halved*.
* When we have *multiple hidden layers*, this is *not* exactly the *same* as *averaging* all the *separate dropped out models*, but it’s a pretty good approximation, and its fast.
* Alternatively, we could run lots of *stochastic models* with *dropout*, and then *average* across those stochastic models. And that would have one advantage over the ***mean net***—
* It would give us an idea of the *uncertainty* in the *answer*.
* **What about the input layer?**
* We can use the same trick there, too: We use *dropout* on the *inputs*, but we use a *higher probability* of *keeping* an input (unit).
* This trick is already used by the "Denoising Autoencoders" developed by *Pascal Vincent*, *Hugo Larochelle* and *Yoshua Bengio* at the University of Montreal, and it works very well.
* **How well does dropout work?**

Well, the record breaking object recognition net developed by Alex Krizhevsky (see lecture 5.4) *would* have broken the record even *without* *dropout*. But it broke a lot more by using dropout.

* In general, if you have a *deep neural net* and it's *overfitting*, then *dropout* will typically *reduce* the number *errors* by quite a lot.
* Any net that requires *early stopping* in order to *prevent* it *overfitting* would do *better* by using *dropout*.
* It would, of course, take *longer* to *train* and it might mean *more hidden units*.
* If you got a *Deep Neural Net* and it's *not overfitting*, you should probably be using a *bigger one* and *using dropout*, that's assuming you have *enough computational power*.
* **Another way to think about dropout**

There's *another way* to think about *dropout*, which is how Hinton originally arrived at the idea. And we'll see it's a bit related to *Mixture of Experts (MOE)*, and—

* What's going wrong when all the *experts cooperate*?
* What's *preventing specialization*?
* If a hidden unit knows— which *other* hidden units are *present*, it can *co-adapt* to the *other hidden units* on the *training* *data*.
* What that means is— the *real signal that's training a hidden unit* is, try to *fix* up the *error* that's *leftover* when all the *other hidden units* have had their *say*. That's what's being *back propagated* to *train the weights* of each hidden unit.
* Now, that's going to cause *complex co-adaptations* between the *hidden units*.
* But these *complex co-adaptations* are likely to go wrong when there's a *change* in the *data*. So, a *new test data*, If you rely on *a complex* *co-adaptation* to get things right on the training data, it's quite likely to not work nearly so well on *new test data*.
* It's like the idea that— a big, *complex conspiracy* involving lots of people is almost certain to go wrong because there's always things you didn't think of. And if there's a large number of people involved, one of them will behave in an unexpected way. And then, the others will be doing the wrong thing.
* It's much better if you want *conspiracies*, to have *lots of little conspiracies*. Then, when *unexpected* things happen, *many* of the little conspiracies will *fail*, but *some* of them will still *succeed*.
* So, by using dropout, we *force a hidden unit* to work with *combinatorially* many *other sets* of *hidden units*.
* If a *hidden unit* has to work well with *combinatorially* many sets of *co-workers*, it is more likely to do something that is *individually* *useful* rather than only useful because of the way *particular other hidden units* are collaborating with it.
* But it is also going to tend to do something that's *individually useful* and is *different* from what other hidden units (co-workers) do.
* It needs to do something that's *marginally useful*, given what its *co-workers tend to achieve*. And that's what's giving *nets with dropout*, their very *good performance*.