Week 4

import random

# Heuristic: number of pairs of queens attacking each other

def calculate\_cost(state):

cost = 0

n = len(state)

for i in range(n):

for j in range(i + 1, n):

if state[i] == state[j] or abs(state[i] - state[j]) == abs(i - j):

cost += 1

return cost

# Generate all neighbors of the current state

def get\_neighbors(state):

neighbors = []

n = len(state)

for col in range(n):

for row in range(n):

if state[col] != row: # move queen in col to new row

neighbor = state.copy()

neighbor[col] = row

neighbors.append(neighbor)

return neighbors

# Hill climbing algorithm

def hill\_climb(initial\_state):

current = initial\_state

current\_cost = calculate\_cost(current)

print(f"Initial state: {current}, Cost = {current\_cost}")

while True:

neighbors = get\_neighbors(current)

best\_neighbor = None

best\_cost = current\_cost

# Find the best neighbor

for neighbor in neighbors:

cost = calculate\_cost(neighbor)

if cost < best\_cost:

best\_cost = cost

best\_neighbor = neighbor

# If no better neighbor is found → stop

if best\_neighbor is None:

print(f"Final state: {current}, Cost = {current\_cost}")

return current, current\_cost

# Move to the better neighbor

current, current\_cost = best\_neighbor, best\_cost

print(f"Move to: {current}, Cost = {current\_cost}")

# Example usage

if \_\_name\_\_ == "\_\_main\_\_":

n = int(input("Enter number of queens (N): "))

print("Enter initial state as space-separated row positions for each column.")

print("Example for N=4: '1 3 0 2' means queen at (0,1), (1,3), (2,0), (3,2).")

initial\_state = list(map(int, input("Initial state: ").split()))

if len(initial\_state) != n:

print("Invalid input: Length of initial state must be N.")

else:

solution, cost = hill\_climb(initial\_state)

if cost == 0:

print("Goal state reached!")

else:

print("Stuck in local minimum.")  
  
Output:
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import random

import math

def cost(state, N):

"""Compute number of attacking queen pairs."""

conflicts = 0

for i in range(N):

for j in range(i+1, N):

if state[i] == state[j] or abs(state[i] - state[j]) == abs(i - j):

conflicts += 1

return conflicts

def random\_neighbor(state, N):

"""Generate a neighbor by moving one queen to another row in a random column."""

neighbor = state.copy()

col = random.randrange(N)

new\_row = random.randrange(N-1)

if new\_row >= neighbor[col]:

new\_row += 1

neighbor[col] = new\_row

return neighbor

def simulated\_annealing(N, T0=5.0, alpha=0.995, Tmin=1e-6, max\_iters=50000):

"""Solve N-Queens using simulated annealing."""

# Random initial state: one queen per column

state = [random.randrange(N) for \_ in range(N)]

current\_cost = cost(state, N)

T = T0

it = 0

while T > Tmin and it < max\_iters and current\_cost != 0:

neighbor = random\_neighbor(state, N)

neighbor\_cost = cost(neighbor, N)

delta = neighbor\_cost - current\_cost

if delta <= 0 or random.random() < math.exp(-delta / T):

state, current\_cost = neighbor, neighbor\_cost

T \*= alpha

it += 1

return state, current\_cost

def print\_board(state, N):

"""Pretty-print the board with row and column numbers."""

print(" " + " ".join(str(c) for c in range(N))) # column indices

for r in range(N):

row = f"{r} " # row index

for c in range(N):

row += "Q " if state[c] == r else ". "

print(row)

print()

# --------------------------

# User input

# --------------------------

N = int(input("Enter number of queens (N): "))

solution, c = simulated\_annealing(N)

print(f"\nFinal state (col -> row): {solution}")

print("Cost:", c)

print("\nBoard:")

print\_board(solution, N)  
  
Output:

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAUsAAADkCAYAAAARigYRAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAABelSURBVHhe7d1dTtva2sDx57zziNAOFkgpcwgIbaj2RQS9yABSaO+60UGVkAdgIVVIaN+VjwyAi4JyUbXoVJA5QCSQiQ4nA+m7lr2cOCEfK44TQvj/tqyN7SaxHfvxs5bjx//6rQgAoK//M/8HAPRBsAQACwRLALBAsAQACwRLALBAsAQACwRLALBAsEzkWnaya3LyaEanRkNO3mYlmw2HtaOGmf66XO8Os+56m03jd4lpkzBYth+UwfD2RE21Eb5255cZRWoaR+/Fe1OWer0eDJcfMmbO69E4WpPSrSunzXXXJ7aO/fPXTmw8I1tfi3K2sqP+5SSMcuzgOY2UWRaOw4MyGH5sqd0Oz+nhzhdncd6MvUKPJ/J+PyflJ/uio/7z5KDXCXpuS073alLanUy41Dh2Xp70m+Fqh11TZ8oT1RSKzpxRFqnP+tlsXrx7kcp2ND/eBDJZgBnamlI6G1A7s25idb5vP/oz145OYu8byyD0svYY15+zo163pl8T+9zWZ+bE8dUyRe/bdqClvx5a/DXx9Yiml85F/P38k/n9tS9r/PvQ7xtf9m7jzdd1ZEfhdx3Nby1L3+9D09unOW+Y5rRann88kb1dWTbjccXPrtS+994imQ+uFM69Ls1xkwmS/b16IwXLVsDr2JnuPXUeN83B44JUvoTzMh8u1bSquAvxM+ulbM3pF+md0pOlq2h6VYrf3rfvvOclufjLzI+97yD+vjqIzOeVNyviWR6Alf0bca9ccdTneotV9VqR2kP02oqUvixJNVjWcuxAG8966MBUirapGqo6EzLbfPkgnKaXz9mrmn9z2DVotNOBstTcNsF6mDmD6KCnt0lzed6dyftou6qAl79zm/Pqx9KWtfX+PtS2+1JT29y8Tg32XQkN8W8dKa73+PfOuhRvuwXDyLJsbPpy9nPQN5GO+LFDl9TLMKZmeEHKB+ZQdZbEub+Rh3Cst8efcnbvi7cS7UQ6A/XlxjfztQVXdlfN36uH9s2XzbIcmtfNLzri3w1cmoDTzFIK4j45aB1xv0afHx5owbKOZT3CQOB+aoW/zHrRbrv28+tCKvFlsdaQn9/8WBablfy+Gjfb9fp7JTghRPOy22r81g8Ce6Dn95ER50247YbJKEMPcnOvsv3gxNtNRrY+58T7p3d2qZflKfW6H5379yjM+0XHjT5ZbnOB6SVIvxk+CnXghplaa4gOqhdlVtajLxW8YxlgMEQnSKXtRKoHy2ATZcmn8j4MtG3dGyNa3RX39sKye2JCVjess3k8r2cIljp7iDdnjTlHcqr53mzKTUxN/Kj5/NGTeAJo7fFEvPOCbOiAOJb1MBlXLCvS/XP+5oZFU7uPIOs/k5/N7oOSqBywTTPrU01r3ScaMsvzsXv3gc7QKtu2fabdBV02ugsknpH2NS9LC9F32UtG1t/VxFNN/W70BbLcfGdI19tFBe0x9Vk2jjyV3RdlvWdGjGkxnj7LAZY/uSLNJlzUBFmWQ3VwtKbrYbQDbqC5LXFV8zlsMufl5rN9n50KI62m9sqZFK+iPsLxrMfyQVVlRa2mrf55TDWWySUSXAWW5vqfvXPb1l9/T7q/NvjML0tS3ms1U4PlEU/yzXVs9b3pQKf7IkuxeXbN6o6LTXq7Nrs6BgkD+KA+R30hJ3ff7ZR4LRfnjix1a4mnygRfs475b0WpptbExzhR/BcxOljpi1PRRbcXRv+aYeVGXKuLW+30BavgotSoJyDMrOnqswRGEf1ectgmswqywe8zCZTog2CJmRJ0Abzp8wP0J3RfdbwbBeiOZjgAWCCzBAALBEsAsECwBAALBEsAsECwBAALBEsAsECwBAALBEsAsECwBAALBEsAsECwBAALBEsAsECwBAALBEsAsECwBAALBEsAsECwBAALBEsAsECwBAALBEsAsECwBAAL4wuWv3Ykm83KjvUjSQcw7xcMu9dm4gx7PJG17I6MvqYNOXlrtlt2TU4ezeRZo7fXsM8LtxHf78bx/hjK9W60L2dl7Wiy30bCYBk/AM0w7h1p9VDq9bpU9xwzIS3XspMoiITbILWTQRu1TCue5I7TeJZ1RrZ+1NW2K0vBTJlJc1ty+u5M8uM4kS64UlX7Xv3HltqanfT+k+b+3zq2UgsGwYl3HMeqWXczpHUsxANiZ2K0fKD35bqUN82ECRopsywchwseDJ07kgluh6tmHNaud0tS26tO97ZLLfNNT+bDqbi3pTGdwLrRga0kspnWaUgHn7zcfK6Ku2AmpUGdSC6j47Su3ls8ORh5G5l1b8aAssh2Ci0XlcmXpNx8z8L5JL/P/sbQDI9nnZ0bT+8MO3JytNY8c8TPno3Y9M55o2g7U8WWKZxekor44q1E81sBoP11rTNnuJx58e5FKtvR/Pi6tp9xh1oPFYS884K4H57mMJ0ZQtv7xpuLahj7DqYPwGOR0rBZuWkuX/fYB3qth/4unqyTea/Wq1UW/bkglS/dMifznaSYeTaO3ov3piyHf5kJI1uWw7EnGA9yc+/I0qgNtF8HKuS6shst66+L4Dg6+znEvt6NTrIOovbUsmyoDLL2MOJ7puV3Iv/7fbz+x+8//ogN/74y8yJXv//+48/fx/81owE9Tf3b9WP1Dsp/j3//+cffamo3+t8+nfe/r392+aw+9GdEn9dVt+Xs4sn7hNvg7/+Y0SY9Pf5+neMD/Ofv7usXbKtun6fo18S3VfBvu237IZbDVr/l6sb8+z+/mi0ZjJtl77Me+nsPXxPbL7puq17rqad3208H0J/Rbf/pXO6++9iwwn2ruY1SEBw3ev3j234E8eMw+Fut/9Wwx+ZAvffZq3+nu31spNcMb54NBnHE/Wqa7HOO5KQmfpSZtGUVOuOLzUtKf8a9J/kE/ZJtme6KJ/79jTovD/D4U87u45mqzkB9ufHN/AEaDzVxFufNWEvj55n4myqL6ZJ1BK/Z2231b86tS3HB/jN7a8+Qu/Z1BU083QRT862ztljmHLw+7Jvttx6Z+Zz4d2rrP/qypLKNC5Vldt9W87LUtQkbZm32+2k/qvX08UyKV2n0KU9G5sOlOVarUvyWT7XVlr9zg264p3vtKMJmfm3vVLbmzKRnNr6r4UNTB+Z2JRaA07ogYQ6S+qnIx/Cgt2qiqibe+30R98osz5Wrwryl6IJAbHiZfbfRtjNDtwscQdeA6btKJRD14CwF27/x80bk04bI92t5uPMlN9+lu2LcdBM0fkJU+60EJ+QJdH+MLOyqCE48I9AnLzkvibdYbX7v+vvodqIfng6UeTl7V5XLbt1Rz2R6gqXKGFSe0OxLaRx5KrNMU3hVWF9Nb+8D0ZlIlyzMvxF1KIpjzmrX/6jMMvzTyIjzpkt/islk3yc8czczqA6Z9aI4517X7Dh4zf5Bs681PJgLsjHuAK1bAis6w0rnZNB3PfR2vb2Qg7slWZ9T35n6+yK2v7ToPrnW99aSYp+luXjZHI7Vad2cIOPbIWqZpBtAzXokvqKtAtGXypOgNvSyrm6oZMaR4roJZuqk6Z3HxjXTUhwui9XrN32BUhtDsIyabvELJxZNYNUcczdbZ+v8XbHtimD0Zeb3VchSZzT9t9WO33HBIP+tKKdtX4K5KNC8UGMu8Kzuqs+vSMm8zlt0n2S6y59ckf28eV20jiobU1loa3rsPW3oDOr84um/Dy6o5GLN+9hOqA7e6l6tuazZ7ZrKiKMmYsLvYxCdUW6LlOuX6TWT+q6Hcl9R6+Cobywj6+9qUjnvEhT1hYaFpZSbhMkE2Zdif4EiujgaXjz0zT7UHsBMN4NNl5DR1p0UXG2vPwlEwy+r3s+Lchbtj8FJs2NfMK2BYbLYKEmK1j0cpuRXF6bvElPkOTqvZ0Ovi24jGOniTXhRKdXlUaILKunuIeNY1vQvVEVe3AUejMfyQVly6sw6/f1f06X5U54p6B+Ofpam+3JTW56gfzhsHVW7/kA+mXEsa5jNTmdzOql/6Yhp/sY00QfGR5HTFA+KmTau7aW7cfQFHE33S/J9PCsd2Evn4d/O3mQDMcESACzQDAcACwRLALBAsAQACwRLALBAsAQACyMEy+hug2hI4a4Q855p/76w7Q6G1AqfAnhNEgbL8P5N/QPg1j2yKd72lqZfO+GPeM1yVsdVTRvATEsWLIP7b12p9qoy03E/dlumaO5CaM43gSv6xX/vgrqauc/ZOtiFRQMKn6MfEjfk5zd9b3mXe68BoI9EwVLXEZQ3uqBBF8EdD7rAgsk4r1ypxcrN6+o9uWYZNjWYgBvW2wvL6bfKtI2arcarQofZ8M1nXfothTqZAF6VRMFS163rZVAh2vlFJ8wcEzWFExZw9XU268lSSqXEALw+iYKlDnhy6ye6UNKs2PzXRdjUHusFl7BWpbd9I26UpQZ1M7vVOwSA3hIFy8wHVwo9CtxaF6INCqiqJnFbXb4eBXWbhu2z1HUPVWDf3GhmukER39g4ANgYoZCGDly6oGzEEdcU/9QXa4IivR3Tgwsub8OLOBHdP9nWNNYXgPTzboKR+Gs185mb5aGa4vFKJTLkawFAo+oQAFhI9tMhAHhlCJYAYIFgCQAWCJYAYIFgCQAWCJYAYIFgCQAWCJYAYIFgCQAWCJYAYIFgCQAWCJYAYIFgCQAWCJYAYIFgCQAWCJYAYIFgCQAWCJYAYIFgCQAWCJYAYIFgCQAWCJYAYIFgCQAWCJYAYOHFBsvr3aysHTXMGACMV7Jg+Xgia9msZGPDzi8zDwBm0AiZZUHK9brU9XBckMqXEyHPAzCr0muGv3EkY/6UXzs9s87G0VrbvHhTWjetd35dy05z/o5cm3manh+9rnRuJjY15OStmveWoA0gfSMEy4qUoqC2LVI+WA4n60Cpx6Os88qV2vaanDyGszMfLsPpwVCW3P5BW0CsbF/Ihplf3qyIZ4KpDpQlKTdfW94MJgPARKTUDBcVOMMssPFQE2dvV0zoFJlbl+KCLze+GW/LOksq5NbEN4FUi792+aAulx90vnotF+eOuJ+a79pFRrZ+qGX5sdXKcAEgJek0w1c3VOhsD3rdqSb2dkUKxybIqsyyYOYAwDRLJ1j+ulAZYk6cOZXfzefEjzetfx2Id1+QjVX196OvQqojS044q3HkqdfZmJcllZ2e/Qyb5Lrfkz5LAJOUXp9l/TBsPq8eSnWvFptXE/fKzJvbEnfTF28lnJe/K4q7oGcMoprYX12R/bx5nas+w0RcAJiAf/1WzN8AgB7SaYYDwIwjWAKABYIlAFggWAKABYIlAFggWAKABYIlAFggWAKAhSkLlvHybEMWFG4W6Ggv6zZQW2EP+9fGy8XpYejix1EB5d2hlhbAM5miYKnv7S6JxIpsSKy0Wz9BjcwvS1I9HrYshy7s0Sonp0vClSyDl66IFC6nGoYufqw+d+VMcpvcsgm8FNMTLHXBDXFlVxfcCMZ1cY5W8Yx+ghqZiUqzLcthdE+7HvtLBdtbf+hCHLosXVvx4wGud0tS2zuV3UUzAcDUm5pgGQ84UaZY3nPEv3sI/8EEXH+viPNu3TLotboM8vu5VvHjQVSzv3TrymlQpxPASzF1F3h0X6CuKqQzxXkzbRKCsm9DBTGdlUbN8Fbx4/5Ms58CxcCLMzXBUtfBlPOSeItVqZss7eHOF2dx/CFTB8r8t6JUkwax1V1xFwYXPw7rd7ZK2+X3/WCds1m7vlkAz2d6Msug2rojxXUTrh5PxDuPjY9JkMmOEii1oMBxWPy4n/bnD9XDmpyb+rlCl7I14LUAntd01bPUP6dZ8SR8XI8j7pVlEAkektZRc33BHRwA2z6vRT/24jC60NSV7q/Uzw8ybD6riyCj1V0Otv2dAJ4NxX8BwMLUXeABgGlEsAQACwRLALBAsAQACwRLALBAsAQACwRLALBAsAQAC8mDZVS8Nhhm9N7mtsLACQr8ApgZCYNlWLy2eGXuc74qytnKkBXKp50+GWzXxI3WURf4tSxGDGD2JAqWQfWcTbd533bj55n4UpGLGcq8rv/xxI+to6weSnnTrhgxgNmTKFjGS6dF9SfLmyK1h1kJJA3xb+VJebj5xckWIwYwPUa4wPMgJ2+zbfUnAWBWJQqWQYa1X5Kbz3W5DCqLh5lYbn68tScnJyPOG3mSRU6qGDGA6ZMoWGbWi+JIQTaaDxfTxW9j44OYq8xrR8M2281zb94O8yRFTT85Ul/Rtr8IFTy87NxrXdDRz845L4hr+9iJxOsIYBola4bPbcll8NwZ87Oa4HGyrackzoTVQ6nuiXgr0TrqK+Mzto4ArFH8d5CgmvqNuLN2MgAwFIKlheDxD/rhYlrCR0gAeNkIlgBgYYSfDgHA60GwBAALBEsAsECwBAALBEsAsECwBAALIwRLc+uhGiZTFDe6ZdEMQ9/yCADJJQuWQZV0T5auylIwk8btejcv3ptyWIi3XhVXPMnvzlS5YQBTLFmw1PeG1y9bhXHHTQVn79wR91N0w2FGtr664pxfzFZ1dgBT62X0Wfo34ktOnHhwnnPUlJr4POYBwARwgQcALLyMYOksidOZRT76akpHtgkAY/I8wXLYwrhz61Jc8MX7J+qhbMjJR09kb9eybNrwxX8juuJQoiv+FP8FZkrCYBn9bKgkFTVW2dZ/j/MxsRnZ+lGWwnkpCEDZbHhlPHykBQCM34sr0aafJqkfkkagBDBJL7Cepc5qw4xWKxzX5dD22T8AkBDFfwHAAj8dAgALBEsAsECwBAALBEsAsECwBAALBEsAsJA8WJrb+cJh+NsIZ1pQ7zPaNtzyCMyChMHyWna2RcpBId66lDcrUqIQr6G2zYonueNw29SvXJH9/ISqyQMYl3R+lK6zzC9LUv2xJa/9JkRdeCP/rdi2LYJpd67UD+zKfgCYPqn0WV5/r4jzbv3VB0rt4c4XeeO0bYvMfE7k1ueZQcALNnKw1FlT6daVUwpbAJhhIwXLbk3O125+0XmSRTYeak+yTQAvS+JgqUulJQ6UiQvjmjqaQz8Gd3LFfzPrRXHuPTmI/v3jibzfl9jD1gC8RMmCZfC0RfV/FRTy5ucxwwSUmaaffHlcMAWR1RBcGZ/gkzABjAUl2sZGZ8H62eoESmAWECzHSXc3bDfLFEu5fmj5zCAA04ZgCQAWUvmdJQDMOoIlAFggWAKABYIlAFggWAKABYIlAFhIGCyj2wejYU1OHs2sKaRvzWwtK4WKAQwvld9ZTnO9xs5iHzpw6ipJFP8AMIxUmuG6hqOzOG/Gpsm1HOz7UvjcCozLB2Up3J/JzynOhAFMn+TBMvacmamtZ/noS00cWXLMeGBelhZ8ufHNKABYSB4sdXUd8wye6rszyQ9dNg0AXo5UmuGZD65q2t7IgxmfGnOO5KQzi3yQm/vObBMA+kslWDaOPKksLKkGrqWJFf9dlo1NkcqX1r+/3i1JZdO1Lps2bPHfpsTrCGAaJQuWHc/FDq6ET+nV5eWDqrjSKlIcXAnnKYsAhvRqSrRN88+bAEy/V1TPUv+QPi/efTjm7FXlkidSArBE8V8AsJDKBR4AmHUESwCwQLAEAAsESwCwQLAEAAsESwCwMHKwDAvrDlH8t+PuH24HBPASjBQs9V0xJSmo/2xdy86KJ7njsFpR/coV2c8Pf981AExY8mCpMsT3+zkpH2yYCYOFBTdc2V01E+a25HTPkcp3HvQAYLolDJYNOfmoM8RDGeZOa11RXd44bQU3MvM5kVufWpgAplqiYNk4ei9n76pyGGWIADDjEgVL/Vwbfz9vLtKUpCK+eCvq793+zen5RedJFtl4qD3JNgFg2iQKlofmcRLhUJaCOOJeqb8HlD/LrBfFuffkILqgE/R7irifbBvzwxb/jUSP7h3+MbgU/wWgJb/Ak4R+bs9xQSrb4c+GssGV8UvrquUA8FyeqUSbzhA9WboiUAJ4GZ6vnqVupm5XzEhByvXhrqwDwCRR/BcALEy2zxIAXiiCJQBYIFgCgAWCJQBYIFgCgAWCJQBYIFgCgAWCJQBYIFgCgAWCJQBYIFgCgAWCJQBYIFgCgAWCJQBYIFgCgAWCJQBYIFgCgAWCJQBYIFgCgAWCJQBYIFgCwEAi/w8y11G8KIQnRQAAAABJRU5ErkJggg==)