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# Введение

Теория автоматов — область знания, изучающая абстрактные автоматы — вычислительные машины, представленные в виде математических моделей — и задачи, которые они могут решать.

Конечный автомат (КА) - математическая абстракция, модель дискретного устройства, имеющего один вход, один выход и в каждый момент времени находящегося в одном состоянии из множества возможных. Является частным случаем абстрактного дискретного автомата, число возможных внутренних состояний которого конечно.

Цель работы: изучение теории автоматов, закрепление материала, изученного в ходе прохождения курса.

Задача: разработка программ, выполняющих стандартные операции над конечным автоматом.

# Теоретическая часть

Конечные автоматы - это до предела упрощенная модель компьютера, имеющая конечное число состояний, которая жертвует всеми особенностями компьютеров, такими как ОЗУ, постоянная память, устройства ввода-вывода и процессорными ядрами в обмен на простоту понимания, удобство рас­суждения и легкость программной или аппаратной реализации.

У конечных автоматов имеется таблица переходов, текущее состояние автомата, стартовое состояние и заключительное состояние.  
  
Таблица переходов — структура, хранящая переходы между состояниями в зависимости от входного символа.

Текущее состояние — множество состояний, в котором автомат может находиться в данный момент времени.  
  
Стартовое состояние — состояние, откуда КА начинает свою работу.  
  
Заключительное состояние — множество состояний, в которых работа автомата может быть завершена.

# Практическая часть

В ходе выполнения курсовой работы были разработаны следующие программы:

1. Преобразование конечного автомата
   1. Из автомата Мили в автомат Мура
   2. Из автомата Мура в автомат Мили
2. Минимизация конечного автомата
   1. Автомата Мура
   2. Автомата Мили
3. Детерминирование конечного автомата
4. Преобразование регулярной грамматики в автомат
5. Лексический анализатор (лексер)
6. Синтаксический анализатор на алгоритме рекурсивного спуска
7. Синтаксический анализатор на алгоритме LL(1)

## **Преобразование конечного автомата**

Конечный автомат может быть представлен в форме автомата Мили или автомата Мура.

В автомате Мили сигналы на выходе напрямую зависят от состояния автомата и сигналов на входе.

В автомате Мура сигналы на выходе напрямую зависят только от состояния автомата.

Алгоритм преобразования автомата Мили в автомат Мура:

1. Каждому состоянию вида aX/bY даем уникальное имя, у идентичных состояний имя одинаково
2. Формируем автомат Мура. При этом строки в таблице названы согласно входным символам и обозначают возможные переходы по данным символам, столбцы названы согласно состояниям и выходным сигналам при переходе в это состояние и обозначают возможные переходы из этого состояния

Алгоритм преобразования автомата Мура в автомат Мили:

1. Для каждого состояния добавляем к названию состояния в ячейке перехода его выходной символ

Отображение автоматов:

Входные и выходные данные автоматов задаются в формате csv.

При этом автомат Мили будет иметь вид
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Где в первой строке заданы состояния, в первом столбце последующих строк входные сигналы, в остальных ячейках переходы и выходные сигналы.

Автомат Мура будет иметь вид
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Где в первой строке заданы выходные сигналы состояний, во второй состояния, в первом столбце последующих строк входные сигналы, в остальных ячейках переходы.

Для реализации программы был выбран язык C# как наиболее знакомый мне.

Для отображения автоматов в программе достаточно использовать одномерные массивы для состояний и сигналов, и двумерные для матрицы переходов.

## **Минимизация конечного автомата**

Минимизация конечного автомата – процесс уменьшения числа состояний автомата с сохранением эквивалентности исходному.

Алгоритм минимизации конечного автомата Мили

1. Столбцы делятся на классы эквивалентности по выходным символам
2. Формируем промежуточную таблицу с заменой переходов по группам на переходы по классам эквивалентности, содержащим эти группы
3. Делим промежуточную таблицу на классы эквивалентности по переходам. Повторяем шаги 2-3 пока количество классов эквивалентности не перестанет меняться
4. Из итоговых классов эквивалентности берется по одному элементу, им дается новое название. Переходы идентичны переходам между итоговыми классами эквивалентности, с заменой названий классов на названия взятых элементов. Выходные сигналы берутся у взятых элементов

Алгоритм минимизации конечного автомата Мура

1. Столбцы делятся на классы эквивалентности по выходному символу
2. Формируем промежуточную таблицу аналогично автомату Мили, сохраняя выходные символы для классов эквивалентности
3. Делим промежуточную таблицу на классы эквивалентности по переходам. Повторяем шаги 2-3 пока количество классов эквивалентности не перестанет меняться
4. Из итоговых классов эквивалентности берется по одному элементу, переходы расписываются аналогично автомату Мили, выходные символы для группы были указаны на шаге 2

Представления автоматов Мили и Мура идентичны программе преобразования конечного автомата.

Для реализации программы был выбран язык C# как наиболее знакомый мне.

Для отображения автоматов использовались массивы (линейные структуры типа состояний и сигналов), двумерные массивы (матричные структуры) и словари для описания структур вида «ключ-значение» (например, «класс эквивалентности-массив входящих в него состояний»). Также в местах, где предполагается малое количество значений при большом количестве операций чтения/записи массивы были заменены на хеш-таблицы (выигрывают в быстродействии, но проигрывают в занимаемой памяти).

## **Детерминизация конечных автоматов**

Детерминизация автомата – приведение автомата в состояние детерминированности, т.е. наличия для каждого состояния не более чем одного перехода по каждому символу и отсутствия эпсилон-переходов

Алгоритм детерминизации конечного автомата:

1. Формируем список транзитивных замыканий для эпсилон-переходов для каждой из вершин
2. Формируем таблицу новых вершин. В первую строку пишем транзитивное замыкание начальной вершины, вычисляем переходы из нее по различным выходным сигналам. Новые переходы пишем во временную таблицу. Идем по временной таблице игнорируя уже обработанные переходы, действуем аналогично первой строке
3. Когда во временной таблице кончатся записи, переименовываем вершины в человекочитаемый формат

Входные и выходные данные задаются в csv формате.

Пример входного файла:

![https://lh4.googleusercontent.com/6onW0-hbnEPWcLJMdxP_vyNQeoxiLrRBFh64KwfR_ajuneJPGXcK7QG-bJfqGGpTKtTNHi9Lef6V2Qvaa3wRwDQK1AcVYYN09EFu1WlIRPfM7T24hfZ589n7TmVhXqhbyyHQFrnJqPjsY4M0U5h7J0btWu-mLQT08bKPtMO08cJqVoJUu-nByNhskkdiRcLd](data:image/png;base64,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)

Пример выходного файла:

![https://lh3.googleusercontent.com/hDex4r8E3Cp3wxk-RYGemKy4K1k9uN5OusegDRKjLhgETm4NDRuiUPSsBiDIbWFhBqpoR3ftKWG6GSw9zy0mwlyHHlirRkTekrssQZvBKQYkGhN3d3XxNCjCHe2yJTuKqPMOSeS2c8HwpX5mQpMuZ6jsJ9xmgxY6oYHK58SUzKbxLYKh0iWjNeJCVE3-fsWt](data:image/png;base64,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)

Прочерк обозначает отсутствие перехода.

По опыту прошлого задания было принято решение использовать язык Python3, как более удобный для работы с массивами при низких требованиях к абстрактности кода.

Для представления автоматов использовались стандартные массивы (наиболее простой подход) и реализация массивов из библиотеки numpy (большее число полезных функций, в том числе умение считывать двумерные массивы напрямую с csv файлов).

## **Преобразование регулярной грамматики в конечный автомат**

При чтении регулярной грамматики мы можем легко выделить как правила, так и переходы, и на их основе получить недетерминированный автомат. Тогда задача сводится к использованию кода предыдущей программы (детерминизация конечных автоматов), так как мы имеем частные случай ее входных данных (недетерминированный конечный автомат без эпсилон-переходов).

На входе регулярная грамматика представлена в человекочитаемом виде:

![https://lh3.googleusercontent.com/YPLTTGcaj7sTpVPfcaW8ntWFJff_FehJsp9JvpSe4ICgiyjUeOv1rgXzbOlEaYHVgFR0kY95TiAk2waGtXAFEwDpUdhOB-wZo4Zi386nMJZENYIx6itH774PlBWgVqWIUMLl7QP57NdpMQ7FG3VpmQ6cuIUnLBuPqdAix7GgjnEo1yh6HjuxxsOsArDfMZ6v](data:image/png;base64,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)

На выходе мы имеем csv файл с детерминированным автоматом, аналогичный прошлому заданию.

В целях переиспользования кода был выбран язык Python3.

Для представления автомата так же использовались встроенные массивы и массивы numpy. Также общий код (детерминизация автомата) был вынесен в отдельный файл в целях избежания дублирования кода.

## **Сквозной пример**

Дан сквозной пример: (a\*c\*b\*|c)+a+

Целью данной части работы является получение из него детерминированного минимизированного конечного автомата с использованием описанных выше программ.

После ручного преобразования регулярного выражения мы получаем недетерминированный автомат вида

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
|  |  |  |  |  |  |  | F |
|  | S0 | S1 | S2 | S3 | S4 | S5 | S6 |
| a |  | S1 |  |  |  | S5,S6 |  |
| b |  |  |  | S3 |  |  |  |
| c | S4 |  | S2 |  |  |  |  |
| e | S1 | S2 | S3 | S4 | S0,S5 |  |  |

Где F – конечное состояние.

После работы программы по детерминизации мы получаем детерминированный конечный автомат вида

|  |  |  |
| --- | --- | --- |
|  |  | F |
|  | S0 | S1 |
| a | S1 | S1 |
| b | S0 | S0 |
| c | S0 | S0 |

Запустив программу по минимизации с данным автоматом в качестве входного значения мы получаем неизменный автомат, что означает, что он уже является минимальным.

## **Лексический анализатор (лексер)**

Лексический анализатор – составная часть компилятора, преобразующая листинг кода (лексемы) в набор токенов языка.

В качестве языка будет использоваться упрощенная версия C#:

1. Типы данных ограничены int, float, bool, string
2. Отсутствует поддержка динамической типизации
3. Отсутствует цикл с постусловием
4. Отсутствует оператор безусловного перехода
5. Отсутствует определение сигнатуры методов
6. Отсутствуют лексемы для ООП-кода
7. Поддержка только однострочных комментариев
8. Перед и после сепараторов (кроме ;) необходимо ставить пробелы

Для реализации кода был выбран язык C#, так как он позволяет значительно улучшить читаемость кода за счет элементов ООП-парадигмы (полиморфизм) и упрощенного синтаксиса (методы расширения).

Листинг кода считывается из входного файла. Итоговый массив токенов выводится в стандартный поток вывода. В процессе работы программы листинг кода читается построчно и делится на составляющие части по пробелам. Каждая часть анализируется на предмет того, содержит ли она валидную лексему. Если да, то лексема преобразуется к токену, иначе выводится ошибка. Для упрощения читаемости кода анализаторы лексем подставляются с помощью полиморфизма.

Пример листинга кода:

a = ( a + 1 );

b = "string";

int a;

float a;

float a;

b = a + ( b \* a );

{

a = ( a + 1 );

b = "string";

int a;

float a;

float a;

b = a + ( b \* a );

}

//comment

while ( int i = 0; i = index + 1 )

{

for ( var indexI = 0; index < b )

switch ( indexI )

case : 0

indexI = index + 1;

break;

case : 1

indexI = index + 2;

break;

default

return;

}

Должен порождать выходной массив токенов

1: Identifier a 1:0

2: Assigment = 1:2

3: Separator ( 1:4

4: Identifier a 1:6

5: Addition + 1:8

6: Number 1 1:10

7: Separator ) 1:12

8: Separator ; 1:13

9: Identifier b 2:0

10: Assigment = 2:2

11: String "string" 2:4

12: Separator ; 2:12

13: Keyword int 3:0

14: Identifier a 3:4

15: Separator ; 3:5

16: Keyword float 4:0

17: Identifier a 4:6

18: Separator ; 4:7

19: Keyword float 5:0

20: Identifier a 5:6

21: Separator ; 5:7

22: Identifier b 6:0

23: Assigment = 6:2

24: Identifier a 6:4

25: Addition + 6:6

26: Separator ( 6:8

27: Identifier b 6:10

28: Multiplication \* 6:12

29: Identifier a 6:14

30: Separator ) 6:16

31: Separator ; 6:17

32: Separator { 7:0

33: Identifier a 8:0

34: Assigment = 8:2

35: Separator ( 8:4

36: Identifier a 8:6

37: Addition + 8:8

38: Number 1 8:10

39: Separator ) 8:12

40: Separator ; 8:17

41: Identifier b 9:0

42: Assigment = 9:2

43: String "string" 9:4

44: Separator ; 9:16

45: Keyword int 10:0

46: Identifier a 10:4

47: Separator ; 10:9

48: Keyword float 11:0

49: Identifier a 11:6

50: Separator ; 11:11

51: Keyword float 12:0

52: Identifier a 12:6

53: Separator ; 12:11

54: Identifier b 13:0

55: Assigment = 13:2

56: Identifier a 13:4

57: Addition + 13:6

58: Separator ( 13:8

59: Identifier b 13:10

60: Multiplication \* 13:12

61: Identifier a 13:14

62: Separator ) 13:16

63: Separator ; 13:21

64: Separator } 14:0

65: Keyword while 16:0

66: Separator ( 16:6

67: Keyword int 16:8

68: Identifier i 16:12

69: Assigment = 16:14

70: Number 0 16:16

71: Separator ; 16:33

72: Identifier i 16:19

73: Assigment = 16:21

74: Identifier index 16:23

75: Addition + 16:29

76: Number 1 16:31

77: Separator ) 16:33

78: Separator { 17:0

79: Keyword for 18:0

80: Separator ( 18:4

81: Keyword var 18:6

82: Identifier indexI 18:10

83: Assigment = 18:17

84: Number 0 18:19

85: Separator ; 18:36

86: Identifier index 18:22

87: Comparator < 18:28

88: Identifier b 18:30

89: Separator ) 18:32

90: Keyword switch 19:0

91: Separator ( 19:7

92: Identifier indexI 19:9

93: Separator ) 19:16

94: Keyword case 20:0

95: Separator : 20:5

96: Number 0 20:7

97: Identifier indexI 21:0

98: Assigment = 21:7

99: Identifier index 21:9

100: Addition + 21:15

101: Number 1 21:17

102: Separator ; 21:30

103: Keyword break 22:0

104: Separator ; 22:17

105: Keyword case 23:0

106: Separator : 23:5

107: Number 1 23:7

108: Identifier indexI 24:0

109: Assigment = 24:7

110: Identifier index 24:9

111: Addition + 24:15

112: Number 2 24:17

113: Separator ; 24:30

114: Keyword break 25:0

115: Separator ; 25:17

116: Keyword default 26:0

117: Keyword return 27:0

118: Separator ; 27:18

119: Separator } 28:0

## **Синтаксический анализатор на алгоритме рекурсивного спуска**

Синтаксический анализатор – часть компилятора, отвечающая за выделение лексем в листинге кода.

Алгоритм рекурсивного спуска основан на вложенности правил – он последовательно читает листинг согласно входному правилу, и если далее ожидается вложенное правило – просто рекурсивно передает управление обработчику вложенного правила, работающему по идентичному алгоритму.

В основе данного синтаксического анализатора лежит следующий набор правил:

<PROG> -> PROG id <VAR> begin <LISTST> end

<VAR> -> VAR <IDLIST> : <TYPE>

<IDLIST> -> id | < IDLIST>, id

<LISTST> -> <ST> | <LISTST> <ST>

<TYPE> -> int|float|bool|string

<ST> -> <READ>|<WRITE>|<ASSIGN>

<ASSIGN> -> id := < EXP> ;

<EXP> -> <EXP> + <T> | <T>

<T> -> <T>\*<F> | <F>

<F> -> -<F>| (<EXP>)| id|num

<READ> -> READ (<IDLIST>);

<WRITE> -> WRITE (<IDLIST>);

Для реализации был выбран язык C# для более удобной проброски ошибок за счет механизма исключений. За счет этого также была увеличена читаемость кода за счет уменьшения вложенности.

Проверка для каждого правила реализована в виде метода без возвращаемого значения. В случае ошибки парсинга выбрасывается исключение с информацией об ошибке. Завершение работы метода означает корректность лексемы.

Пример входного листинга:

PROG id

VAR id, id, id : int;

BEGIN

READ(id,id);

id:= id+num\*-(-num+id\*id\*-num\*(id+-num));

WRITE(id,id,id);

END

Результат работы программы – отсутствие ошибок, сообщение об успешном парсинге

## **Синтаксический анализатор на алгоритме LL(1) разбора**

Данный алгоритм разбора основан на построении таблицы грамматики и написания программы, перемещающейся по этой таблице в процессе работы анализатора. При этом программа для работы с таблицей является универсальной, для смены используемой грамматики достаточно заменить таблицу.

Обрабатываемая данной программой грамматика задана следующими правилами:

<EXP> -> <EXP> + <T>|<T>

<T> -> <T> \* <F>|<F>

<F> -> - <F>|(<EXP>)|a|b|8|3

Для реализации был выбран язык C# за счет удобного описания сущностей и механизма исключений.

Пример входных данных:

-8\*-(-3+a\*b\*-8\*(a+-3))

Выходные данные:

Успешный парсинг

# Заключение:

В ходе данной курсовой работы были написаны программы, реализующие стандартные операции над конечными автоматами (конвертация, минимизация, детерминизация). Также были разработаны синтаксические анализаторы на основе алгоритмов рекурсивного спуска и LL(1), и лексический анализатор для подмножества языка C#.

Таким образом можно сделать вывод, что цель и задача курсовой работы выполнены.
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