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**Постановка задачи**

Входные данные: текстовый файлы со строками в формате V1, V1, P, где V1, V2 направленная дуга транспортной сети, а P – ее пропускная способность. Исток всегда обозначен как S, сток – как T. Необходимо найти максимальный поток в сети используя алгоритм проталкивания предпотока

## Описание и оценка временной сложности функций

|  |  |  |
| --- | --- | --- |
| Функция | Описание | Временная сложность |
| void reading | Нахождение уникальных вершин графа | O(N) |
| void creating\_matrix | Заполнение матрицы | O(N) |
| void Pushing\_preflow | Алгоритм проталкивания предпотока | O(N^4) |
| void lift | Поднятие переполненной вершины на максимальную высоту | O(1) |
| void push | Максимальное увеличении потока из V1 в V2 | O(N) |

## Описание реализованный unit-тестов

|  |  |
| --- | --- |
| Название теста |  |
| TestMethod1 | Проверка очереди с уникальными вершинами |
| TestMethod2 | Проверка составления матрицы |
| TestMethod3 | Проверка алгоритма проталкивания предпотока |
| TestMethod4 | Проверка исключения |
| TestMethod5 | Проверка исключения |

## Пример работы
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![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAZcAAACCCAYAAACKCoWRAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAABF5SURBVHhe7d3PiyPNecDxZ4RtXuflvZoQaWAWkj1Y4QWTgzK8DOwGNjlYvgThMAwMfs+jo2Bg/4AFgY6j8xsWxGAjfLF8SPYwgsFMdDB+cSIfNgm7eCRfc3hZYxzHk6e6S1J360e31DXdM+7vB2q3JY1U1dVSVVe1VM/e3//TD+7+9Yf/LAAAuFL6i2/+j90EAMCN0m/+/a3+V5f2cCi9ZtW/V1WbPRkOexK4CwCAREq//qD/Vg+kMp2KHD4Xvy+pyvNDEXMXAADbKtn/1Y3cTA7lueldqs9l/+ZS7wmrt4c6mpmlto53rGpTevP7g2k28qlKszeUdt0fIYUfM/zHgyMnL6/2LIfZ8+1No96WYa9pO0Pf2vIlZV5z/vxAeWb7FyiAn1c4j1D+gbIF98UbEdrtxf1J9s//m0X5VuxfXPmXUvj4rK//hNblb62rH3fls3UUeV8AyF6gcxG5up7o4KWqfcu+3F6903vKsv/Ef8w0ikfXz+TZMz91RjVpzT7E4ws5md+vI57+mf27E7kYe0/31FotkY7/d2d9kcbLNY2ANlKtmt1OaGP5kjANY6si/bPFa5wEC6/DuGnt2G/stDE8ruhtqciBzcA0di3pLPKfNKRrG7/B+Zn0K62lzqNV6cvZ+cDesYlpNLtyeDOrV1N/lfD+bSp/wuMzt0P9x9XfpvrJpHwAMuV3Lk/2tRtRg2uZHJ7K6f6tXEU+1OOLEwm2g4NrbQW2NNKOZfYa44tLGZXtSClERzfacky3nJNLW776kebZf7W6MfPcyKV2iH7ne6g3dWQ3L2JdjmpT6b9eFGDwuq+d0ZEdXYzl4lVfKsdN8fvqA2ke12R0eaGPJKAjycPySC4DhYvWX3z5k9qt/jfnH1c/29hUPq3nE+2UThLWK4B7sxi5TN7rB3Ig15OaVG6vlj+c0amLezp1rLdbUht15FV0Ti5OqvJV5aBiqmBNk2Q733dXWqhGV7qNiTb0gZGduWal241uIP9uQ+9ZjGzM2fmlnq23GvpKtYY0pC+BttZTawWeHyy/yX96KybHhXdyO52NLGPKv4Xd6j8m/yT1k9DO7w8AmQpNixmD89l0xljeT/z7TOPRfNkQmU9XaDLzF2l4Dc5EQu3R4Utp1UbSSTRVFOSmfJVNLZ3pfE0HYV52dK3dcMD4ve6JnpkHpoT8FJjWsdNgnb6ecY/62rU05DRy2m5GdivL/+5WpuV9O+qZeSL75ancBnqcjeVPYuf6963NP0n9JJGyfACyU/rGNz7Sdl5PO9fwGwzTkAXPTP2piTTqp3rmGmmky+WyNrDn4YY7kbTlG8vVzVTKjdOV0zTB+jGd77Olxk1HfCM9M4/2FnN+ecw0mN8XvPenyVoJv3QwvpKbaU2OQxe09Qx+emOnLzeXP6nd6z8u/7j6SSa+fFzQBx6K0h/+8L92c5OBnOuZ9GLa5lhuO309F91OcNrHu7gbbaRHndB1k6ilaaPy7KJw+vKZazbeRfLZ62uKftspzB/Zzc7WZxft5+UzyV6wnk3lhPbNGwXVpBW6yr+OuZbQkUmjO39t78sAgWsL25d/hZj63yQu/031k1iK8gHI2Le//dd3+t89p+qdnlHeaVuy4rHdU7XZu9MGauVjJBKJRMovLV1zAQAgrUfduZipmOXrHwCAvO2ZabFf/eo/7E0AANJjWgwA4BydCwDAOToXAIBze//wve/d/ctPfmJvpuMtTjj77eI0/DuM+xbKW5nFD0MLT96zvPM38qx/o+j5Awj4u5qb37noB/tu2GveVb3b/u9a8vsNSv2uPXT/u5rkKfv8867/oudPIpHCqfThK/0vNbvq7avZmaK/CvB8ifrMmeVGHKy1tbOs88+7/oueP4AoN9dc6kdSCy5CaVYo9la9XcSDyZSJt1ILL1Gfqazzz7v+i54/gCWljz+xW2mZJeHNh9qsGdU9lJuzMzELAGfJzLl7a1ZpwyL91xsWOLwfueafd/0XPX8AIaWvf8vRqZ1ZRNL7UO+wlLoj3orFdjn3y/3u9gsjppRr/nnXf9HzBxBSuv3vcAiqnZh4I/rfqBP4UHvRE8PxRrLkRaKsHOS29Hqm+edd/0XPH8ASN9dcbBCt2vEijoYfr+UypzPIqhdG2AvwZe/JVsb5513/Rc8fwBKHa4uZQE1dMVF8PaMV8VruTSRvle3vTPLO38iz/o2i5w8giIUrAQDOsfwLAMC50te+9nW7CQCAG6Xf//53dhMAADeYFgMAOFf64x//z24CAOBG6aOPPrabAAC4sffpp9+5++Uvf2FvpmPW1ipuPI+6tIctWWRPPBniuQAFZjoX/S910g924eOJzOO3VJt3vWHvrlkN/012iXgyxHMhkXJObjoX05hFGtNMG9i8848mv3HrNasrHssmmcY2u/w5/iQSKZz+NOK5PLh4Hk9kv2yWFstpUkb3n3gyeR5/AO6+ikw8j7l6uyW1aV9eZ7y0lY5WiCdDPBfgQXDXuRDPw1Nt9qQVCrmbHeLJ5H/8AfhKf+kiEiXxPDymY/EGDWf5N27EkyGeC5AnNyMX4nmYOakH07Foy0o8GeK5ALna+8fPvnP345+5+J1LkeN5hH/jsjCSzrPzDK59RPZdEU+GeC5Anhx2LgAA+Fi4EgDgHJ0LAMC50n99ZbcAAHCEkQsAwDk6FwCAc3QuAADniOfiULHzzzeejZF3/QMIePr06crlkrdN+sEufDyXouefZzybvPefRCJFkpvOpejxPIhnEk5+416ceDIkEima3FxzKXo8D+KZRGQcz4Z4LsCD4+6CftHjeRDPZC6XeDbEcwEeFHedS9HjeRDPxJNbPBviuQAPipvOpejxPIhn4sktng3xXICH536+LWZv5/ZtKfLPOn+pt++GOV5Az33/SSRSKO2ZzuXt27e6nVbR43kUOf+849kYxHMBHhKHnQsAAD6WfwEAOEfnAgBwjs4FAOAcnQsAwDk6FwCAc3QuAADnnHYu9fZQhmZtJ5N6Tana+7NC/vnm75mt75V5/ua3Nov97zVz2XsAM8RzcZOKnr+f/Hzb7Xbo1/JZJLP/ecaTIZFIkUQ8FxeJeC4mVZs9v1MxS8Fk3LmEk9/JZRdPhkQiRZObaTHiqRQ7f0PzfGkWrcx6NeSVMo4nA2CJu2suxFMpdP71U69nyXY15DVyiScDIMRd50I8leLmX29Lq9KXVw+gZ8ktngyAEDedC/FUCp1//ajmd25m1GRSa3G7Xbd/lIHc4skAWEY8Fzep6PmHUh4X9HOOJ0MikcJp7/PPv3v3xRc/1e20iKdS7PwD6m0ZHt/K2UlWU1MPIZ4MgKC97z97evejIfFcAADulL78jd0CAMCR0osXn9lNAADcKP3WbgAA4Erpg90AAMAVp6siAwBg0LkAAJxz2rnUiadC/jnlH8pbE/FcgJwRz8VNIv988w8nE4IgEN+FRCJln4jn4iKR/0OIJxNMprMjnguJlF9yMy1GPBXyzzueTJDmf1wbySWrVwK5cXfNhXgq5J9n/kpHK/41F+3YpP+aNcWAHLnrXIinQv555q8G5yZvP13ud2WY5Xr/AELcdC7EUyF//S+3/FcYXI9EKgeZf2MOgM9N5zK+kEv9LNeOF18/NWFvy6PLRWNzn8i/2PkvqUrzuGaC6BONEsjJnvm22Nu3LpbcJ54K+eeVfyRvNe2fyUk+PRsA5bBzAQDAV3rx4oXdBADAjdKbN0wdAADc0pHL7BIsAABu6Mjl3+wmAABulOSTP7ebAAC4UXrx6cd2EwAAN5x+Fdms7dSq2RvTvpydXGT6IzbyJ/888wcQQDwXN4n8i50/iUSKJOK5uEjkX+z8SSRSNBHPxQXyL3b+AJYQz8UV8i92/gBCiOfiCvkXO38AIcRzcYH8i50/gCXEc3GB/IudP4AlxHNxhvyLnT+AoL3vn31+96PuF/YmAADpubugDwCApZ3Ln9lNAADc0M7lt3YTAAA3mBYDADhH5wIAcK705Zuf2U3cK29pkrbUvRt1aQ970pz9KAMA/sTY37k81cauJZX+mZzYX51Vmz3pNkT6Z4FfPSOVeiDeyDRQ18DjF/mdkeI97og5MfUWYo2aZtY++/1BuASxx9dbct8sT97raQrGwzC3WbKcRCLFJT9+Tq9ZXfEYyWUycYvyqGftXLbON3DN5UZuJofy3EzVVJ/L/s2l3hNmzryHZtVZL82meHzmMc3c3jJnMct/o38UeP7y3y9u27za9tmz1W5nt5VfluUyrCufEX5cU2+2XIiff+DlI1Y8bvZl9vzg9lzwOTH7F8t/fqjsofIb0b8J7P+s/pZScGpuw/OVKW/s8Y2z9vj7QscnuG+x5U9bv1ZM+dZLmP+618/k+Gx4fsLP13pPZF9PaifzmAfbuufj9+jr1xVbxqW26n6ELuhfXU/kUHuX6vN9ub0yK/4t4mGYYdHRtVlx1k+dUU1aKwtpdkCHx5OO/t25zBfgMAe+VdFh3OI11g6p9G/n4WpnplOZ1o79N4MerOOK3paKHNgCJC2fGcp5f9MZ2XtysGr/Ehh1FvsXLr9f54c3dt80nfUri/0fX8iJvd88bV4H89WDY54fsub4xok5/ubD1hLzmrack4Z0Zx/G2PJH7FK/27w/46zKf9Pr3/vxSfD8mM/XZgO51nLXWptO0Lbg+vg9+vp9nPzO5cm+P583uJbJ4amc7t/KVeRzNb44keBSTQPzblryZFHxkXWd6kc1PaivEswP1qWt76ypHoywG7nsi+38DvWmjqwCfxJfvqocVNKcXbmybv9S8FYAHslloHLHF5cyKtuRaJzEz19/fONsPv51OapNpf968ZqD1339MB7tcGa3W/0mf3/GWZ1/qtdPe3wSPX/z5yvO4FwbVW25TQfjnbnv3MvkcPweQf26MZaLEz1OJxe6tb1yo7sYma3seMMWI5fJe81Qz0AmNancXi1nHh1a6hsgqtxoSaMcbiR8yRv2ersltVFHXgXn5Gzn9+5K79Qd7DYmeiDDI6v48pmh++Yl2OcfDJuin4/Q49HXN/FEZo9t+GCt3L+0TP2YYFn2pu+d3E4TRmJM+Pz1xzdOzPGvHug5XFkPbaB+vQuY25/Z7Va/7k48Vuef8vXTHp+45yf5fCUxOLdn7h0Z1Vo7Tb/kcvweS/3myJy8z0ZlJnkzCzHHt/TZixd202fOQPzh5FjeT/z7zMFrvvS+OrbIwIwvI8xw80x750Z39ddsK3EtxeFLHQ6PpLPqrNh0fnZpdRldR6ZjEpTPa8ACoXBXCE076Y5UWuE50fXTUmralzPvMf+DtbJ/2bR/aZh4JuV97T6D4jvTuYTPjzu+cdYe//F7PTL6oQ1Mafhpy2/CpKzf2PdnnJj8d379tMcnyfM3fr62NZBzLch06cw/Rl7H79HVb/68maGlfQ4rfRi/0XZXu/01/ANmKip4ZuAPXVcxPZx/AIIN81iudAxYbpyGGuuocrmsDfjyPH6wfN7we+nNF18+MxQt53xQ1+1fauMrHWLX5DjwjvfOAKc3S9ObK23x/NXHN07c8Tdz9jpyOU3+iqvsXr/J3p9x1uef8vXTHp+Y58d/vrbnfd6Svv+s3I7fI6zf3ZhrQ0MHF/T1dY61fY1pT0sfPv7Mbm6iZyLB+dThsdx29MzEPhplDoB3QT3wbQz/oFT0vtlrhL8d4tHhcPJ690dWfue3uXzmYrH3m52Y6ZzQtJc+YbLNG30+LaZvqnX7sdX+bcPMpXZkEpgTbVV0JJV4bnW75686vnHijv/g/Ez6ldb8MS9tO2+fon4TvT/jbMg/3eunPT67vD+Cn68Y0SlpTd3Dmy3ef1Zux++B12/ubKdk92047PpfXog5WHuff/dv7r746c/tTQAA0iu9+8+v7CYAAG6wcCUAwLnSk7/6xG4CAOBG6cPB39pNAADcKH355o3dBADADWfXXMILuwFhj+P94ep3AAVnvpq8dR2aul//1XbeP4+NyP8DhE10BdlKp9oAAAAASUVORK5CYII=)

## Листинг

**function.h**

#include"queue.h"

void push(int u, int v, int\*\* f, int\* e, int\*\* c)

{

int d = 0;

if (e[u] < c[u][v] - f[u][v])

{

d = e[u];

}

else

{

d = c[u][v] - f[u][v];

}

f[u][v] += d;

f[v][u] = -f[u][v];

e[u] -= d;

e[v] += d;

}

void lift(int u, int\* h, int\*\* f, int\*\* c, int size)

{

int d = 999999;

for (int i = 0; i < size; i++)

{

if (c[u][i] - f[u][i] > 0)

{

if (d < h[i])

{

}

else

{

d = h[i];

}

}

}

if (d == 999999)

return;

h[u] = d + 1;

}

void Pushing\_preflow(int size, int\*\* matrix, int\*\* matrix\_1)

{

for (int i = 0; i < size; i++)

{

for (int j = 0; j < size; j++)

{

matrix\_1[i][j] = 0;

}

}

for (int i = 1; i < size; i++)

{

matrix\_1[0][i] = matrix[0][i];

matrix\_1[i][0] = -matrix[0][i];

}

int\* vect\_1 = new int[size];

vect\_1[0] = size;

int\* vect\_2 = new int[size];

for (int i = 1; i < size; i++)

vect\_2[i] = matrix\_1[0][i];

for (; ; )

{

int i;

for (i = 1; i < size - 1; i++)

if (vect\_2[i] > 0)

break;

if (i == size - 1)

break;

int j;

for (j = 0; j < size; j++)

if (matrix[i][j] - matrix\_1[i][j] > 0 && vect\_1[i] == vect\_1[j] + 1)

break;

if (j < size)

push(i, j, matrix\_1, vect\_2, matrix);

else

lift(i, vect\_1, matrix\_1, matrix, size);

}

}

void reading(queue\* que, std::ifstream& text)

{

std::string str, graf;

int count = 0;

bool flag = true;

while (!text.eof())

{

std::getline(text, str);

for (unsigned int i = 0; i < str.size(); i++)

{

if (count == 2)

{

break;

}

if (str[i] != ' ')

{

graf += str[i];

if (str[i + 1] != ' ')

throw "incorrect input";

}

else if (count != 2) {

for (int j = 0; j < que->get\_size(); j++)

{

if (graf == que->at(j))

{

flag = false;

}

}

if (flag)

{

que->push(graf);

}

flag = true;

count++;

graf.clear();

}

else {

graf.clear();

break;

}

}

graf.clear();

count = 0;

}

str.clear();

graf.clear();

}

void creating\_matrix(queue\* que, std::ifstream& text, int\*\* matrix, int N)

{

std::string str, word;

int count = 0;

int unit\_1 = 0, unit\_2 = 0;

while (!text.eof()) {

std::getline(text, str);

for (unsigned int i = 0; i < str.size() + 1; i++)

{

if (str[i] != ' ' && i < str.size())

{

word += str[i];

}

else if (count < 2)

{

if (count == 1)

{

if (str[i + 1] != '0' && str[i + 1] != '1' && str[i + 1] != '2' && str[i + 1] != '3' && str[i + 1] != '4' && str[i + 1] != '5' && str[i + 1] != '6' && str[i + 1] != '7' & str[i + 1] != '8' && str[i + 1] != '9')

throw "incorrect input";

}

for (int j = 0; j < que->get\_size(); j++)

{

if (word == que->at(j))

{

if (count == 0)

unit\_1 = j;

else

unit\_2 = j;

break;

}

}

count++;

word.clear();

}

else

{

if (count == 2)

{

matrix[unit\_1][unit\_2] = atoi(word.c\_str());

}

count++;

word.clear();

}

}

count = 0;

word.clear();

}

str.clear();

word.clear();

}

**queue.h**

#ifndef queue\_H

#define queue\_H

#include <iostream>

#include <string>

#include <fstream>

class queue

{

private:

class queueNode

{

public:

queueNode\* next;

std::string graf;

queueNode(queueNode\* next = nullptr)

{

this->next = next;

};

queueNode(std::string graf, queueNode\* next = nullptr)

{

this->graf = graf;

this->next = next;

};

~queueNode()

{

}

};

public:

queueNode\* head;

queueNode\* tail;

unsigned int size;

queue() {

tail = nullptr;

head = nullptr;

size = 0;

}

~queue()

{

clear();

}

int get\_size()

{

return size;

}

void clear()

{

while (size != 0)

{

pop();

}

}

void push(std::string graf)

{

if (size == 0) {

head = new queueNode(graf);

tail = head;

}

else {

tail->next = new queueNode(graf);

tail = tail->next;

}

size++;

}

void pop()

{

if (size == 0)

{

return;

}

if (size == 1)

{

delete head;

reset\_list();

}

else {

queueNode\* current = head;

head = head->next;

delete current;

}

size--;

}

void reset\_list()

{

head = nullptr;

tail = nullptr;

}

std::string at(unsigned int index)

{

if (index >= size)

{

throw "Index is greater than list size";

}

else {

queueNode\* current = head;

unsigned int counter = 0;

while (counter != index) {

current = current->next;

counter++;

}

return current->graf;

}

}

};

#endif

**Source.cpp**

#include<iostream>

#include<fstream>

#include<iomanip>

#include<Windows.h>

#include"queue.h"

#include"function.h"

using namespace std;

int main()

{

SetConsoleCP(1251);

SetConsoleOutputCP(1251);

std::ifstream file;

file.open("text.txt", std::ios::in);

queue\* que = new queue;

reading(que, file);

int size = que->get\_size();

int\*\* matrix, \*\* matrix\_1;

matrix = new int\* [size];

matrix\_1 = new int\* [size];

for (int i = 0; i < size; i++)

{

matrix[i] = new int[size];

}

for (int i = 0; i < size; i++)

{

matrix\_1[i] = new int[size];

}

for (int i = 0; i < size; i++)

{

for (int j = 0; j < size; j++)

{

matrix[i][j] = 0;

}

}

file.clear();

file.seekg(0);

creating\_matrix(que, file, matrix, size);

file.close();

Pushing\_preflow(size, matrix, matrix\_1);

int flow = 0;

for (int i = 0; i < size; i++)

if (matrix[0][i])

flow += matrix\_1[0][i];

cout << "Матрица смежности сети:\n";

for (int i = 0; i < size; i++)

{

for (int j = 0; j < size; j++)

{

std::cout << std::setw(3) << matrix[i][j] << " ";

}

std::cout << std::endl;

}

cout << "Максимальный поток сети c истоком "<<que->at(0) <<" и стоком "<< que->at(que->get\_size()-1)<<" : ";

cout << max(flow, 0);

}