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**Ознайомлення з базовими операціями СУБД PostgreSQL**

*Загальне завдання* роботи полягає у наступному:

1. Реалізувати функції перегляду, внесення, редагування та вилучення даних у таблицях бази даних, створених у лабораторній роботі №1, засобами консольного інтерфейсу.
2. Передбачити автоматичне пакетне генерування «рандомізованих» даних у базі.
3. Забезпечити реалізацію пошуку за декількома атрибутами з двох та більше сутностей одночасно: для числових атрибутів – у рамках діапазону, для рядкових – як шаблон функції LIKE оператора SELECT SQL, для логічного типу – значення True/False, для дат – у рамках діапазону дат.
4. Програмний код виконати згідно шаблону MVC (модель-подання-контролер).

**Загальний опис програми**

Програма написана з дотриманням патерну MVC (Model, View, Controller). Така архітектура дозволяє відокремити маніпуляцію з даними та ввід/вивід інформації. Програма створена для управління базою даних за допомогою базових операцій СУБД PostgreSQL. Програма складається з 5 модулів:

1. main.py – точка входу до програми, тут створюєтся Сontroller, Model, та View;
2. utils.py – містить утилітарні функції для роботи з базою даних(підключення, різні запити, генерація випадкових значень, т.д.)
3. model.py – клас Model, який містить методи для роботи з БД;
4. view.py – клас View, який містить методи для виводу результатів роботи програми на екран;
5. controller.py – клас Controller, який містить логіку роботи програми(обробка вводу користувача, визови методів з View та Model).

**![](data:image/png;base64,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)Опис меню програми**

**Лістинг програми**

**main.py**

from controller import Controller  
import utils  
from model import Model  
from view import View  
  
  
def main():  
 controller = Controller(Model("127.0.0.1", "1"), View())  
 controller.start()  
  
  
if \_\_name\_\_ == '\_\_main\_\_':  
 main()

**utils.py**

import psycopg2  
import random  
from psycopg2 import sql  
  
  
# Connect to psql database  
def open\_connection(phost, pport, pdatabase, puser, ppassword):  
 try:  
 return psycopg2.connect(host=phost, port=pport, database=pdatabase, user=puser, password=ppassword)  
 except (Exception, psycopg2.Error) as error:  
 print("Error: connection with PostgreSQL\n\t", error)  
  
  
# Execute query and get result. If error - print exception  
def query(cursor, q, query\_params):  
 try:  
 cursor.execute(q, query\_params)  
 retval = cursor.fetchall()  
 if retval:  
 return retval  
 except BaseException as e:  
 print("ERROR: ", str(e))  
  
  
# Get list of tables in database  
def list\_tables(cursor):  
 data = query(cursor, """  
 SELECT table\_name FROM information\_schema.tables   
 WHERE table\_schema = 'public';  
 """, ())  
 if data:  
 return [x[0] for x in data]  
  
  
# Get list of columns for some table in database  
def list\_table\_columns(cursor, table):  
 data = query(cursor, """  
 SELECT column\_name  
 FROM information\_schema.columns  
 WHERE table\_schema = 'public'  
 AND table\_name = %s;  
 """, (table,))  
 if data:  
 return [x[0] for x in data]  
  
  
# Get type of column(integer, text, etc.)  
def get\_column\_type(cursor, table, column):  
 data = query(cursor, """  
 SELECT data\_type  
 FROM information\_schema.columns  
 WHERE table\_schema = 'public'  
 AND table\_name = %s  
 AND column\_name = %s;  
 """, (table, column))  
 if data:  
 return data[0][0]  
  
  
# Insert some data to table. NO TYPE CHECKS!!!  
def insert\_data(connection, cursor, table, data):  
 q = sql.SQL("""  
 INSERT INTO {} VALUES %s;  
 """).format(sql.Identifier(table))  
  
 try:  
 cursor.execute(q, (data,))  
 connection.commit()  
 except BaseException as e:  
 print("ERROR: ", str(e))  
 return False  
 return True  
  
  
# Update item in table. Selection of item is done with selection of some value in some field.  
# New data passed through list with strings. If string is empty - don't update that field.  
def update\_item(connection, cursor, table\_name, column\_to\_check, expected\_value, new\_data):  
 columns = list\_table\_columns(cursor, table\_name)  
 insert\_str = ""  
 for i in range(0, len(columns)):  
 # '' means default value  
 if new\_data[i] != '':  
 if insert\_str != "":  
 insert\_str += ', '  
 insert\_str += "%s='%s'" % (columns[i], new\_data[i])  
  
 q = sql.SQL("""  
 UPDATE {} SET """ + insert\_str + """ WHERE {}=%s;  
 """).format(sql.Identifier(table\_name), sql.Identifier(column\_to\_check))  
  
 try:  
 cursor.execute(q, (expected\_value, ))  
 connection.commit()  
 except BaseException as e:  
 print("ERROR: ", str(e))  
 return False  
 return True  
  
  
# Insert some data to table. Selection of item is done with selection of some value in some field.  
# NO CHECKS!!!  
def delete\_data(connection, cursor, table, column\_name, expected\_value):  
 q = sql.SQL("""  
 DELETE FROM {} WHERE {}=%s;  
 """).format(sql.Identifier(table), sql.Identifier(column\_name))  
  
 try:  
 cursor.execute(q, (expected\_value,))  
 connection.commit()  
 except BaseException as e:  
 print("ERROR: ", str(e))  
 return False  
 return True  
  
  
# Just random string with random length  
def random\_string():  
 random\_str = ""  
 for i in range(0, random.randint(5, 10)):  
 random\_str += str(random.choice("0123456789abcdefghijklmnopqrstuvwxyz"))  
 return random\_str  
  
  
# Get random value for some SQL type.  
# Unknown type => None  
def gen\_random(type\_v):  
 switcher = {  
 'integer':  
 lambda: random.randint(0, 16387),  
 'text':  
 lambda: random\_string(),  
 'bigint':  
 lambda: random.randint(0, 16387),  
 'boolean':  
 lambda: random.choice(['true', 'false']),  
 'timestamp with time zone':  
 # 2019-08-21 08:30:00+03:00  
 lambda: "%04d-%02d-%02d %02d:%02d:%02d+%02d:00" %  
 (random.randint(1970, 2037), # year  
 random.randint(1, 12), # month  
 random.randint(1, 28), # day  
 random.randint(0, 23), # hour  
 random.randint(0, 59), # minute  
 random.randint(0, 59), # second  
 random.randint(0, 11), # timezone  
 ),  
 }  
 return (switcher.get(type\_v, lambda: None))()  
  
  
# Do nothing  
def do\_nothing():  
 return None # do nothing

**view.py**

from prettytable import PrettyTableimport getchimport sysclass View(object): # This message is displayed on program start def print\_hello\_message(self): print("Hello. You can always type 'back' and 'exit', even if i don't say that. Enjoy.") # Print start menu entries def print\_start\_menu(self): print("\n::::::::::::::::::::::::::::::::::::::::") print("\t1: View Tables") print("\t2: SQL Query") print("\t3: Find some") print("\t4: Find in all tables by phraze") print("\t5: Exit") # Print some data. Data - list of tuples(table). No columns names specified. def print\_data(self, table\_data, on\_none\_message=None): if table\_data: x = PrettyTable() for row in table\_data: x.add\_row(row) print(x) elif on\_none\_message: print(on\_none\_message) # Print menu entries for selection of some column from column list def select\_column\_menu(self, table\_name, columns): print("Select some field of table '", table\_name, "':", sep="") counter = 1 for column in columns: print("\t%d: %s" % (counter, column)) counter += 1 # Like print data, but with printing column names. There are in first element of 'table\_data' def print\_table(self, table\_data, on\_none\_message=None): if table\_data: x = PrettyTable() x.field\_names = table\_data[0] for row in table\_data[1]: x.add\_row(row) print(x) elif on\_none\_message: print(on\_none\_message) # Request some input from user. Validation can be done with list of valid cases or with lambda. # 'back' and 'exit' are allways valid. # 'exit' means exit from program # Very nice looking code def request\_input(self, message, valid\_cases=[], validator=None, message\_on\_wrong="Wrong input, try again(or enter 'back'):"): if validator is None: validator = (lambda x: (any(x is s for s in valid\_cases))) if valid\_cases else (lambda \_: True) print(message, end=" ") while True: try: retval = input() if retval == 'back' or validator(retval): return retval else: if retval == 'exit': print("Bye") sys.exit(0) else: print(message\_on\_wrong, end=" ") except KeyboardInterrupt: print("\nInterrupted by user") sys.exit() except Exception as e: print("Error on input:", e) # Print tables list (menu entries) def print\_tables(self, tables\_list): counter = 1 for table in tables\_list: print("\t", counter, ": ", table, sep="") counter += 1 # Print some message and call 'getch'. # User may have some time to rest before menu loop will continue. def print\_and\_getch(self, message): print(message) return getch.getch() # Print Ok if 'is\_all\_ok', else print 'FAIL' # Then call 'getch' def after\_action\_message(self, is\_all\_ok): return self.print\_and\_getch("Ok" if is\_all\_ok else "FAIL") # Print table actions menu entries def print\_table\_menu(self, table\_name): print("TABLE:", table\_name) print("\t1: Select all") print("\t2: Delete") print("\t3: Insert") print("\t4: Update") print("\t5: Select where") print("\t6: Insert random data") print("\t7: Find") # Print find menu entries def find\_menu(self): print("FIND MENU") print("\t1: Users, who used/not-used adblock at last session") print("\t2: Themes, that are connected with product, that contains word in name") print("\t3: Users, who have last session in time period") print("\t4: Ads, whose promotes don't have word in registration place")

**model.py**

import utils as utilsimport psycopg2from psycopg2 import sqlclass Model(object): def \_\_init\_\_(self, host, password): self.open\_connection = lambda: utils.open\_connection(host, 5432, "postgres", "postgres", password) # Select some from some table def select\_some(self, table\_name, column, value): with self.open\_connection() as conn: with conn.cursor() as cursor: data = utils.query(cursor, sql.SQL(""" SELECT \* FROM {} WHERE {}=%s; """).format(sql.Identifier(table\_name), sql.Identifier(column)), (value,)) if data: return [utils.list\_table\_columns(cursor, table\_name), data] # Update some in some table # Details in 'utils' def update(self, table\_name, column\_to\_check, exp\_value, new\_data): with self.open\_connection() as conn: with conn.cursor() as cursor: return utils.update\_item(conn, cursor, table\_name, column\_to\_check, exp\_value, new\_data) # Search phraze in all text columns of table def find\_by\_phraze(self, table\_name, phraze): with self.open\_connection() as conn: with conn.cursor() as cursor: def find\_by\_phraze(column): return val columns = utils.list\_table\_columns(cursor, table\_name) columns = list(filter((lambda x: utils.get\_column\_type(cursor, table\_name, x) == 'text'), columns)) data = [] for column in columns: val = utils.query(cursor, sql.SQL(""" SELECT \* FROM {} WHERE {} LIKE %s; """).format(sql.Identifier(table\_name), sql.Identifier(column)), ("%{}%".format(phraze),)) if val: data.extend(val) if data: return [utils.list\_table\_columns(cursor, table\_name), list(dict.fromkeys(data))] # Look in 'utils' def list\_tables(self): with self.open\_connection() as conn: with conn.cursor() as cursor: return utils.list\_tables(cursor) # Look in 'utils' def list\_columns(self, table\_name): with self.open\_connection() as conn: with conn.cursor() as cursor: return utils.list\_table\_columns(cursor, table\_name) # Get full table from database. def get\_full\_table(self, table\_name): with self.open\_connection() as conn: with conn.cursor() as cursor: columns = utils.list\_table\_columns(cursor, table\_name) data = utils.query(cursor, sql.SQL(""" SELECT \* FROM {}; """).format(sql.Identifier(table\_name)), ()) if columns and data: return [columns, data] # Insert some random value to some table. def insert\_random(self, table\_name): with self.open\_connection() as connection: with connection.cursor() as cursor: def gen\_rand\_data(x): return utils.gen\_random(utils.get\_column\_type(cursor, table\_name, x)) random\_data = tuple(gen\_rand\_data(x) for x in (utils.list\_table\_columns(cursor, table\_name))) return utils.insert\_data(connection, cursor, table\_name, random\_data) # Get column data from table. # Returns list of tuples, where first element is column name and second - type of column def get\_table\_columns\_data(self, table\_name): with self.open\_connection() as connection: with connection.cursor() as cursor: columns = utils.list\_table\_columns(cursor, table\_name) return list(zip(columns, map((lambda x: utils.get\_column\_type(cursor, table\_name, x)), columns))) # Insert some data to some table # Details in 'utils' def insert\_data(self, table\_name, data): with self.open\_connection() as connection: with connection.cursor() as cursor: return utils.insert\_data(connection, cursor, table\_name, data) # Delete some data in database. # Details in 'utils' def delete\_data(self, table\_name, column\_name, expected\_value): with self.open\_connection() as connection: with connection.cursor() as cursor: return utils.delete\_data(connection, cursor, table\_name, column\_name, expected\_value) # Details in 'utils' def query(self, q): with self.open\_connection() as connection: with connection.cursor() as cursor: return utils.query(cursor, q, ()) # TABLE DEPENDENCY ZONE # Find all users by using/not-using adblock in last session def find\_1(self, adblock\_using): with self.open\_connection() as connection: with connection.cursor() as cursor: data = utils.query(cursor, """ SELECT "user".\* FROM "user"  JOIN "session" ON us\_last\_session=ss\_id  WHERE ss\_with\_adblock IS %s; """, (adblock\_using,)) if data: return [utils.list\_table\_columns(cursor, 'user'), data] # Find themes, where connected product contains in name some word. def find\_2(self, prd\_name\_contains): with self.open\_connection() as connection: with connection.cursor() as cursor: data = utils.query(cursor, """ SELECT theme.\* FROM theme  JOIN ad ON ad\_theme=th\_id  JOIN product ON ad\_product=prd\_id WHERE to\_tsvector(prd\_name) @@ to\_tsquery(%s) GROUP BY th\_id; """, (prd\_name\_contains,)) if data: return [utils.list\_table\_columns(cursor, 'theme'), data] # Find users with last session in time between two timestamps def find\_3(self, start\_time, end\_time): with self.open\_connection() as connection: with connection.cursor() as cursor: data = utils.query(cursor, """ SELECT "user".\* FROM "user"  JOIN "session" ON us\_last\_session=ss\_id  WHERE ss\_start\_time > %s AND ss\_end\_time < %s; """, (start\_time, end\_time)) if data: return [utils.list\_table\_columns(cursor, 'user'), data] # Find all ads, promoter of that does not contains some word in registration place(country, for example) def find\_4(self, not\_contains\_word): with self.open\_connection() as connection: with connection.cursor() as cursor: data = utils.query(cursor, """ SELECT ad.\* FROM ad  JOIN promoter ON ad\_promoter=pr\_id  WHERE NOT (to\_tsvector(pr\_regplace) @@ to\_tsquery(%s)); """, (not\_contains\_word, )) if data: return [utils.list\_table\_columns(cursor, 'ad'), data]

**controller.py**

import utils as utilsclass Controller(object): # Very strange and not typical code def \_\_init\_\_(self, model, view): self.model = model self.view = view def start(self): self.view.print\_hello\_message() self.show\_main\_menu() # Main menu handler def show\_main\_menu(self): self.view.print\_start\_menu() input\_v = self.view.request\_input("Enter number (from 1 to 5):", valid\_cases=['1', '2', '3', '4', '5']) if input\_v == "1": self.print\_tables() self.show\_main\_menu() if input\_v == "2": sql\_query = self.view.request\_input("Enter query:") self.view.print\_data(self.model.query(sql\_query), on\_none\_message="NOTHING") self.show\_main\_menu() if input\_v == "3": self.find\_menu() if input\_v == "4": tables = self.model.list\_tables() phraze = self.view.request\_input("Enter phraze:") for table in tables: print("On table %s:" % (table,)) self.view.print\_table(self.model.find\_by\_phraze(table, phraze), "NOTHING") self.show\_main\_menu() # Ask user to enter fields values of some object. Return None if problems def request\_input\_object(self, table\_name, message="You can enter nothing for random value.", random\_on\_none=True): data\_list = [] print(message) for column\_data in self.model.get\_table\_columns\_data(table\_name): data = self.view.request\_input("\tField '" + column\_data[0] + "'(" + column\_data[1] + "):") if data == 'back': return elif random\_on\_none and data == '': data\_list.append(utils.gen\_random(column\_data[1])) else: data\_list.append(data) return data\_list # Select table menu def print\_tables(self): tables = self.model.list\_tables() self.view.print\_tables(tables) input\_v = self.view.request\_input("Enter number (from 1 to " + str(len(tables)) + "):", validator=lambda x: x.isdigit() and 0 < int(x) <= len(tables)) if input\_v == "back": return None self.table\_menu(tables[int(input\_v) - 1]) # Ask user to select some field of table and expected value on this field(for SELECT's) def select\_obj\_menu(self, table\_name): columns = self.model.list\_columns(table\_name) self.view.select\_column\_menu(table\_name, columns) input\_v = self.view.request\_input("Enter number (from 1 to " + str(len(columns)) + "):", validator=lambda x: x.isdigit() and 0 < int(x) <= len(columns)) if input\_v != "back": column = columns[int(input\_v) - 1] expected\_value = self.view.request\_input("\tEnter expected value on field %s:" % (column,)) if expected\_value != "back": return column, expected\_value return None, None # What can you do with table? def table\_menu(self, table\_name): self.view.print\_table\_menu(table\_name) input\_v = self.view.request\_input("Enter number (from 1 to 6):", valid\_cases=["1", "2", "3", "4", "5", "6"]) if input\_v != "back": # SELECT ALL if input\_v == "1": data = self.model.get\_full\_table(table\_name) self.view.print\_table(data) self.view.after\_action\_message(data) self.table\_menu(table\_name) # DELETE if input\_v == "2": column, value = self.select\_obj\_menu(table\_name) if column and value: self.view.after\_action\_message(self.model.delete\_data(table\_name, column, value)) self.table\_menu(table\_name) # INSERT if input\_v == "3": def insert(): self.view.after\_action\_message(self.model.insert\_data(table\_name, tuple(self.request\_input\_object(table\_name)))) insert() self.table\_menu(table\_name) # UPDATE if input\_v == "4": self.update\_menu(table\_name) self.table\_menu(table\_name) # SELECT if input\_v == "5": column, value = self.select\_obj\_menu(table\_name) if column and value: data = self.model.select\_some(table\_name, column, value) self.view.print\_table(data, on\_none\_message="NOTHING FOUND") self.view.after\_action\_message(data) self.table\_menu(table\_name) # INSERT RANDOM if input\_v == "6": self.view.after\_action\_message(self.model.insert\_random(table\_name)) self.table\_menu(table\_name) # Update menu def update\_menu(self, table\_name): print("SELECT OBJECT TO UPDATE:") c, v = self.select\_obj\_menu(table\_name) if c and v: obj = self.request\_input\_object(table\_name, "Enter nothing for not touching field", False) if obj: self.view.after\_action\_message(self.model.update(table\_name, c, v, obj)) # TABLE DEPENDENCY ZONE # Just find menu def find\_menu(self): self.view.find\_menu() input\_v = self.view.request\_input("Enter number (from 1 to 4):", valid\_cases=["1", "2", "3", "4"]) if input\_v != 'back': if input\_v == '1': data = self.view.request\_input("Enter 'adblock\_using' param(boolean):") if data != 'back' and data: data = data.lower() if data != 'true' and data != 'false' and data != 'none' and data != 'null': print(data, "isn't bool") else: val = self.model.find\_1((data == 'true') if data == 'true' or data == 'false' else None) self.view.print\_table(val, on\_none\_message="NOTHING FOUND") self.view.after\_action\_message(val) if input\_v == '2': data = self.view.request\_input("Enter word(text):") if data != 'back' and data: val = self.model.find\_2(data) self.view.print\_table(val, on\_none\_message="NOTHING FOUND") self.view.after\_action\_message(val) if input\_v == '3': data\_s = self.view.request\_input("Enter start\_time param(timestamp with time zone):") if data\_s != 'back' and data\_s: data\_e = self.view.request\_input("Enter start\_time param(timestamp with time zone):") if data\_e != 'back' and data\_e: val = self.model.find\_3(data\_s, data\_e) self.view.print\_table(val, on\_none\_message="NOTHING FOUND") self.view.after\_action\_message(val) if input\_v == '4': data = self.view.request\_input("Enter word param(text):") if data != 'back' and data: val = self.model.find\_4(data) self.view.print\_table(val, on\_none\_message="NOTHING FOUND") self.view.after\_action\_message(val) self.find\_menu()

**Приклад роботи програми**

**Hello. You can always type 'back' and 'exit', even if i don't say that. Enjoy.**

**::::::::::::::::::::::::::::::::::::::::**

**1: View Tables**

**2: SQL Query**

**3: Find some**

**4: Find in all tables by phraze**

**5: Exit**

**Enter number (from 1 to 5): 4**

**Enter phraze: BMW**

**On table promoter:**

**NOTHING**

**On table theme:**

**NOTHING**

**On table ad:**

**+-------+---------+-------------------+----------+----------+----------+-------------+------------+-------------------------------+**

**| ad\_id | ad\_type | ad\_name | ad\_price | ad\_views | ad\_theme | ad\_promoter | ad\_product | ad\_file |**

**+-------+---------+-------------------+----------+----------+----------+-------------+------------+-------------------------------+**

**| 0 | Video | BMW X739 MEGATEST | 20.00 ₴ | 32 | 0 | 1 | 0 | /home/vanya/reklama/video.mp4 |**

**+-------+---------+-------------------+----------+----------+----------+-------------+------------+-------------------------------+**

**On table user:**

**NOTHING**

**On table user\_theme:**

**NOTHING**

**On table product:**

**+--------+----------+-------------+**

**| prd\_id | prd\_name | prd\_keyword |**

**+--------+----------+-------------+**

**| 0 | BMW X739 | bmw |**

**+--------+----------+-------------+**

**On table session:**

**NOTHING**

**::::::::::::::::::::::::::::::::::::::::**

**1: View Tables**

**2: SQL Query**

**3: Find some**

**4: Find in all tables by phraze**

**5: Exit**

**Enter number (from 1 to 5): 1**

**1: promoter**

**2: theme**

**3: ad**

**4: user**

**5: user\_theme**

**6: product**

**7: session**

**Enter number (from 1 to 7): 3**

**TABLE: ad**

**1: Select all**

**2: Delete**

**3: Insert**

**4: Update**

**5: Select where**

**6: Insert random data**

**7: Find**

**Enter number (from 1 to 6): 1**

**+-------+-----------+------------------------+----------+----------+----------+-------------+------------+-------------------------------+**

**| ad\_id | ad\_type | ad\_name | ad\_price | ad\_views | ad\_theme | ad\_promoter | ad\_product | ad\_file |**

**+-------+-----------+------------------------+----------+----------+----------+-------------+------------+-------------------------------+**

**| 1 | Animation | INDUCTION FURNACE 2030 | 10.00 ₴ | 947 | 1 | 2 | 1 | /home/andy51984/data/a.gif |**

**| 2 | Image | INDUCTION FURNACE 2030 | 2.00 ₴ | 94317 | 1 | 2 | 1 | /home/andy51984/data/b.png |**

**| 0 | Video | BMW X739 MEGATEST | 20.00 ₴ | 32 | 0 | 1 | 0 | /home/vanya/reklama/video.mp4 |**

**+-------+-----------+------------------------+----------+----------+----------+-------------+------------+-------------------------------+**

**Ok**

**TABLE: ad**

**1: Select all**

**2: Delete**

**3: Insert**

**4: Update**

**5: Select where**

**6: Insert random data**

**7: Find**

**Enter number (from 1 to 6): 2**

**Select some field of table 'ad':**

**1: ad\_id**

**2: ad\_type**

**3: ad\_name**

**4: ad\_price**

**5: ad\_views**

**6: ad\_theme**

**7: ad\_promoter**

**8: ad\_product**

**9: ad\_file**

**Enter number (from 1 to 9): 1**

**Enter expected value on field ad\_id: 0**

**Ok**

**TABLE: ad**

**1: Select all**

**2: Delete**

**3: Insert**

**4: Update**

**5: Select where**

**6: Insert random data**

**7: Find**

**Enter number (from 1 to 6): 1**

**+-------+-----------+------------------------+----------+----------+----------+-------------+------------+----------------------------+**

**| ad\_id | ad\_type | ad\_name | ad\_price | ad\_views | ad\_theme | ad\_promoter | ad\_product | ad\_file |**

**+-------+-----------+------------------------+----------+----------+----------+-------------+------------+----------------------------+**

**| 1 | Animation | INDUCTION FURNACE 2030 | 10.00 ₴ | 947 | 1 | 2 | 1 | /home/andy51984/data/a.gif |**

**| 2 | Image | INDUCTION FURNACE 2030 | 2.00 ₴ | 94317 | 1 | 2 | 1 | /home/andy51984/data/b.png |**

**+-------+-----------+------------------------+----------+----------+----------+-------------+------------+----------------------------+**

**Ok**

**TABLE: ad**

**1: Select all**

**2: Delete**

**3: Insert**

**4: Update**

**5: Select where**

**6: Insert random data**

**7: Find**

**Enter number (from 1 to 6): exit**

**Bye**