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Pseudo-random generator (will refer as PRNG) is a deterministic method that used to generate truly random likewise sequence of number by give it a truly random number that come from the measurement of a noise (called as seed) and use it as the initial input to start the calculation. Nevertheless, there is limitation in Pseudo-random generator algorithm before it repeats its own sequence and it is called “the period”. With middle-square method the period size determined by the length of the initial seed and it is roughly around with *n* was the initial seed length[9] [10]. The typical structure of PRNG will be a finite set *S* of states, function *f : S 🡪 S,* output space of *U,* and output function *g : S 🡪 U.* With the output space will always to be (0,1) and the generator given initial value of (the seed), then it will [11].

PRNG been applied in many ways such as Monte Carlo simulations, test pattern generation, cryptography, and telecommunication system. When implementing PRNG, a good implementation needs to meet certain criteria such as

* long period number of sequences: with only one seed it should capable to give relatively long period of sequence.
* pass empirical statistical test: after generating long sequence of random number, it should be pass various statistical test that the number are uniformly distributed, and independent.
* mathematical basis.
* fast without wasting memory: some case requires vast amount of random number therefore the generator should be fast and not greedy in resource.
* multiple streams / high throughput rate: some cases work efficiently when utilize parallel computation therefore generator must capable to work independent each other.
* Unpredictability: when applied for security matter good generator should have unpredictability therefore it will take longer for attacker to find the pattern.
* ease of installation and seeding: generator should be flexible and easy to deploy also it should have flexible seeder therefore the generator does not have constrain with one system only.
* reproducibility.

Despite of that in practical application PRNG usually have only one trait between resource efficient with unpredictability due to linear structure[11] [4].

Many algorithms used to apply PRNG in real life, here some example of them:

* Linear Congruential Generators: it works by repeatedly applying a given recurrence relation to the seed to create a sequence of number. The graph produced from this method usually look random except when the modulus is a multiple of the multiplier. In mathematical form the product can be interpreted as between zero and *m-1* with recursive relationship of with as the seed, *a* is constant multiplier, *c* is increment, and *m* is the modulus. When the form is called *mixed congruential method* and when it is called *multiplicative congruential method* [12] [13].
* Linear-feedback shift register (LFSR): this is a shift register where the input bit is the output of a linear function of two or more of its previous states[14]. It requires to have great feedback function and seed to generate sequence of bit that appear random. There is wide selection of how LFSR implemented and closely related method such as Mersenne Twister that implemented as default generator in python since version 2.3[7].
* Mersenne Twister first described by Makoto Matsumoto and Takuji Nishimura in 1998, the sequence was not crypto secure but it has excellent statistical properties and because it has long period suitable as a basic component for stream cipher. It engages on a seed with value 19337 bits long. This value stored in an array with 624 element that contain 32-bit values[15].
* "counter-based" random number generators (CBRNGs) one kind of PRNG that only use integer counter as internal state[8]. Said to be the fastest generator in the present time by the implementation of *Parallel Random Numbers: As Easy as 1, 2, 3*[5] and claimed to be improved the speed twice by *Squares: A Fast Counter-Based RNG* [6].

There are many implementations of PRNG in computer science field. It could be used for cryptographic key generator as it described and explained in this paper [1]. This document also state that PRNG could be implemented in processor for creating a stream on modern processor and how it improved by implementing the latest CBRNG in their product [16] [17]. By implementing PRNG into Monte Carlo simulation PRNG could be used for visualize risk of forecasting model. This article explain how a casino use Monte Carlo simulation to ensure they profit [2]. This paper described how PRNG used to help a warehouse pick the best order for they[3].
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