**ASSIGNMENT – 13.4**

**NAME :** SAI CHARAN .P

**ROLL:NO :** 2403A52343

**BATCH :** AI 13

**TASK-1:** You are given legacy Python code that computes the square of each number in a list using a for loop and append. Your task is to refactor the loop into a more concise and Pythonic form using list comprehension, while ensuring the output remains exactly the same.

**Legacy Code:**

numbers = [1, 2, 3, 4, 5]

squares = []

for n in numbers:

squares.append(n \*\* 2)

print(squares)

**Refactored Code:**

![A number and a phone number

AI-generated content may be incorrect.](data:image/png;base64,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)

**Output:**

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAM0AAAAhBAMAAACIFDKjAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAnUExURf///9LS0igoKB8fH3Jycru7u/T09FZWVpaWlunp6Tk5OaSkpIuLixr9DT8AAAAJcEhZcwAADsQAAA7EAZUrDhsAAAGKSURBVEjH7ZVBS8MwFMdTSEt7K/0GcwqCNx+hIh7Gdti1mIPXeupdpANPxX6BnXtV0Vz9CH4y39ZufUnRpjJEpO8wSLL8f/n/s7wxNtZY/7simBxObAGzLznJIU+dfc/JLrQ5HqftwJnSEXOOQsZ8oBsqEMwFuFz3cfyzU21OUmWZcNWOvNVHyIJXSg5eWJm4Ews/N7cax7tftjrBG3PIKi8eQ8ZzQ6SaWXE0JbSnCMc5QS5dRU7nTn/GiRLdj7eiMSHn+h2ULlLg/aihnGVKOGwe+rHBKXPvYU2DvgubjyEcjIByOFyZuZnRZaI2NYxTFRpnG52Rm8FZFPUl2XGiJnMJAHHqtmG5uCBzwsE9iKpdbBzXj0kmdhzZvj3048P+xHMMvhSEw1XwjOffnaS24xyzPk4EcB7SpoCc4KnhlNueVTUcH83m2MdQevfzcKYAAueTXk4jIbSFjYu2eLfbbg0YZcOJtO+4esuTRVdTddUsOHov3cdWVyU6G/VX1c/5pf+fscYa62/WJ6THWzXuKnjPAAAAAElFTkSuQmCC)

**Explanation:**

The code does the following:

1. numbers = [1, 2, 3, 4, 5]: This line creates a list named numbers and initializes it with the integers from 1 to 5.
2. squares = [n \*\* 2 for n in numbers]: This is a list comprehension. It's a concise way to create a new list.
   * It iterates through each element (n) in the numbers list.
   * For each n, it calculates its square (n \*\* 2).
   * It collects all these calculated squares into a new list called squares.
3. print(squares): This line prints the contents of the squares list to the console.

The output [1, 4, 9, 16, 25] is the result of printing the squares list, which contains the squares of the numbers 1 through 5.

**TASK-2:** You are given legacy code that builds a sentence by concatenating words in a list using a for loop and the += operator. Your task is to refactor the code to use " ".join(), which is more efficient and Pythonic, while maintaining the exact same output.

**Legacy Code:**

words = ["AI", "helps", "in", "refactoring", "code"]

sentence = ""

for word in words:

sentence += word + " "

print(sentence.strip())

**Refactored Code:**

![A close up of words

AI-generated content may be incorrect.](data:image/png;base64,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)

**Output:**

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAUUAAAAdCAMAAAAKAI5BAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAADVUExURf///6utrHJ0dHp8fNHS0cHCwkRHRk5QT/X19enp6Tk5OZaWlru7ux8fH3JycvT09FZWVtLS0igoKJucnKqrq9DR0YyOja2urllbWt/f36OlpMzMzH5+fvj5+GdqaTg4ON7e3tra2khLSsLDw6SkpL6/vkpNTNrb28/Q0HR2ddTU1KGjolZZWFlcW+/v77GzspWXl7O1tFFUU2RnZvX29oqMjEtNTZ+goO7u7v7+/o2Pj1ZYV9bX1mZoZ7m6utPT087Pzry9va6vrqaop+Xl5Z2fn0VIR+rZw3wAAAAJcEhZcwAADsQAAA7EAZUrDhsAAAPESURBVGhD7ZdpV9UwEIYLSrVNky6IuCFuuOMu7oLr//9JnndmkibpQi8X9R7t8wGadDKTvJ1McpNkZmZmZmZmZubfZW094MzZ2GDmeDbSiHPnY5NJZLmKu5JCa23izh7KShdx3zhmoueYxSN51M3g2M30wpbPxbSOTSbRpyJmPWWtC6/NNMOTNFUZd7UsHMlnRMXtS5eD9pX0atAOUTrPyJ8GvkLLqLgoWT7idVTFpRhRUZgWuayu5eJJkZwtf1bFvljCX1Rx5/p23NVHvVsbkaVHRaU5UxOlteZ1iopZXtiXWa51uB/Lyvao6kZuRwpZrlBdMX2MZP9ORewJccYxZZNoKGkjlZVBt/IjGeoiUVBi4yLrFoCX9ABnPGCk2N+8ld6O+3pQVVmIel0VdVWyaCbPkrqh4E5FelmVvBkzE6VLISpijUVQubIcyqmmZo8mzyAFaGr2QzWyrPD3DrzYXCywfKULaNe6lUjGeqXJkmmLc5blVZnUjcHnUpKLGDRYUfbSu/eS5D7uOg/w52FsAMpKIa3ouasiZo9eTnx+71TES6ygf1c4FYt4u/JIjCJ1+GVgQgsUB0BU5Mj4cmWFqcgYqyL+wSt10/dtcc54DdCNnDp7PxzzSHic7j9JkjW57jwNjYR6t3aVrqsi3KOX33AgpyJe8iz6DkmrordcwX127mZ/gQk1vGIoj7IZFJLX08iqaFUhs6h6W2cysG6Kdv48vpML3k3xGUSlp+ehjYVWSftgTEUuNFyAOip6tcljgoq24gUqon6hcPkyOBVpoaqpR1WUHe2L4pzJQ92odv4cUUpqi83FF+nLV2i/Tg/StdDEYiuS/cjByzgXma6K9D+WcYKKfrd9bitAXy6yisfkIq8p1KTNRVGxk4tDvEn339LDu/cfNuOXAk9MJjWsoh8oUNEN6WyICSr66SYmPBNqyAYBEsXWRRNWvVjFPlWcM3ZFHwLOjEYF6ClIlo90uDCDt26ZHwcZVpGrOeOryMcAWcVTn6Cif5BaE5wRdYP+LMdQOqOtHW1TRBpVsU8V54yC07ThR+1SBYjn7rHz6XPc1cFmQ92owd8urC1VRmOvYprOFLtvUFjCDyDOqnJcRbajNVgTbMf8kBq0M+0+5/siLnZw2KrYRmrrIhc6T2ffGc2bpm20Nnw9oQGhvYNq4m8jVGaVoNLKd8Jl2Fg/Ctpf1reC9qmwuiriiA4y/mR8TfeC9rd0I2ifCqurIucizo2lOPIujMz32GR5VldFLnPRSXkCfhwEGv7s/9kyMzMz87/wC4HqUhwk4HTpAAAAAElFTkSuQmCC)

**Explanation:**

The code does the following:

1. words = ["AI", "helps", "in", "refactoring", "code"]: This line creates a list named words containing several strings.
2. sentence = " ".join(words): This is the key part. The join() method is a string method that concatenates the elements of an iterable (like our words list) into a single string.
   * The string before the .join() method (" ") is the separator that will be placed *between* each element from the list. In this case, it's a single space.
   * So, it takes each word from the words list and joins them together with a space in between.
3. print(sentence): This line prints the resulting sentence string to the console.

The output AI helps in refactoring code is the string created by joining the elements of the words list with spaces.

**TASK-3:** You are given legacy code that checks if a key exists in a dictionary using an if...else statement before accessing the value. Your task is to refactor the code using the .get() method to make it more concise and Pythonic, while ensuring the output remains the same.

**Legacy Code:**

student\_scores = {"Alice": 85, "Bob": 90}

if "Charlie" in student\_scores:

print(student\_scores["Charlie"])

else:

print("Not Found")

**Refactored Code:**
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**Explanation:**

The code does the following:

1. student\_scores = {"Alice": 85, "Bob": 90}: This line creates a dictionary called student\_scores. This dictionary stores student names as keys and their corresponding scores as values.
2. score = student\_scores.get("Charlie", "Not Found"): This line uses the .get() method to retrieve a value from the dictionary.
   * "Charlie" is the key we are trying to look up in the student\_scores dictionary.
   * "Not Found" is the default value. If the key "Charlie" is *not* found in the dictionary, the .get() method will return this default value instead of raising a KeyError.
   * The result of the .get() call is assigned to the variable score.
3. print(score): This line prints the value stored in the score variable.

Since the key "Charlie" does not exist in the student\_scores dictionary, the .get() method returns the default value "Not Found", which is then printed to the output.

**TASK-4:** You are given legacy code that performs different arithmetic operations using a chain of if-elif statements. Your task is to refactor this into a dictionary-based approach, making it more scalable and readable, while keeping the output the same.

**Legacy Code:**

operation = "multiply"

a, b = 5, 3

if operation == "add":

result = a + b

elif operation == "subtract":

result = a - b

elif operation == "multiply":

result = a \* b

else:

result = None

print(result)

**Refactored Code:**
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**Output:**
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**Explanation:**

The code does the following:

1. operation = "multiply": This line assigns the string "multiply" to the variable operation. This variable determines which mathematical operation will be performed.
2. a, b = 5, 3: This line uses tuple unpacking to assign the value 5 to variable a and 3 to variable b. These are the operands for the operation.
3. operations = {...}: This creates a dictionary called operations.
   * The keys of this dictionary are strings representing the names of the operations ("add", "subtract", "multiply").
   * The values are lambda functions. A lambda function is a small, anonymous function. Each lambda function takes two arguments (x and y) and performs the corresponding mathematical operation (x + y, x - y, or x \* y).
4. result = operations.get(operation)(a, b) if operation in operations else None: This is a conditional expression (also known as a ternary operator) combined with a dictionary lookup and function call. Let's break it down:
   * if operation in operations: This checks if the value of the operation variable ("multiply") exists as a key in the operations dictionary.
   * operations.get(operation): If the operation key is found in the dictionary, this part retrieves the corresponding value, which is a lambda function. Using .get() is safer than direct access (operations[operation]) because it returns None if the key isn't found, preventing a KeyError.
   * (a, b): This immediately calls the retrieved lambda function (the one for "multiply" in this case) with a (5) and b (3) as arguments.
   * operations.get(operation)(a, b): So, if the operation is found, this whole part evaluates to the result of calling the function with a and b.
   * else None: If the operation key is *not* found in the operations dictionary, the entire expression evaluates to None.
   * result = ...: The final evaluated value is assigned to the result variable.
5. print(result): This line prints the value of the result variable.

Since operation is "multiply" and "multiply" is a key in the operations dictionary, the lambda function for multiplication (lambda x, y: x \* y) is retrieved and called with a=5 and b=3. The result 5 \* 3 = 15 is assigned to result and then printed.

**TASK-5:** You are given legacy code that uses a loop to search for a specific element in a list and sets a flag if it is found. Your task is to refactor the code using Python’s in keyword, which is more efficient and concise, while preserving the exact same output.

**Legacy Code:**

items = [10, 20, 30, 40, 50]

found = False

for i in items:

if i == 30:

found = True

break

print("Found" if found else "Not Found")

**Refactored Code:**

![A close-up of a computer code

AI-generated content may be incorrect.](data:image/png;base64,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)

**Output:**

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAHkAAAAaCAMAAACkRAOPAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAADzUExURfv7+/Hy8vDx8f////z8/PP09KOlpW5xcHZ4d8bHx/j4+Li5uURHRk1QT+bo6P7+/vT09FZWVnJycpSWlaKko8XGxoaIh8bIyPf396WnpldaWdLT05yencDCwvLy8ru7ux8fHygoKNLS0ubn5/r7++rr62RnZpaWljk5Oenp6c7Pz0hLSrm6urS2tUlMS87Q0MTGxXBycsnKypqcm1VYV1hbWuHj46iqqoGDgo+RkKqsrFFTUmJlZOfo6ISHhkpNTJeZmeHi4u7w74eKiVRXVsrLyzg4OGNlZK+xsd7e3sPExLK0tKWnp56gn9jZ2ZaYl0VIR+rP32YAAAAJcEhZcwAADsQAAA7EAZUrDhsAAAHTSURBVEhLxZZpU4MwEEDTjbZqowK1ar0IeADeV73v+9b//2ucBIJhW2w6pfo+MNvNTh85CSElaEeJ0D5DsDKl3+p8c2kA1xZLvhkGcW2xEIByJcPQsFKP4OJCIVBliNExpR7H1V1g2Q5OZSFQYxN1nUk2pczTuLoLDMyNmVllksyxeRUu4GqXCzwf59tgYE5YTNUaS6jaNZJKjM3LKw1kFeDh1swO5zyglAZhRGkUBjQK3YBz8Stu5Ibm1TW2jrQAYKHq1ByFtkV9z8mYuUMt27bUw9AMG2xzC2Bb7Ksd8dgVyRKqTs3SRwPP1822FTfIqs7m9b2EfdY8ACgnW+tQvk6LWa4w25K9otT3XN2sBt8RjZ3NR9pOPgaAPRmdJCOBqlWfk7/1vaAHc9rnU3Z2LmQX7JKVE3FLn7G5lz4nDrhizWsZ3Nze1VQyz6zmOYziyOW6OUkZmu/lAotJT5Lf1rYTDzZ1uSumXzeLvP/wYGhefnxKfT/k7+co5Jy7IhKb+NnWzeJNwsgxNIOcYww+w4qEQLXykrG9VuoqbDm3i4TAG9vImN9ZVYV4sAuFwIu2oWM+lLmX73NHCMDnZcb7FR9ff3AnyaX/97Ac/u/u2e/79jcJClcrrIV7UgAAAABJRU5ErkJggg==)

**Explanation:**

The code does the following:

1. items = [10, 20, 30, 40, 50]: This line creates a list named items containing five integer values.
2. if 30 in items:: This is the core of the code. It uses the in operator to check for membership. It asks: "Is the value 30 present within the items list?"
3. print("Found"): If the condition in the if statement is true (meaning 30 is found in the items list), this line prints the string "Found".
4. else:: This keyword introduces the block of code to be executed if the if condition is false.
5. print("Not Found"): If the condition in the if statement is false (meaning 30 is not found in the items list), this line prints the string "Not Found".

In this case, since the value 30 is indeed present in the items list, the if condition is true, and the output is "Found". Using the in operator is the most Pythonic and efficient way to check if an element exists within a list or other iterable.