# 1、编写JUnit测试

什么是单元测试呢？单元测试就是针对最小的功能单元编写测试代码。Java程序最小的功能单元是方法，因此，对Java程序进行单元测试就是针对单个Java方法的测试。单元测试有什么好处呢？在学习单元测试前，我们可以先了解一下测试驱动开发。

所谓**测试驱动开发(TDD)**，是指先编写接口，紧接着编写测试。编写完测试后，我们才开始真正编写实现代码。在编写实现代码的过程中，一边写，一边测，什么时候测试全部通过了，那就表示编写的实现完成了：
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当然，这是一种理想情况。大部分情况是我们已经编写了实现代码，需要对已有的代码进行测试。先通过一个示例来看如何编写测试。假定我们编写了一个计算阶乘的类，它只有一个静态方法来计算阶乘：

*n*!=1×2×3×...×*n*

代码如下：

**public** **class Factorial {**

**public** **static** **long** fact(**long** n) {

**long** r = 1;

**for** (**long** i = 1; i <= n; i++) {

r = r \* i;

}

**return** r;

}

}

要测试这个方法，一个很自然的想法是编写一个main()方法，然后运行一些测试代码：

**public** **class Test {**

**public** **static** **void** main(String[] args) {

**if** (fact(10) == 3628800) {

System.out.println("pass");

} **else** {

System.out.println("fail");

}

}

}

这样我们就可以通过运行main()方法来运行测试代码。

不过，使用main()方法测试有很多缺点：

一是只能有一个main()方法，不能把测试代码分离，二是没有打印出测试结果和期望结果，例如，expected: 3628800, but actual: 123456，三是很难编写一组通用的测试代码。

因此，我们需要一种测试框架，帮助我们编写测试。

### JUnit

JUnit是一个开源的Java语言的单元测试框架，专门针对Java设计，使用最广泛。JUnit是事实上的单元测试的标准框架，任何Java开发者都应当学习并使用JUnit编写单元测试。

使用JUnit编写单元测试的好处在于，我们可以非常简单地组织测试代码，并随时运行它们，JUnit就会给出成功的测试和失败的测试，还可以生成测试报告，不仅包含测试的成功率，还可以统计测试的代码覆盖率，即被测试的代码本身有多少经过了测试。对于高质量的代码来说，测试覆盖率应该在80%以上。

此外，几乎所有的IDE工具都集成了JUnit，这样我们就可以直接在IDE中编写并运行JUnit测试。JUnit目前最新版本是5。

以Eclipse为例，当我们已经编写了一个Factorial.java文件后，我们想对其进行测试，需要编写一个对应的FactorialTest.java文件，以Test为后缀是一个惯例，并分别将其放入src和test目录中。最后，在Project - Properties - Java Build Path - Libraries中添加JUnit 5的库：
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整个项目结构如下：
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我们来看一下FactorialTest.java的内容：

**package** com.itranswarp.learnjava;

**import** **static** org.junit.jupiter.api.Assertions.\*;

**import** org.junit.jupiter.api.Test;

**public** **class FactorialTest {**

@Test

**void** testFact() {

assertEquals(1, Factorial.fact(1));

assertEquals(2, Factorial.fact(2));

assertEquals(6, Factorial.fact(3));

assertEquals(3628800, Factorial.fact(10));

assertEquals(2432902008176640000L, Factorial.fact(20));

}

}

核心测试方法testFact()加上了@Test注解，这是JUnit要求的，它会把带有@Test的方法识别为测试方法。在测试方法内部，我们用assertEquals(1, Factorial.fact(1))表示，期望Factorial.fact(1)返回1。assertEquals(expected, actual)是最常用的测试方法，它在Assertion类中定义。Assertion还定义了其他断言方法，例如：

* assertTrue(): 期待结果为true
* assertFalse(): 期待结果为false
* assertNotNull(): 期待结果为非null
* assertArrayEquals(): 期待结果为数组并与期望数组每个元素的值均相等
* ...

运行单元测试非常简单。选中FactorialTest.java文件，点击Run - Run As - JUnit Test，Eclipse会自动运行这个JUnit测试，并显示结果：
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如果测试结果与预期不符，assertEquals()会抛出异常，我们就会得到一个测试失败的结果：
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第一行的失败信息的意思是期待结果3628800但是实际返回是362880，此时，我们要么修正实现代码，要么修正测试代码，直到测试通过为止。

使用浮点数时，由于浮点数无法精确地进行比较，因此，我们需要调用assertEquals(double expected, double actual, double delta)这个重载方法，指定一个误差值：

assertEquals(0.1, Math.abs(1 - 9 / 10.0), 0.0000001);

### 单元测试的好处

单元测试可以确保单个方法按照正确预期运行，如果修改了某个方法的代码，只需确保其对应的单元测试通过，即可认为改动正确。此外，测试代码本身就可以作为示例代码，用来演示如何调用该方法。

使用JUnit进行单元测试，我们可以使用断言（Assertion）来测试期望结果，可以方便地组织和运行测试，并方便地查看测试结果。此外，JUnit既可以直接在IDE中运行，也可以方便地集成到Maven这些自动化工具中运行。

在编写单元测试的时候，我们要遵循一定的规范：

一是单元测试代码本身必须非常简单，能一下看明白，决不能再为测试代码编写测试；

二是每个单元测试应当互相独立，不依赖运行的顺序；

三是测试时不但要覆盖常用测试用例，还要特别注意测试边界条件，例如输入为0，null，空字符串""等情况。

# 2、使用Fixture

在一个单元测试中，我们经常编写多个@Test方法，来分组、分类对目标代码进行测试。

在测试的时候，我们经常遇到一个对象需要初始化，测试完可能还需要清理的情况。如果每个@Test方法都写一遍这样的重复代码，显然比较麻烦。

JUnit提供了编写测试前准备、测试后清理的固定代码，我们称之为Fixture。

我们来看一个具体的Calculator的例子：

**public** **class Calculator {**

**private** **long** n = 0;

**public** **long** add(**long** x) {

n = n + x;

**return** n;

}

**public** **long** sub(**long** x) {

n = n - x;

**return** n;

}

}

这个类的功能很简单，但是测试的时候，我们要先初始化对象，我们不必在每个测试方法中都写上初始化代码，而是通过@BeforeEach来初始化，通过@AfterEach来清理资源：

**public** **class CalculatorTest {**

Calculator calculator;

@BeforeEach

**public** **void** setUp() {

**this**.calculator = **new** Calculator();

}

@AfterEach

**public** **void** tearDown() {

**this**.calculator = **null**;

}

@Test

**void** testAdd() {

assertEquals(100, **this**.calculator.add(100));

assertEquals(150, **this**.calculator.add(50));

assertEquals(130, **this**.calculator.add(-20));

}

@Test

**void** testSub() {

assertEquals(-100, **this**.calculator.sub(100));

assertEquals(-150, **this**.calculator.sub(50));

assertEquals(-130, **this**.calculator.sub(-20));

}

}

在CalculatorTest测试中，有两个标记为@BeforeEach和@AfterEach的方法，它们会在运行每个@Test方法前后自动运行。

上面的测试代码在JUnit中运行顺序如下：

**for** (Method testMethod : findTestMethods(CalculatorTest.class)) {

**var** test = **new** CalculatorTest(); *// 创建Test实例*

invokeBeforeEach(test);

invokeTestMethod(test, testMethod);

invokeAfterEach(test);

}

可见，@BeforeEach和@AfterEach会“环绕”在每个@Test方法前后。

还有一些资源初始化和清理可能更加繁琐，而且会耗费较长的时间，例如初始化数据库。JUnit还提供了@BeforeAll和@AfterAll，它们在运行所有@Test前后运行，顺序如下：

invokeBeforeAll(CalculatorTest.**class**);

**for** (Method testMethod : findTestMethods(CalculatorTest.**class**)) {

var test = new CalculatorTest(); // 创建Test实例

invokeBeforeEach(test);

invokeTestMethod(test, testMethod);

invokeAfterEach(test);

}

invokeAfterAll(CalculatorTest.**class**);

因为@BeforeAll和@AfterAll在所有@Test方法运行前后仅运行一次，因此，它们只能初始化静态变量，例如：

**public** **class DatabaseTest {**

**static** Database db;

@BeforeAll

**public** **static** **void** initDatabase() {

db = createDb(...);

}

@AfterAll

**public** **static** **void** dropDatabase() {

...

}

}

事实上，@BeforeAll和@AfterAll也只能标注在静态方法上。

因此，我们总结出编写Fixture的套路如下：

1. 对于实例变量，在@BeforeEach中初始化，在@AfterEach中清理，它们在各个@Test方法中互不影响，因为是不同的实例；
2. 对于静态变量，在@BeforeAll中初始化，在@AfterAll中清理，它们在各个@Test方法中均是唯一实例，会影响各个@Test方法。

大多数情况下，使用@BeforeEach和@AfterEach就足够了。只有某些测试资源初始化耗费时间太长，以至于我们不得不尽量“复用”时才会用到@BeforeAll和@AfterAll。

最后，注意到每次运行一个@Test方法前，JUnit首先创建一个XxxTest实例，因此，每个@Test方法内部的成员变量都是独立的，不能也无法把成员变量的状态从一个@Test方法带到另一个@Test方法。

# 3、异常测试

在Java程序中，异常处理是非常重要的。

我们自己编写的方法，也经常抛出各种异常。对于可能抛出的异常进行测试，本身就是测试的重要环节。

因此，在编写JUnit测试的时候，除了正常的输入输出，我们还要特别针对可能导致异常的情况进行测试。

我们仍然用Factorial举例：

**public** **class Factorial {**

**public** **static** **long** fact(**long** n) {

**if** (n < 0) {

**throw** **new** IllegalArgumentException();

}

**long** r = 1;

**for** (**long** i = 1; i <= n; i++) {

r = r \* i;

}

**return** r;

}

}

在方法入口，我们增加了对参数n的检查，如果为负数，则直接抛出IllegalArgumentException。

现在，我们希望对异常进行测试。在JUnit测试中，我们可以编写一个@Test方法专门测试异常：

@Test

**void** testNegative() {

assertThrows(IllegalArgumentException.class, **new** Executable() {

@Override

**public** **void** execute() **throws** Throwable {

Factorial.fact(-1);

}

});

}

JUnit提供assertThrows()来期望捕获一个指定的异常。第二个参数Executable封装了我们要执行的会产生异常的代码。当我们执行Factorial.fact(-1)时，必定抛出IllegalArgumentException。assertThrows()在捕获到指定异常时表示通过测试，未捕获到异常，或者捕获到的异常类型不对，均表示测试失败。

有些童鞋会觉得编写一个Executable的匿名类太繁琐了。实际上，Java 8开始引入了函数式编程，所有单方法接口都可以简写如下：

@Test

void testNegative() {

assertThrows(IllegalArgumentException.**class**, () -> {

Factorial.fact(-1);

});

}

上述奇怪的->语法就是函数式接口的实现代码，我们会在后面详细介绍。现在，我们只需要通过这种固定的代码编写能抛出异常的语句即可。

# 4、条件测试

在运行测试的时候，有些时候，我们需要排出某些@Test方法，不要让它运行，这时，我们就可以给它标记一个@Disabled：

@Disabled

@Test

**void** testBug101() {

*// 这个测试不会运行*

}

为什么我们不直接注释掉@Test，而是要加一个@Disabled？这是因为注释掉@Test，JUnit就不知道这是个测试方法，而加上@Disabled，JUnit仍然识别出这是个测试方法，只是暂时不运行。它会在测试结果中显示：

Tests run: 68, Failures: 2, Errors: 0, Skipped: 5

类似@Disabled这种注解就称为条件测试，JUnit根据不同的条件注解，决定是否运行当前的@Test方法。

我们来看一个例子：

**public** **class Config {**

**public** String getConfigFile(String filename) {

String os = System.getProperty("os.name").toLowerCase();

**if** (os.contains("win")) {

**return** "C:\\" + filename;

}

**if** (os.contains("mac") || os.contains("linux") || os.contains("unix")) {

**return** "/usr/local/" + filename;

}

**throw** **new** UnsupportedOperationException();

}

}

我们想要测试getConfigFile()这个方法，但是在Windows上跑，和在Linux上跑的代码路径不同，因此，针对两个系统的测试方法，其中一个只能在Windows上跑，另一个只能在Mac/Linux上跑：

@Test

**void** testWindows() {

assertEquals("C:\\test.ini", config.getConfigFile("test.ini"));

}

@Test

**void** testLinuxAndMac() {

assertEquals("/usr/local/test.cfg", config.getConfigFile("test.cfg"));

}

因此，我们给上述两个测试方法分别加上条件如下：

@Test

@EnabledOnOs(OS.WINDOWS)

**void** testWindows() {

assertEquals("C:\\test.ini", config.getConfigFile("test.ini"));

}

@Test

@EnabledOnOs({ OS.LINUX, OS.MAC })

**void** testLinuxAndMac() {

assertEquals("/usr/local/test.cfg", config.getConfigFile("test.cfg"));

}

@EnableOnOs就是一个条件测试判断。

我们来看一些常用的条件测试：

不在Windows平台执行的测试，可以加上@DisabledOnOs(OS.WINDOWS)：

@Test

@DisabledOnOs(OS.WINDOWS)

**void** testOnNonWindowsOs() {

*// TODO: this test is disabled on windows*

}

只能在Java 9或更高版本执行的测试，可以加上@DisabledOnJre(JRE.JAVA\_8)：

@Test

@DisabledOnJre(JRE.JAVA\_8)

**void** testOnJava9OrAbove() {

*// TODO: this test is disabled on java 8*

}

只能在64位操作系统上执行的测试，可以用@EnabledIfSystemProperty判断：

@Test

@EnabledIfSystemProperty(named = "os.arch", matches = ".\*64.\*")

**void** testOnlyOn64bitSystem() {

*// TODO: this test is only run on 64 bit system*

}

需要传入环境变量DEBUG=true才能执行的测试，可以用@EnabledIfEnvironmentVariable：

@Test

@EnabledIfEnvironmentVariable(named = "DEBUG", matches = "true")

void testOnlyOnDebugMode() {

// TODO: this test is only run on DEBUG=**true**

}

当我们在JUnit中运行所有测试的时候，JUnit会给出执行的结果。在IDE中，我们能很容易地看到没有执行的测试：

![junit-conditional-test](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAQIAAAEOCAMAAABVU+kZAAAAGXRFWHRTb2Z0d2FyZQBBZG9iZSBJbWFnZVJlYWR5ccllPAAAAyFpVFh0WE1MOmNvbS5hZG9iZS54bXAAAAAAADw/eHBhY2tldCBiZWdpbj0i77u/IiBpZD0iVzVNME1wQ2VoaUh6cmVTek5UY3prYzlkIj8+IDx4OnhtcG1ldGEgeG1sbnM6eD0iYWRvYmU6bnM6bWV0YS8iIHg6eG1wdGs9IkFkb2JlIFhNUCBDb3JlIDUuNS1jMDE0IDc5LjE1MTQ4MSwgMjAxMy8wMy8xMy0xMjowOToxNSAgICAgICAgIj4gPHJkZjpSREYgeG1sbnM6cmRmPSJodHRwOi8vd3d3LnczLm9yZy8xOTk5LzAyLzIyLXJkZi1zeW50YXgtbnMjIj4gPHJkZjpEZXNjcmlwdGlvbiByZGY6YWJvdXQ9IiIgeG1sbnM6eG1wPSJodHRwOi8vbnMuYWRvYmUuY29tL3hhcC8xLjAvIiB4bWxuczp4bXBNTT0iaHR0cDovL25zLmFkb2JlLmNvbS94YXAvMS4wL21tLyIgeG1sbnM6c3RSZWY9Imh0dHA6Ly9ucy5hZG9iZS5jb20veGFwLzEuMC9zVHlwZS9SZXNvdXJjZVJlZiMiIHhtcDpDcmVhdG9yVG9vbD0iQWRvYmUgUGhvdG9zaG9wIENDIE1hY2ludG9zaCIgeG1wTU06SW5zdGFuY2VJRD0ieG1wLmlpZDoxRjU4RUU4M0NGODYxMUU5QUZFQkU2ODZGQjUwQTZFNSIgeG1wTU06RG9jdW1lbnRJRD0ieG1wLmRpZDoxRjU4RUU4NENGODYxMUU5QUZFQkU2ODZGQjUwQTZFNSI+IDx4bXBNTTpEZXJpdmVkRnJvbSBzdFJlZjppbnN0YW5jZUlEPSJ4bXAuaWlkOjFGNThFRTgxQ0Y4NjExRTlBRkVCRTY4NkZCNTBBNkU1IiBzdFJlZjpkb2N1bWVudElEPSJ4bXAuZGlkOjFGNThFRTgyQ0Y4NjExRTlBRkVCRTY4NkZCNTBBNkU1Ii8+IDwvcmRmOkRlc2NyaXB0aW9uPiA8L3JkZjpSREY+IDwveDp4bXBtZXRhPiA8P3hwYWNrZXQgZW5kPSJyIj8+EWSXqgAAADBQTFRF////EhITmZqaXL1e0c7R7+/vGYKwcKzDr9ywdIBvuru7xKV7RklIwjMtocja3d/fREoQWAAAJBpJREFUeNrsXYli66oOxBjFhlDz/3/7NJLAOHGapTntfa19TrN4ixFCwDCSnMNGP7S5H76Jq1sIofzIltIbfjik9PqlJoSQAn+ib//nwlLcG7awBPfi84dAKgH6mYYQFvemjYvwahuS2v8pCVByb9teLoMrrIgsh5/ZQnifCMLy+mOwGN5qnX9GCVgNyquPwWpQ7OKCu3xjD1mWt4pgv69z9/f2Ioj8IZ3P5/T/qAXLRgtiti3e32siKCICbgrn88f5g2RHIZWXfCx1V/u03V/sdHdxkK7OW9+rCKYxpdE/VeCYY/dWtaA9ZBhqYYfQnoj3Rt48/w2hfy7TAnyM3vuP+BFj3eFj9lroeu+Uy0YGm498Oq4ttO6K3m3O689vDWEac/bjpojkuZ/Td9vWwvJWhjgMjvKQh7KxBXbrMNQzh+Q6wagAIALXPYeIoJgIJhHBh8rHpYF/YpAmVOvY4ydJfrYUq/WqKjRA9vzg0BXVIDdkt14uO/VG8pOhNc54oouWPbg4yHstovcuxlUE5FB+LmIngvbvSgvs37q3V1URgZ2BhsACOK8i4B1DdD5HyDDnwCIgxzWbtKj86osewO0Gj/Lys1IMyfvste5wuQv8nQiXlcRH5AeaLeD93ALPgf9WEXgVAZ+fcKeAGvHtggGtwEHEnS2oZeWitFa/SqbXDWhB0f9bLeC3mR/jbI1EqmCIicWdCYIdEj8SC1Y+F651VkeyLxByRFfvh8C6ErHXu5y5NlmVRKMI8k+OP3l5grVHGEc6f3wEtkN1yM4iyCqCpHcafFhFUMueh75TLGtxuybV9vOTlqpEYZVXMRGIJkAEIZ3nIN+gBdHzM3NtceVnbhGRKwStjwfWZfCopgyRsKpktC0u6sC2IuJRsxwk1gJWI37+xIJHE8QF2anmsRbQnMZ5Gkce2HywBnzUZw+rFkAX+RK+U28OCMUpw2ZcUMtR7I3qF/vcREAsAj2mb64EO6PrEXCUxBYk1np+C1ysgkfiElHBnhQz4fmy1lLVAq6BAcXPTg5G4jvwt6StNw8iE/19tgUUx9M4jqeZHGsAnS9FECAC6DyEmbP7TAuKteitLKgVlUVAqxasAtpowdojyA7UnJMq5iaB3/fcEDyXQCreR9gFLiUKm8wW8O15H5caxiyqCCJORg3gAj4zQwQyU+azx3EaicbkoAWkWsDWxGoft9kVwZ4taCXqy9/v6vsJ6s8TLZAzqgg+TDYJPUrhn+NClVRtgef6H6I0dGvlOCC2ABYXgotmCyIeUT4RuhK2GlH3ldYQWAkmN0dowQc3BO0f+AczlCbiFtbeWMVwca1GB5Oy7RFub1RFAPuo/cRGOK59YsOtPUIwLYjaZLjXjmzm+I13FfRNGACwjWCR8c0SDogW4fbBc63nwGfA7nv88U5cyM8g47JYq0C0YJ5nN574lwP/sHUIHhJwGMzxKcHLn2dFibEbF2TntuOCexvXcd9PrLBJrwVcYu4P4vlCOm0UAFPLH3RcINaSn1XMbzsP/T7fUzRVGmB3oZ3JpdX7LtAC/soGAUe4T6QvjA4fwIi6sdV2v4mAOwMxghgOPrShenOhG8f8/btgjn/iUSE3hjZy+sJM8WXwbBUBusSnrsW4+0ZBA3Th3k8HUXbuD/I4f32aFN4hgrC+hXK5196DHQrXV4V26cUvdFd09y1hYS2YuUcY3yABl/af9/57FUGoTxi6p7Rvm/fSySe0v9B2rN/D1f7t8RLeDJnsPu8D770WfDuC/la84EsNIf3U9lYteH1Dz/dTavBOEZQv9Qjuj2/FFfrJ36cflwD9tAjKIYL/hha84z5n3brlnXPbwkNaUCafrs8UgO9BfZpDsP/lLVqwXXroDO/+z3/o1i4BFpjkP8+7GhCSzuiEzinwS9hoAY2RR4nR79v5B2uBRzpzSPz//A5zqKjK9dl0Q2Af5wDsr6wiWM87l/aQslJzTvE812mhHYtxnEcI4UICdbHjgcrkYcascLc7v0MLyq6pwrPsPg99fPDUqNOCcm4kglK1gHxp8lmqjBRtn1kHCDLI/XiJgk7EKNCOjl6skfEQecwjJZ/S7XUqigAyAHfE10RQyq22wKX/cOdNQygqAloVQkUAMMSzCHyvBWgFTmQQadsMnE5GLyvuenhFCY2pLFNabg+9gXRCAIC77oqArkVA5aY9gAKEstGCouaE9rTAT2HyvRbgsfj8eczXInCYxVw+XVsQ7GwBlalctcIrGUT8Zv8zt3qE0hW5kwDZ4tC1CFLhpnChBbJcL22iisDu4eMp9lpAETrMbXncQAegQGmdh2srGRT57rWAZmpm4bYMZEmHHrEFdKkFRbunrXnyJ4//Oz1CpSusWuCm8UPETxM//9RpAVpxVIsQL3rEThk2VnmnIagtWBsC1g/9ngyGSPd6BNLeQBYKd/Z2PTUNsuWC5Yd1MYi1EotgddG+7o0f5/kjqjrQ1NuCJY/jnMbxPC5z2HRLbfXzQgsqWLERwWksk4iAFIkehrgLPN7vEbSQCiJetsFtKyh5KacyZbo0vD75WFtsswVQ9nNmBePiU+ptAbERYCGc40zdAKtwQxA6ILltZ1xWAGfd6amMam/Ludm+V0eHYoe1Q6PPLQTlE3eGp3xxD++xmurdVgvCB4YD8cwi8IvfaAEPjXIevQwmqcnAVKBoe+oeZQW4trZgsXVrE28Y0svjgmK913UbvNKCYXLTcKEFFHUxvDTqhpoHFgCWbcn5adn0CKoIaT4ThkxNBgDcUeOqA91zCvgKGVBnJ32RTpHvXfwzc7Ab5lB077r3U1twoQXLlRawCDykYMpUtUAEMM8QAY8LtlpQz2CrPtNcR44G6+mQr/vhoHQKrBP2tuDEImBTEJ6D5G72CLvjwGsRDGwL6MoWCCOAX2SLTQtYBB/c3rlr4Pq70ALZoCMzC2mrBTpO3mjBCgN3xBQeVix8bAmLf2r+eWuatDs7uZq0WI8w7JjDGJPNFFMdO8zWEqaTX6bTjhbI7IrPKBtbIL3QRQOsSxndvgm/I6ND79+hBbfmApfzx+k0Tfx3jWb6dD0+/zhjxfLDTylN9Thd3h+L+2uPgM3KfLcoE9f/hCUqbpvfixc8vBCmEEKcNwW//HWCPdhOhh7+kRLCC4X5VtRoD4M4sMMDOzy04D+xHSKQcYEN67kjp4ZbZetaS7wQUIiXAMT15tsclT/FIJMzubHPj/fYKX6zFhQASt75xnc1WaThsmfrh0EgUV1PyUGXinZyRuF5ih5BR4tKEXpsi/mbRRD0BwMPtZOQawtQ3cT7k5SxyDCXeFc27YigxOaQwCXVek8pygANvF+do/lo42Wq9DlnWhXl1CgqkgTL5DuC2Bj0Cw+uwfLL6Tu1QCaHQxFmnEdDQNWVkpVYOUQFnKKS/wJ4Wzg3BYgg6jWDPLEwZ7WFeFECsfpcqVwgaziiFkV+AdTWrAxW0MeUl1f0TW/7HSLQWa+wyFEsedwM1q9TxqYflObo+RgJQVwG7CBYRtQkPzEKUgmyosGqxh6kNN+aDAi9WacWYGx7ZalCi6JcALpuEha6fhGq7jdqQUqJq7kE0T88V0L14yvrvrD1REeLzAoB+fLTotD8l6AjsVqFTgtw66h06iRUUnLCaNV7e1zmSWbaJM2JfyjgJ/ULWM2RvtEWSMlUBFxUQD6oLOL9XkjQDiw7rTotTVYPAT4k/OZQexH5ZrbAqwiUAA3ZkJJ65d4wETwVhJr4Kk0TQRT9KG7DO/7XIlhtgTYE0KX9kOD8wI8Oh44sLVWZz1yBUbn2DpouCzSNKQ5+rmqynJZYxQZZvmmmhOTe1lFAGQb5BRbPACOrX9AQ/PANXaOJwBAMT0VMO1tmdbUo3iiwQoZFj2AAdcY6cFKzbjRQXyEcL8LwAptI9xKj8kQbW1TujeaUpFVA3XlXwQPIT6aMdTGK2X9fj/B/M6L/dz3Cn58j0B/ezBb8aREcM8XDFhx4wSGCQwRb1OjQgkMEhwgOERwi+III6KWgVr+pR+jjk9QPO9/6XUS/SwuoRQEqrg8IVFxbE19poju04f+yCLyP/iERFAkSw7fwHh/hpo1SpojIHzHVYC4k8T/waligEvVT93vxOYBoipM/+am/QV39yS75L4tAcPx8v764nIANJUpDLBooRWhpgqlK2A6rd1JkkZICdLRlq8pa1lMo4QXDxxbDFJTzz61E7c8UZW0JyCY4fC6ARlmXezaKrIRIDzalrvvkKE0g5aBrAVm+eoCDANtjDa5X/Reo+z24bMSAkAC22BSwOpWUxnr13Hkqp7JUqpvdIEkQIgQaAPjJj88ij3WNU5amdtrhvhbIHbGaUgRBl6VAWVCqK2WrLRA4XNbMCJGDgpVZ6cOyGgOMGXCwL0Ns9WP+C03rhFqXhxz8gKWFujoVvIDI17Va8olCOeUmQ8hC1jPwKF5WAZyujdmilL7uINK3GwIc8/nGSVH9QYKhFLcuvDYRRMQuwgupEpT6zWENDnsHrDJg2cR1IjgjiE0rkMa/ibhU1ipIFi8kUogrgmFfasEw0TTkFqMGi2HQvwFLIroWhFWRgYSD6i2KjNtzf9oXQY5Y8ysqAqhRlrW/tNMp6uKYLL0kjRoF8FtM32A9AytRQKAb6kUQOi8WibJDurSma3RQRFFfXLvXl4P522sBHG/FGuFK1QLKJIthutZ1e2nqRkOQQDpkDQF3QxtOl5zepgRQRFOCts9nY7MHieyCuFpNBPQRxH/BbZpyVROsWPHV+Frk2h0blifqbIGG95EFWRGBPvQgItC1Lrq5NHXDFkAFpDVioUcaQtAFpUtb4IKukEqZB+v8na68iZEWbfBZQtJwJ9NEsOkRgp6bo4qg2gJ8xbU7tuCiR9DFsJx1XQrnS8gZDWJja11iVXJ8sEeQtSWJ1BV1ZQmrPCnHgNhdWy1IsRkBXGCjAKzKRmn92i5YBX3iPqVYp+iUmZqav0qECPBD0qXrMpOsTsnKVLpm1G45n7YYxpexQfBiOzw+KyFbOlxdmtohpn51dFjUTQVRzsh8hoqpgcVzs3EBVX5/H1Xya6O6Nw00vyiCGlstUOlnBoiKQv3EoHTvv2yOsM7+zBdL3fKoTSL1xc6i/+RM8cALDhEcCPKhBYcIDhF8Njo8tOAQwd8VgfmD/ZmNrvECH8fo/87/OF5rgR//2HbdI/xlERxacIjgEMEhgkMEPV5waMEhgkMEx+jw0IJDBIcIjnFBQ43mP7bRDnD2lxC0+1EvD/j0EMEhgkMEhwgOfsGhBYcIDhEc/II/rAV72aPaCmz63ZvNFPdEoEmZI1jIf0EEe+phiY/P5z9rDqkGoj3T3xVB0WwN5z/VIxAbQflHogVjqH4DlvtIQ1xtN68xwfR6OCrGXfeXFIMLTyXPK8FJcow17HkXXRq2iuSmsi0TP9w0rdiPZAxZ1F1hmaa+05vKZ1pA1QJK1LMyjnPRAN2a+0gCE176hyAY4poAISPR8CaNjZ0f4ZBxSz67W4oa+zOsaZcsopiTW3l+cnOwoFNBeU8tef0pL/yCPeK7ceqz2k/Tpw2hcDVGcUqUAwhMb6HIz5qBXj2wJBpZSuKJOCCnPBTEy+OJ+49GdsQr8rJr8DS+VVRRBHElLAEp67lYUrdcGOxNfnUkTOpcgsuIzwqSHsRcUqs3qr0vXNIT60B1Ulm49CwXkj/stAMLFAXy+swWJMhAJX2ekLpjJgngjZQvEuaPiuWZd5J0Hr6ERULTmYJo7Dv4NcprqW5hyOFsIoDMuIazOIBGcQ0uMSElLwrY/Ha5eMlEIPqTuCHwBxOBF68dFQFxxRZUNEQhSkFTbQLYuSyqBVAUyGP5VAQUq64iCdFpHOM8Fkv8E63JZ3VfQ2EhCQkRK/sGE8GA4IBFPQy9NQsPtyakCiBEPw1aPJQ4QB7ioJokkUKLat5EoC3NS7ZpMwcpapxVawhcMCm9iYDrelpUGZDB9nQ62f6TOITcEQE/j5kYWAJkQ0dW9JKaFljQTj+IC92Q4MfHIhiqF6a49kmITHE2bU55HlqQEnz5VhGgTGjR8Kjlai0b16lOC9AgUi8CtJYUW0PgQnVawNVeTmIay8JKzx9JGwKxUSg7xuByjlDzGVk29HEZp1TmmZ8bXnv8Innms/iwcvlpoKYFmUwLIhKXiIdhlRu0v0TzeiNpCCoC7PfwbUNLX/3QEsy92lm8w/qrCLx1CBsRTGj5S23yi9jBhSYVjpT6pEUVRbinBS5YP8OjgkWyoY+SMuSsTqdo/tLuA4wjISpmQTFLtQV4kaiXJI6CiBNctQAFIlYMbtax6r4ZBkkpQRJlWm2BF5NE/OK1qUjuleSSmUMYh7CKYDX8UlipdjrpHn6btNSTdhF3zGF3YBRndW4NcSqT9ns+m6mHDy10kgsG9fBQ7SC2wmNM4eUE8U7UYLBqDnGIJcx1HrTP53aPjA5JeoSiI4BUg3NXuxdkiIC/UFztFYOaQ1OKooYAyr9oFeON9V6aAx9Yak+xNIPxiAhqNvSFlWGmO/25H7z/NGSxj+H947pUozZM0+MXXbaD23hBzYY+prP3Z39vSGMKcnsUGv7BVKOEdVnwCbD0YS1AiseZhwYYG/r788X/38nUAZw9J4IuZWz6RTJ4QgQUzzU76jnSn9QCOveAyp9EkFu+VOfoj2oB8qWaDMpNLSi5C+K9zvW3+xGyoYvKsBfVySaBm+gxfu13MalqCABhZFC7+0Whk2JAyXqgYitfawhlkyz0Ms6KjBk3sEoaGqlxs1/G00O7fC/2e5YYHXETNyQO643J1aEYxsSnU41oYdBJwZ6lP9DAla9qgYUk0Jkjgt7L5EgCb0jEG5QG8Yt4MhtlDomBbvL9/kxSAi1khNxy9AiDYSHhBX0hzY8hctIkMwG5gSscky3oiw33eNBLCgqQISQsFx4gdwdMLXbGkU91ituUsVHThEAGmD8FiCRZ3WGmPGhklQG1HLb7NS0JIi1ppgmZeCExgG/oiwQYS4MeFQQiKxCTZTLqW+KaigzpyLdOmvGFpw7SKOyAwWhfEsFZwmet+VLl8QRPA4BYEOMrWvYE0pBABaUlqnNm3e8wzVQRcEOhLFGXcEBzI9iXDNvBk80AcQW9Ic6Jgt2hfVhwHUHNliqCCp1A4Vk4q2wAHSAAz2l3XPDoqEBSxnb5UrPE4MKjJkllK+kerM3WQEDY6zNd7DcRFKlTjbTDZwwSSEqzCzmkzOHTkJIHpyYL+AONyKIwGxHc1oI2MQKGZMdf1QJMTKfsN1oglZoQwgbtXPJhSAuOpEXVHBuScedivwoE4FoIFYRR6KEhMghHJecixlLR3RpPTU2htiYpFMRQbcFSbYFTW2AHCs4K11PlJ0SAPihKyliJWCNagLYPK0CWaAjB1BRWcQqoSHMdtLz9fsHWAMDVCyUu4AA7QYa+DAgvF5zGl+IvSW2BAjFOwWyqRp7U8JNYRusRBCih1iMs2FG+ZAtIgR5JGWtDoxC9ZQLR1xA1NUjUZQ+28NJ3a1/Y7y+I+aZQvYwWfNL0SjF7yUsSWONTUrCo1PQi3BQ0d3EurkYSrOApanyxFRSFTlyYTsHVAyaDsoMWPDM69JrJZ5sy9v60mXLt/x+0uoK+3A3/WO2JdQmPbl8bGgkG3lLGPrzSSE/nAIv5gSQxfdU9EeVqr6zPdIo7KWP/0aj9gEz+u3hBD5mE3yMBeg4yCWeN3nuOv0sEj+MFK1L7Z1EjI558hhf8dhHoMvOnqFG46NLI3+j5/NXZQicIt/WLD7UFmQteiQEji458esIJBkxv1YJp9OM0lhTOD0EmG9RkC4jIWZuzSQAEP9weYcQ2IrzglRg+MuloeLngleyMCF/HC8qYpnlMZZYVf4VMJES2QiYY00dJFWjQiNPArJIkz7ATSZvnwT3Ynq2MFAloLYohVBagZ8UbsKIxaYtbp4fU1pIFGCGZFCw94WR/FfHVOcKcxjjGzhZUyAQYFiAPoEbJJsWY5Wl42gC8ACcpdpKMgWJwgfQzg0yiELtV+BrZEJI8FMyEMrCCrOGcnaFlF7wSlBchgU/ymdYDk2hHuTOCfrRHoCjujacRlAtdac6JbNaGSV+RZKsGjSjPIJkIipIxCPBJoSRCQWrRVM+OVjq+IshfqfNn3hfQlvJgFI5Yp0Ydr8QQE/kyTaU7cMJz7QGGr2hBGcdlmmmcUm0IbriATLLv0KHYiYArGWVB3uAAK1Ak0nH2VWcs+WjOggkpQuLtQBEdGaodsAnUlleiiEkxEXRaACNB94zB4w0BCuDmKNF8FUEGcJaJBDKp8JlBI8pBAZsMUJjCvT4LUIA6lrDFigbIZFrqnEUUEbw5KEIihCaE+BYdKaGpivYAW16J2gNBDha3HiiqCJ83hCe0YB4nEA6mcawNwSCT0pCPZNAIKTQC81BhDuAjg5D0BjQEzbtdgRSBIL3wmAwxSYqiuAEqo1mXTT8acN7xSgwxmS6Zhrr/AXP4mC0YWf25NYzLspBSLkpOG8ik5A1k4hQaIUUZgnFC2OgBhDU6gp2dvLIShVfmOyqLpnhXYIWqSXRXvBJaqTSuHVCzudwlYDyBGk1gnQAw8P78OGTyxnmxBnuvY6HHf+Jza/iMLQDrhLsF8C38zyyuBxe6535YBOTeJYJ54/T/R/GC37nRAZk8hRcAMjkrgPp3WSZlRU/+LF5g0yT6s1oQKmTyRZZJTTWvYygDQloalgcTacWQbhBNeHCEOxrRpEybgcG0fBE4A2IylTSDc/M6ywRflWXCH2rZKRbcgoSCsDVQe5luZMJpT7AlmrAE8slVoslieEqTzulLIsBEMV1AJq+wTAoKHYNOD7nQkmHMBdcghxzsOp0vIUWUfCoJ2coa0aQtK/ZEEy28yAX8AplRqWxULa7mjQ/3CPOYBDKxmaL7CsskSSogZ+QD8/HhKRBuQZorSpGIIgvJSB8lc2kDVESfjIegQ+CeaCLQgU0SZActJ1uG11nU9PIcAWjJGGWmqNhhzzIBFvIwy6RggpmVThDVh0PBESdzrmGQaTeVQVoSpoomEi+cDUWdBjl1hdEa0QRfq4uOAScnO02IJpfr608MkMd5mt3ITWFSL5UvsEwk0xNEhwyEyhlRoo3CASUawmKtLQh+hl/CDYHMZLUDRjHYEk1Y7cskTaLawdKQxNPyFS2AEtCsVA73ZZYJROBJSBWx04IhqWejEqs8ni1hHd3pL1EaBEgWLfANbt4STcQMmjGwHkCVwogmeyJ4EC+Y+VqZKbGQw9dYJq6hq4KcD4Kv6v4EjRJOAk7wQ1SHwKLgTNJbeCOaNFvQiCba7AlawN0C+kmk2doQTU6vakFhFShljNOyLOal8jLLRLx2LAOcumnhm/gvoeazGkS5Tn18Ar+It3BQp65gDnGVfbkSTYrawYKqn5ZJMfQN0eQKRnvCHPI8eRpP4/mel8oXWSbrdXfUk3WijhfK6fEb33HY/UwLTuKoE88PeqmsRXkNXbl/HZXyEtHkdbxAEZP594ELB8vkuYg2B8uE4nn+pSyTJ6ZJTWPO5Y+KYGWZxINlcn6IZdJBJhfsk31Y5IpichsWMSYJVf+bzRR4Wv6dFlSWyYOOOb7lB97u34NFDAa5C4ssdaBn/jenOjr+DBa5M1J4vFWvLJNwfohlUiGTRJf7hZ4AAgky+CojBSzsTOp5A/Y1j6M3sEgwWKTokFggAnM0Cau/yQ1Y5B1acMEyiY+wTFbI5Gp/VtRMfAyyISbypoFQJMd76mGRsu9/E5qXhYVpwFSInnJlf2aO0LNMzo+wTBDxaAuZVPaJwiJe0m+TYEBFvgwIYsA6kuQSugmLbP1viuEhTslFtOuC9HURbFkm4SGWiXifCLnkmn1SIs+LM7RflouHokwTmSdCr4qSNG7AIlv/G2p0OzSUBxhWr+IFxjJxT7BMgiRPv9qvUzwgil1UFNMCpaHAO6t8Aou41RdP/kJt/EQijX/SEG6xTGIPmVyyTACZUAeZ2P5UBBZRdkrunHUkUFIcxCetMovMHHawSLnyvwFQNK2wCF3BIu+xBWNZCl2yTOhzlskuZAJTXyTsjzjbJFr3SbAjoaEoGtLDItOu/02ROD3cDZgIbsAi7xGBxTbxZ/6XnnLMKbv7P/21JHGiEACng0UeL9Yz7eBxvEBZJvyniEl62Mv3JcgkGaxWOljkK/FK3tQQJLbJ5H7ddkTAfQ41mn9lLBN6JZYJvxyxTP4uy+SIZXI/lolEVsZYxlPMGyzkFsLSO9ssLRKJdu66TmydfNnMf6c3GvFnI9p8Hssky0BfYi6kDa/m1tKQhc/Uwddy6WwzNWcbt/W1eXLw81YtuBPLBFNjXV0Ffb565yBWCamrjS0I+qJu4EE8dHpnG7dxtuExYaEis4CpikC0o5zKT4jggVgmOnvMVrlKKTEsRFj2RfbyrAgRIW2JuPMx2HOzIPlMbdw/7Qdx/R4RfBbLxFgmXOE8th2AdUjUDcNC4H8kpKJYMBcMXo5R0UbwqbPNVLW+tAYiK4jvawn03lgmGvcwQ//5b4OFtBgliDWdBRohE4Eag9vONqdeBBbM8jR9vxb0sUwqZHLFMgE6EEg8ThQLMUSsxShBA5BoRUW4F/6es420+RUocsIVOZ1+pCE8GMtEuCFJoQ7qsRCNIA2jmYR3sjrbUOdss1w629SYrQ0u4v0S6/wHzOEay4Qq1wisknDJMlHvm1IDFyt1RLCQICiJhXXedbahTRDXqTLmJkMFa3/4LDj4LryAW3mih2KZPLV5tRhP9/Xvawf/PpbJva1ztnlm2v7G8fkzeMG3xTL5D+MFB2TSUmb8YZbJ+dfGMnmFZfKHvVJmtca/KZbJc3gBWCbSH90i2mjkEhrSJ0e7QYFmf3CymLTd7tJL7G2ZNvlwpuVfa4E65oyaNWMPMlFohPy+tYwXwfMlhYQGObiwLXfpJeubRbRzDXP4t3hB8dPsp09imRj8wQPjpJHxwL1RqnWQIC6SnElmx4HnjOKkL7ONqPfow7t+Ti/Rt2UNXfM8veTpOYKwTMY7sUw0Ah8Jd14iV0SEbeE69YKmBYlGMLRgJSAeiGvC4EmDQIrfFt2hlyBYB5n3SdWOF+glz44OH4tlEqoIxJFE2BMCn0BhGpXAr9lVXIx4yawPAZJUL4Nyj14yVWwFGTDq5HrZ87p5qxacRv7le7FMwqoFGq3VK6lEOAbigyLUEUVQADL7jM+SPGWQWKfqSHWPXlLjlVAj1bxAL3laBOK5P2u4zpssE02nRppXTUVQJLyxvPA8S8MdJ0NQxDtLsMao1BLRAp5f36WXGLayNP+bF+glz4qgIH0QHHNuxjLhVpGKaAUNErpX3eskPFHxA9WMOsK2qvGLpFOI6o5n4V2NjLJDL0H4pgaqrD2CuaU9TS95Fi+wWCanT2OZADRFw/BkqY4Qy8wTuviYvMUmsXRqbPotOxR6l6SMEwEf6Ra9RLxulpYHR99qn/g8veR51EhimYzndC+WyVsGrd9CL3m2R9BYJnlUx5x/jRyUd3ndvNUcimfOfEAmfx0yORxzxDHniGWyoid/Fi84Ypk8GctEMRK/FbK3nIB8cOOd4+PNBpg7ibP0vW8T5DU1jmt0dGWqAExZwgNoyouxTB50zCk6KN4CJbLkPkiuVr+fD+dCqMPGi6dL1elq5sjFsBVZfuzRlNMDaMqzsUyWNPp545hzM5YJHwiDTBW9pRZIyWukCxp0UoSckhVAWfPh8EhamChYoE9G48asXM+sd3TqrX3S1Di4hUwmQp9VuCJN02exL+nZWCarP8IDsUxYGJjz1Kw3OmmiQWnpgwhsuMiHM2SSJXjMMLMm0hEwqbrsCC5lM6jF0oQWi1mhetFHf21Y23R78PwPY5k4KS0S4iTLehMNYAkgHyHCBSaVqUuTI0QNlqsyUeDHQaSRYISdAuOdaipjZ4yEzjXHbaO/Umsg9Jmzzr+NZSKOOdG8toYg6T0QxxXctKxfFD0YROud1bAyUSLJbQU+EV4WAtvoL1iM5ckApU4L+uivrcw3kgu/gBo9H8tEszDXrDdkIkga7tRLWBLFkNaYv+K9Iw0kObut2YIg2azLQJuGMJ1W57Rt9Feq02hLLnxzFvnENOn5WCbacC12SdbAPJKLGpoStFVUAAXpsqKiscZEsduKnRiC5S5WHE77z3By1TVnkWw4fY/gTqsSaHLhr2pBF8tkpvk2y+QilolYx2AOupZeGgmTlY/qA60AiuXDoZWJorfFb6C/1eEBVc+1avGXhqbQson+upQVRZg+ySrzDIK8xjJJbwv/+vwWBte4vcsTCMnNdvBCLBP/VpbJC0N6eomXUr4+QD5imRyQySGCX70dHmpU/ifAAGFWlvAOl1idAAAAAElFTkSuQmCC)

带有⊘标记的测试方法表示没有执行。

# 5、参数化测试

如果待测试的输入和输出是一组数据： 可以把测试数据组织起来 用不同的测试数据调用相同的测试方法

参数化测试和普通测试稍微不同的地方在于，一个测试方法需要接收至少一个参数，然后，传入一组参数反复运行。

JUnit提供了一个@ParameterizedTest注解，用来进行参数化测试。

假设我们想对Math.abs()进行测试，先用一组正数进行测试：

@ParameterizedTest

@ValueSource(ints = { 0, 1, 5, 100 })

**void** testAbs(**int** x) {

assertEquals(x, Math.abs(x));

}

再用一组负数进行测试：

@ParameterizedTest

@ValueSource(ints = { -1, -5, -100 })

**void** testAbsNegative(**int** x) {

assertEquals(-x, Math.abs(x));

}

注意到参数化测试的注解是@ParameterizedTest，而不是普通的@Test。

实际的测试场景往往没有这么简单。假设我们自己编写了一个StringUtils.capitalize()方法，它会把字符串的第一个字母变为大写，后续字母变为小写：

**public** **class StringUtils {**

**public** **static** String capitalize(String s) {

**if** (s.length() == 0) {

**return** s;

}

**return** Character.toUpperCase(s.charAt(0)) + s.substring(1).toLowerCase();

}

}

要用参数化测试的方法来测试，我们不但要给出输入，还要给出预期输出。因此，测试方法至少需要接收两个参数：

@ParameterizedTest

void testCapitalize(String input, String result) {

assertEquals(result, StringUtils**.capitalize**(input));

}

现在问题来了：参数如何传入？

最简单的方法是通过@MethodSource注解，它允许我们编写一个同名的静态方法来提供测试参数：

@ParameterizedTest

@MethodSource

**void** testCapitalize(String input, String result) {

assertEquals(result, StringUtils.capitalize(input));

}

**static** List<Arguments> testCapitalize() {

**return** List.of( *// arguments:*

Arguments.arguments("abc", "Abc"), *//*

Arguments.arguments("APPLE", "Apple"), *//*

Arguments.arguments("gooD", "Good"));

}

上面的代码很容易理解：静态方法testCapitalize()返回了一组测试参数，每个参数都包含两个String，正好作为测试方法的两个参数传入。

 如果静态方法和测试方法的名称不同，@MethodSource也允许指定方法名。但使用默认同名方法最方便。

另一种传入测试参数的方法是使用@CsvSource，它的每一个字符串表示一行，一行包含的若干参数用,分隔，因此，上述测试又可以改写如下：

@ParameterizedTest

@CsvSource({ "abc, Abc", "APPLE, Apple", "gooD, Good" })

void testCapitalize(String input, String result) {

assertEquals(result, StringUtils**.capitalize**(input));

}

如果有成百上千的测试输入，那么，直接写@CsvSource就很不方便。这个时候，我们可以把测试数据提到一个独立的CSV文件中，然后标注上@CsvFileSource：

@ParameterizedTest

@CsvFileSource(resources = { "/test-capitalize.csv" })

void testCapitalizeUsingCsvFile(String input, String result) {

assertEquals(result, StringUtils**.capitalize**(input));

}

JUnit只在classpath中查找指定的CSV文件，因此，test-capitalize.csv这个文件要放到test目录下，内容如下：

apple, Apple

HELLO, Hello

JUnit, Junit

reSource, Resource