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# DWS层与DWM层的设计

## 设计思路

我们在之前通过分流等手段，把数据分拆成了独立的kafka topic。那么接下来如何处理数据，就要思考一下我们到底要通过实时计算出哪些指标项。

因为实时计算与离线不同，实时计算的开发和运维成本都是非常高的，要结合实际情况考虑是否有必要象离线数仓一样，建一个大而全的中间层。

如果没有必要大而全，这时候就需要大体规划一下要实时计算出的指标需求了。把这些指标以主题宽表的形式输出就是我们的DWS层。

## 1.2 需求梳理

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| 统计主题 | 需求指标 | 输出方式 | 计算来源 | 来源层级 |
| 访客 | pv | 可视化大屏 | page\_log直接可求 | dwd |
| uv | 可视化大屏 | 需要用page\_log过滤去重 | dwm |
| 跳出明细 | 可视化大屏 | 需要通过page\_log行为判断 | dwm |
| 进入页面数 | 可视化大屏 | 需要识别开始访问标识 | dwd |
| 连续访问时长 | 可视化大屏 | page\_log直接可求 | dwd |
| 商品 | 点击 | 多维分析 | page\_log直接可求 | dwd |
| 收藏 | 多维分析 | 收藏表 | dwd |
| 加入购物车 | 多维分析 | 购物车表 | dwd |
| 下单 | 可视化大屏 | 订单宽表 | dwm |
| 支付 | 多维分析 | 支付宽表 | dwm |
| 退款 | 多维分析 | 退款表 | dwd |
| 评论 | 多维分析 | 评论表 | dwd |
| 地区 | pv | 多维分析 | page\_log直接可求 | dwd |
| uv | 多维分析 | 需要用page\_log过滤去重 | dwm |
| 下单 | 可视化大屏 | 订单宽表 | dwm |
| 关键词 | 搜索关键词 | 可视化大屏 | 页面访问日志 直接可求 | dwd |
| 点击商品关键词 | 可视化大屏 | 商品主题下单再次聚合 | dws |
| 下单商品关键词 | 可视化大屏 | 商品主题下单再次聚合 | dws |

当然实际需求还会有更多，这里主要以为可视化大屏为目的进行实时计算的处理。

DWM层的定位是什么，DWM层主要服务DWS，因为部分需求直接从DWD层到DWS层中间会有一定的计算量，而且这部分计算的结果很有可能被多个DWS层主题复用，所以部分DWD层会形成一层DWM，我们这里主要涉及业务

* 访问UV计算
* 跳出明细计算
* 订单宽表
* 支付宽表

# DWM层-访客UV计算

## 需求分析与思路

UV，全称是Unique Visitor，即独立访客，对于实时计算中，也可以称为DAU(Daily Active User)，即每日活跃用户，因为实时计算中的uv通常是指当日的访客数。

那么如何从用户行为日志中识别出当日的访客，那么有两点：

* 其一，是识别出该访客打开的第一个页面，表示这个访客开始进入我们的应用
* 其二，由于访客可以在一天中多次进入应用，所以我们要在一天的范围内进行去重

## 代码实现

### 从kafka的dwd\_page\_log主题接收数据

**package com.atguigu.gmall.realtime.app.dwm;**

**import com.alibaba.fastjson.JSON;  
import com.alibaba.fastjson.JSONObject;  
import com.atguigu.gmall.realtime.utils.MyKafkaUtil;  
import org.apache.flink.streaming.api.datastream.DataStream;  
import org.apache.flink.streaming.api.datastream.DataStreamSource;  
import org.apache.flink.streaming.api.environment.StreamExecutionEnvironment;  
import org.apache.flink.streaming.connectors.kafka.FlinkKafkaConsumer;  
*/\*\*  
 \* Author: Felix  
 \* Desc: 访客UV的明细准备  
 \*/*public class UniqueVisitApp {  
 public static void main(String[] args) throws Exception{**

**//*TODO 0.基本环境准备*  
 StreamExecutionEnvironment env = StreamExecutionEnvironment.*getExecutionEnvironment*();  
 env.setParallelism(4);  
 //env.enableCheckpointing(5000, CheckpointingMode.EXACTLY\_ONCE);  
 //env.getCheckpointConfig().setCheckpointTimeout(60000);  
 //StateBackend fsStateBackend = new FsStateBackend("hdfs://hadoop202:8020/gmall/flink/checkpoint/UniqueVisitApp");  
 //env.setStateBackend(fsStateBackend);  
 //System.setProperty("HADOOP\_USER\_NAME", "atguigu");  
 //*TODO 1.从Kafka中读取数据*  
 String groupId = "unique\_visit\_app";  
 String sourceTopic = "dwd\_page\_log";  
 String sinkTopic = "dwm\_unique\_visit";  
  
 //读取kafka数据  
 FlinkKafkaConsumer<String> source = MyKafkaUtil.*getKafkaSource*(sourceTopic, groupId);  
 DataStreamSource<String> jsonStream = env.addSource(source);  
  
 //对读取的数据进行结构的转换  
 DataStream<JSONObject> jsonObjStream = jsonStream.map(jsonString -> JSON.*parseObject*(jsonString));  
  
 jsonObjStream.print("uv:");  
  
 env.execute();  
 }  
}**

**测试**

* 启动logger.sh、zk、kafka
* 运行Idea中的BaseLogApp
* 运行Idea中的UniqueVisitApp
* 查看控制台输出
* 执行流程

模拟生成数据->日志处理服务器->写到kafka的ODS层（ods\_base\_log）->BaseLogApp分流->dwd\_page\_log->UniqueVisitApp读取输出

### 核心的过滤代码

* 首先用keyby按照mid进行分组，每组表示当前设备的访问情况
* 分组后使用keystate状态，记录用户进入时间，实现RichFilterFunction完成过滤
* 重写open 方法用来初始化状态
* 重写filter方法进行过滤
* 可以直接筛掉last\_page\_id不为空的字段，因为只要有上一页，说明这条不是这个用户进入的首个页面。
* 状态用来记录用户的进入时间，只要这个lastVisitDate是今天，就说明用户今天已经访问过了所以筛除掉。如果为空或者不是今天，说明今天还没访问过，则保留。
* 因为状态值主要用于筛选是否今天来过，所以这个记录过了今天基本上没有用了，这里enableTimeToLive 设定了1天的过期时间，避免状态过大。

**//jsonObjStream.print("uv:");**

**//*TODO 2.核心的过滤代码*//按照设备id进行分组  
KeyedStream<JSONObject, String> keyByWithMidDstream =  
 jsonObjStream.keyBy(jsonObj -> jsonObj.getJSONObject("common").getString("mid"));  
  
SingleOutputStreamOperator<JSONObject> filteredJsonObjDstream =  
 keyByWithMidDstream.filter(new RichFilterFunction<JSONObject>() {  
 //定义状态用于存放最后访问的日期  
 ValueState<String> lastVisitDateState = null;  
 //日期格式  
 SimpleDateFormat simpleDateFormat = null;  
  
 //初始化状态 以及时间格式器  
 @Override  
 public void open(Configuration parameters) throws Exception {  
 simpleDateFormat = new SimpleDateFormat("yyyy-MM-dd");  
 if (lastVisitDateState == null) {  
 ValueStateDescriptor<String> lastViewDateStateDescriptor =  
 new ValueStateDescriptor<>("lastViewDateState", String.class);  
 //因为统计的是当日UV，也就是日活，所有为状态设置失效时间  
 StateTtlConfig stateTtlConfig=StateTtlConfig.*newBuilder*(Time.*days*(1)).build();  
 //默认值 表明当状态创建或每次写入时都会更新时间戳  
 //.setUpdateType(StateTtlConfig.UpdateType.OnCreateAndWrite)  
 //默认值 一旦这个状态过期了，那么永远不会被返回给调用方，只会返回空状态  
 //.setStateVisibility(StateTtlConfig.StateVisibility.NeverReturnExpired).build();  
 lastViewDateStateDescriptor.enableTimeToLive(stateTtlConfig );  
 lastVisitDateState = getRuntimeContext().getState(lastViewDateStateDescriptor);  
 }  
 }  
  
 //首先检查当前页面是否有上页标识，如果有说明该次访问一定不是当日首次  
 @Override  
 public boolean filter(JSONObject jsonObject) throws Exception {  
 String lastPageId = jsonObject.getJSONObject("page").getString("last\_page\_id");  
 if(lastPageId!=null&&lastPageId.length()>0){  
 return false;  
 }   
 Long ts = jsonObject.getLong("ts");  
 String logDate = simpleDateFormat.format(ts);  
 String lastViewDate = lastVisitDateState.value();  
   
 if (lastViewDate!=null&&lastViewDate.length()>0&&logDate.equals(lastViewDate)){  
 System.*out*.println("已访问：lastVisit:"+lastViewDate+"|| logDate："+ logDate);  
 return false;  
 } else {  
 System.*out*.println("未访问：lastVisit:"+lastViewDate+"|| logDate："+logDate);  
 lastVisitDateState.update(logDate);  
 return true;  
 }  
 }  
 }).uid("uvFilter");  
  
SingleOutputStreamOperator<String> dataJsonStringDstream =  
 filteredJsonObjDstream.map(jsonObj -> jsonObj.toJSONString());  
dataJsonStringDstream.print("uv");**

### 将过滤处理后的UV写入到Kafka的dwm\_unique\_visit

**//*TODO 3.将过滤处理后的UV写入到Kafka的dwm主题***

**dataJsonStringDstream.addSink(MyKafkaUtil.*getKafkaSink*(sinkTopic));**

### 测试

* 启动logger.sh、zk、kafka
* 运行Idea中的BaseLogApp
* 运行Idea中的UniqueVisitApp
* 查看控制台输出以及kafka的dwm\_unique\_visit主题
* 执行流程

模拟生成数据->日志处理服务器->写到kafka的ODS层（ods\_base\_log）->BaseLogApp分流->dwd\_page\_log->UniqueVisitApp读取并处理->写回到kafka的dwm层

# DWM层-跳出明细计算

## 需求分析与思路

### 什么是跳出

跳出就是用户成功访问了网站的一个页面后就退出，不在继续访问网站的其它页面。而跳出率就是用跳出次数除以访问次数。

关注跳出率，可以看出引流过来的访客是否能很快的被吸引，渠道引流过来的用户之间的质量对比，对于应用优化前后跳出率的对比也能看出优化改进的成果。

### 计算跳出行为的思路

首先要识别哪些是跳出行为，要把这些跳出的访客最后一个访问的页面识别出来。那么要抓住几个特征：

* 该页面是用户近期访问的第一个页面

这个可以通过该页面是否有上一个页面（last\_page\_id）来判断，如果这个表示为空，就说明这是这个访客这次访问的第一个页面。

* 首次访问之后很长一段时间（自己设定），用户没继续再有其他页面的访问。

这第一个特征的识别很简单，保留last\_page\_id为空的就可以了。但是第二个访问的判断，其实有点麻烦，首先这不是用一条数据就能得出结论的，需要组合判断，要用一条存在的数据和不存在的数据进行组合判断。而且要通过一个不存在的数据求得一条存在的数据。更麻烦的他并不是永远不存在，而是在一定时间范围内不存在。那么如何识别有一定失效的组合行为呢？

最简单的办法就是Flink自带的CEP技术。这个CEP非常适合通过多条数据组合来识别某个事件。

用户跳出事件，本质上就是一个条件事件加一个超时事件的组合。

## 代码实现

### 从kafka的dwd\_page\_log主题中读取页面日志

**package com.atguigu.gmall.realtime.app.dwm;**

**import com.alibaba.fastjson.JSON;  
import com.alibaba.fastjson.JSONObject;  
import com.atguigu.gmall.realtime.utils.MyKafkaUtil;  
import org.apache.flink.streaming.api.datastream.DataStream;  
import org.apache.flink.streaming.api.datastream.DataStreamSource;  
import org.apache.flink.streaming.api.environment.StreamExecutionEnvironment;  
  
*/\*\*  
 \* Author: Felix  
 \* Desc: 访客跳出情况判断  
 \*/*public class UserJumpDetailApp {  
 public static void main(String[] args) throws Exception {  
 //*TODO 0.基本环境准备* StreamExecutionEnvironment env = StreamExecutionEnvironment.*getExecutionEnvironment*();  
 env.setParallelism(4);  
  
 //*TODO 1.从kafka的dwd\_page\_log主题中读取页面日志* String sourceTopic = "dwd\_page\_log";  
 String groupId = "userJumpDetailApp";  
 String sinkTopic = "dwm\_user\_jump\_detail";  
  
 //从kafka中读取数据  
 DataStreamSource<String> dataStream = env.addSource(MyKafkaUtil.*getKafkaSource*(sourceTopic, groupId));  
  
 //对数据进行结构的转换  
 DataStream<JSONObject> jsonObjStream = dataStream.map(jsonString -> JSON.*parseObject*(jsonString));  
   
 jsonObjStream.print("json:");  
   
 env.execute();  
 }  
}**

### 通过Flink的CEP完成跳出判断

#### 确认添加了CEP的依赖包

#### 设定时间语义为事件时间并指定数据中的ts字段为事件时间

由于这里涉及到时间的判断，所以必须设定数据流的EventTime和水位线。这里没有设置延迟时间，实际生产情况可以视乱序情况增加一些延迟。

增加延迟把forMonotonousTimestamps换为forBoundedOutOfOrderness即可。

注意：flink1.12默认的时间语义就是事件时间，所以不需要执行

env.setStreamTimeCharacteristic(TimeCharacteristic.***EventTime***);

**//*TODO 2.指定事件时间字段***

**SingleOutputStreamOperator<JSONObject> jsonObjWithEtDstream = jsonObjStream.assignTimestampsAndWatermarks(WatermarkStrategy.<JSONObject>*forMonotonousTimestamps*().withTimestampAssigner(new SerializableTimestampAssigner<JSONObject>() {  
 @Override  
 public long extractTimestamp(JSONObject jsonObject, long recordTimestamp) {  
 return jsonObject.getLong("ts");  
 }  
}));**

#### 根据日志数据的mid进行分组

因为用户的行为都是要基于相同的Mid的行为进行判断，所以要根据Mid进行分组。

**//*TODO 3.根据日志数据的mid进行分组***

**KeyedStream<JSONObject, String> jsonObjectStringKeyedStream = jsonObjWithEtDstream.keyBy(  
 jsonObj -> jsonObj.getJSONObject("common").getString("mid")  
);**

#### 配置CEP表达式

**//*TODO 4.配置CEP表达式***

**Pattern<JSONObject, JSONObject> pattern = Pattern.<JSONObject>*begin*("GoIn").where(  
 new SimpleCondition<JSONObject>() {  
 @Override // 条件1 ：进入的第一个页面  
 public boolean filter(JSONObject jsonObj) throws Exception {  
 String lastPageId = jsonObj.getJSONObject("page").getString("last\_page\_id");  
 System.*out*.println("first in :" + lastPageId);  
 if (lastPageId == null || lastPageId.length() == 0) {  
 return true;  
 }  
 return false;  
 }  
 }  
).next("next").where(  
 new SimpleCondition<JSONObject>() {  
 @Override //条件2： 在10秒时间范围内必须有第二个页面  
 public boolean filter(JSONObject jsonObj) throws Exception {  
 String pageId = jsonObj.getJSONObject("page").getString("page\_id");  
 System.*out*.println("next:" + pageId);  
 if (pageId != null && pageId.length() > 0) {  
 return true;  
 }  
 return false;  
 }  
 }  
).within(Time.*milliseconds*(10000));**

#### 根据表达式筛选流

**//*TODO 5.根据表达式筛选流***

**PatternStream<JSONObject> patternedStream = CEP.*pattern*(jsonObjectStringKeyedStream, pattern);**

#### 提取命中的数据

* 设定超时时间标识 timeoutTag
* flatSelect方法中，实现PatternFlatTimeoutFunction中的timeout方法。
* 所有out.collect的数据都被打上了超时标记
* 本身的flatSelect方法因为不需要未超时的数据所以不接受数据。
* 通过SideOutput侧输出流输出超时数据

**//*TODO 6.提取命中的数据***

**final OutputTag<String> timeoutTag = new OutputTag<String>("timeout") {};  
SingleOutputStreamOperator<String> filteredStream = patternedStream.flatSelect(  
 timeoutTag,  
 new PatternFlatTimeoutFunction<JSONObject, String>() {  
 @Override  
 public void timeout(Map<String, List<JSONObject>> pattern, long timeoutTimestamp, Collector<String> out) throws Exception {  
 List<JSONObject> objectList = pattern.get("GoIn");  
 //这里进入out的数据都被timeoutTag标记  
 for (JSONObject jsonObject : objectList) {  
 out.collect(jsonObject.toJSONString());  
 }  
 }  
 },  
 new PatternFlatSelectFunction<JSONObject, String>() {  
 @Override  
 public void flatSelect(Map<String, List<JSONObject>> pattern, Collector<String> out) throws Exception {  
 //因为不超时的事件不提取，所以这里不写代码  
 }  
 });  
//通过SideOutput侧输出流输出超时数据  
DataStream<String> jumpDstream = filteredStream.getSideOutput(timeoutTag);  
jumpDstream.print("jump::");**

### 将跳出数据写回到kafka的DWM层

**//*TODO 7.将跳出数据写回到kafka的DWM层***

**jumpDstream.addSink(MyKafkaUtil.*getKafkaSink*(sinkTopic));**

### 测试

#### 利用测试数据验证

**DataStream<String> dataStream = env**

**.fromElements(  
 "{\"common\":{\"mid\":\"101\"},\"page\":{\"page\_id\":\"home\"},\"ts\":10000} ",  
 "{\"common\":{\"mid\":\"102\"},\"page\":{\"page\_id\":\"home\"},\"ts\":12000}",  
 "{\"common\":{\"mid\":\"102\"},\"page\":{\"page\_id\":\"good\_list\",\"last\_page\_id\":" +  
 "\"home\"},\"ts\":15000} ",  
 "{\"common\":{\"mid\":\"102\"},\"page\":{\"page\_id\":\"good\_list\",\"last\_page\_id\":" +  
 "\"detail\"},\"ts\":30000} "  
 );**

**dataStream.print("in json:");**

#### 查看控制台以及dwm\_user\_jump\_detail输出效果

注意：为了看效果，设置并行度为1
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# DWM层-订单宽表

## 需求分析与思路

订单是统计分析的重要的对象，围绕订单有很多的维度统计需求，比如用户、地区、商品、品类、品牌等等。

为了之后统计计算更加方便，减少大表之间的关联，所以在实时计算过程中将围绕订单的相关数据整合成为一张订单的宽表。

那究竟哪些数据需要和订单整合在一起？
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如上图，由于在之前的操作我们已经把数据分拆成了事实数据和维度数据，事实数据（绿色）进入kafka数据流（DWD层）中，维度数据（蓝色）进入hbase中长期保存。那么我们在DWM层中要把实时和维度数据进行整合关联在一起，形成宽表。那么这里就要处理有两种关联，事实数据和事实数据关联、事实数据和维度数据关联。

* 事实数据和事实数据关联，其实就是流与流之间的关联。
* 事实数据与维度数据关联，其实就是流计算中查询外部数据源。

## 订单和订单明细关联代码实现

### 从Kafka的dwd层接收订单和订单明细数据

#### 创建订单实体类

**package com.atguigu.gmall.realtime.bean;**

**import lombok.Data;  
import java.math.BigDecimal;  
  
*/\*\*  
 \* Author: Felix  
 \* Desc: 订单实体类  
 \*/*@Data  
public class OrderInfo {  
  
 Long id;  
 Long province\_id;  
 String order\_status;  
 Long user\_id;  
 BigDecimal total\_amount;  
 BigDecimal activity\_reduce\_amount;  
 BigDecimal coupon\_reduce\_amount;  
 BigDecimal original\_total\_amount;  
 BigDecimal feight\_fee;  
 String expire\_time;  
 String create\_time;  
 String operate\_time;  
 String create\_date; // 把其他字段处理得到  
 String create\_hour;  
 Long create\_ts;  
}**

#### 创建订单明细实体类

**package com.atguigu.gmall.realtime.bean;**

**import lombok.Data;  
import java.math.BigDecimal;  
  
*/\*\*  
 \* Author: Felix  
 \* Desc:订单明细实体类  
 \*/*@Data  
public class OrderDetail {  
 Long id;  
 Long order\_id ;  
 Long sku\_id;  
 BigDecimal order\_price ;  
 Long sku\_num ;  
 String sku\_name;  
 String create\_time;  
 BigDecimal split\_total\_amount;  
 BigDecimal split\_activity\_amount;  
 BigDecimal split\_coupon\_amount;  
 Long create\_ts;  
}**

#### 在dwm包下创建OrderWideApp读取订单和订单明细数据

**package com.atguigu.gmall.realtime.app.dwm;**

**import com.alibaba.fastjson.JSON;  
import com.atguigu.gmall.realtime.bean.OrderDetail;  
import com.atguigu.gmall.realtime.bean.OrderInfo;  
import com.atguigu.gmall.realtime.utils.MyKafkaUtil;  
import org.apache.flink.api.common.functions.RichMapFunction;  
import org.apache.flink.configuration.Configuration;  
import org.apache.flink.runtime.state.StateBackend;  
import org.apache.flink.runtime.state.filesystem.FsStateBackend;  
import org.apache.flink.streaming.api.CheckpointingMode;  
import org.apache.flink.streaming.api.TimeCharacteristic;  
import org.apache.flink.streaming.api.datastream.DataStream;  
import org.apache.flink.streaming.api.environment.StreamExecutionEnvironment;  
import org.apache.flink.streaming.connectors.kafka.FlinkKafkaConsumer;  
  
import java.text.SimpleDateFormat;  
  
*/\*\*  
 \* Author: Felix  
 \* Desc: 处理订单和订单明细数据形成订单宽表  
 \*/*public class OrderWideApp {  
 public static void main(String[] args) throws Exception {  
 //*TODO 0.基本环境准备* StreamExecutionEnvironment env = StreamExecutionEnvironment.*getExecutionEnvironment*();  
 //设置并行度读取kafka分区数据  
 env.setParallelism(4);  
 /\*  
 //设置CK相关配置  
 env.enableCheckpointing(5000, CheckpointingMode.EXACTLY\_ONCE);  
 env.getCheckpointConfig().setCheckpointTimeout(60000);  
 StateBackend fsStateBackend = new FsStateBackend("hdfs://hadoop:8020/gmall/flink/checkpoint/OrderWideApp");  
 env.setStateBackend(fsStateBackend);  
 System.setProperty("HADOOP\_USER\_NAME", "atguigu");  
 \*/  
 //*TODO 1.从Kafka的dwd层接收订单和订单明细数据* String orderInfoSourceTopic = "dwd\_order\_info";  
 String orderDetailSourceTopic = "dwd\_order\_detail";  
 String orderWideSinkTopic = "dwm\_order\_wide";  
 String groupId = "order\_wide\_group";  
  
 //从Kafka中读取数据  
 FlinkKafkaConsumer<String> sourceOrderInfo = MyKafkaUtil.*getKafkaSource*(orderInfoSourceTopic,groupId);  
 FlinkKafkaConsumer<String> sourceOrderDetail = MyKafkaUtil.*getKafkaSource*(orderDetailSourceTopic,groupId);  
 DataStream<String> orderInfojsonDStream = env.addSource(sourceOrderInfo);  
 DataStream<String> orderDetailJsonDStream = env.addSource(sourceOrderDetail);  
  
  
 //对读取的数据进行结构的转换  
 DataStream<OrderInfo> orderInfoDStream = orderInfojsonDStream.map(  
 new RichMapFunction<String, OrderInfo>() {  
 SimpleDateFormat simpleDateFormat=null;  
 @Override  
 public void open(Configuration parameters) throws Exception {  
 super.open(parameters);  
 simpleDateFormat=new SimpleDateFormat("yyyy-MM-dd");  
 }  
 @Override  
 public OrderInfo map(String jsonString) throws Exception {  
 OrderInfo orderInfo = JSON.*parseObject*(jsonString, OrderInfo.class);  
 orderInfo.setCreate\_ts(simpleDateFormat.parse(orderInfo.getCreate\_time()).getTime());  
 return orderInfo;  
 }  
 }  
 );  
 DataStream<OrderDetail> orderDetailDStream = orderDetailJsonDStream.map(new RichMapFunction<String, OrderDetail>() {  
 SimpleDateFormat simpleDateFormat=null;  
 @Override  
 public void open(Configuration parameters) throws Exception {  
 super.open(parameters);  
 simpleDateFormat=new SimpleDateFormat("yyyy-MM-dd");  
 }  
 @Override  
 public OrderDetail map(String jsonString) throws Exception {  
 OrderDetail orderDetail = JSON.*parseObject*(jsonString, OrderDetail.class);  
 orderDetail.setCreate\_ts (simpleDateFormat.parse(orderDetail.getCreate\_time()).getTime());  
 return orderDetail;  
 }  
 });  
  
 orderInfoDStream.print("orderInfo::::");  
 orderDetailDStream.print("orderDetail::::");  
  
 env.execute();  
 }  
}**

#### 测试

* 启动Maxwell、zk、kafka、hdfs、hbase
* 运行Idea中的BaseDBApp
* 运行Idea中的OrderWideApp
* 在数据库gmall2021\_realtime的配置表中配置订单和订单明细

![](data:image/png;base64,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)

注意：会根据配置分流dwd层，dwd层还是保留的原始数据，所有我们这里sink\_columns的内容和数据库表中的字段保持一致，可以使用文本编辑工具处理。

* 执行rt\_dblog下的jar，生成模拟数据
* 查看控制台输出
* 执行流程

业务数据生成**->**Maxwell同步**->**Kafka的ods\_base\_db\_m主题**->**BaseDBApp分流写回kafka**->**dwd\_order\_info和dwd\_order\_detail**->**OrderWideApp从kafka的dwd层读数据，打印输出

### 订单和订单明细关联(双流join)

在flink中的流join大体分为两种，一种是基于时间窗口的join（Time Windowed Join），比如join、coGroup等。另一种是基于状态缓存的join（Temporal Table Join），比如intervalJoin。

这里选用intervalJoin，因为相比较窗口join，intervalJoin使用更简单，而且避免了应匹配的数据处于不同窗口的问题。intervalJoin目前只有一个问题，就是还不支持left join。

但是我们这里是订单主表与订单从表之间的关联不需要left join，所以intervalJoin是较好的选择。

#### 设定事件时间水位线

**//*TODO 2.设定事件时间水位***

**SingleOutputStreamOperator<OrderInfo> orderInfoWithEventTimeDstream = orderInfoDStream.assignTimestampsAndWatermarks(  
 WatermarkStrategy.<OrderInfo>*forMonotonousTimestamps*().withTimestampAssigner(new SerializableTimestampAssigner<OrderInfo>() {  
 @Override  
 public long extractTimestamp(OrderInfo orderInfo, long recordTimestamp) {  
 return orderInfo.getCreate\_ts();  
 }  
 })  
);  
  
SingleOutputStreamOperator<OrderDetail> orderDetailWithEventTimeDstream = orderDetailDStream.assignTimestampsAndWatermarks(  
 WatermarkStrategy.<OrderDetail>*forMonotonousTimestamps*().withTimestampAssigner(new SerializableTimestampAssigner<OrderDetail>() {  
  
 @Override  
 public long extractTimestamp(OrderDetail orderDetail, long recordTimestamp) {  
 return orderDetail.getCreate\_ts();  
 }  
 }));**

#### 创建合并后的宽表实体类

**package com.atguigu.gmall.realtime.bean;**

**import lombok.AllArgsConstructor;  
import lombok.Data;  
import org.apache.commons.lang3.ObjectUtils;  
  
import java.math.BigDecimal;  
  
*/\*\*  
 \* Author: Felix  
 \* Desc: 订单和订单明细关联宽表对应实体类  
 \*/*@Data  
@AllArgsConstructor  
public class OrderWide {  
 Long detail\_id;  
 Long order\_id ;  
 Long sku\_id;  
 BigDecimal order\_price ;  
 Long sku\_num ;  
 String sku\_name;  
 Long province\_id;  
 String order\_status;  
 Long user\_id;  
  
 BigDecimal total\_amount;  
 BigDecimal activity\_reduce\_amount;  
 BigDecimal coupon\_reduce\_amount;  
 BigDecimal original\_total\_amount;  
 BigDecimal feight\_fee;  
 BigDecimal split\_feight\_fee;  
 BigDecimal split\_activity\_amount;  
 BigDecimal split\_coupon\_amount;  
 BigDecimal split\_total\_amount;  
  
 String expire\_time;  
 String create\_time;  
 String operate\_time;  
 String create\_date; // 把其他字段处理得到  
 String create\_hour;  
  
 String province\_name;//查询维表得到  
 String province\_area\_code;  
 String province\_iso\_code;  
 String province\_3166\_2\_code;  
  
 Integer user\_age ;  
 String user\_gender;  
  
 Long spu\_id; //作为维度数据 要关联进来  
 Long tm\_id;  
 Long category3\_id;  
 String spu\_name;  
 String tm\_name;  
 String category3\_name;  
  
 public OrderWide(OrderInfo orderInfo, OrderDetail orderDetail){  
 mergeOrderInfo(orderInfo);  
 mergeOrderDetail(orderDetail);  
  
 }  
  
 public void mergeOrderInfo(OrderInfo orderInfo ) {  
 if (orderInfo != null) {  
 this.order\_id = orderInfo.id;  
 this.order\_status = orderInfo.order\_status;  
 this.create\_time = orderInfo.create\_time;  
 this.create\_date = orderInfo.create\_date;  
 this.activity\_reduce\_amount = orderInfo.activity\_reduce\_amount;  
 this.coupon\_reduce\_amount = orderInfo.coupon\_reduce\_amount;  
 this.original\_total\_amount = orderInfo.original\_total\_amount;  
 this.feight\_fee = orderInfo.feight\_fee;  
 this.total\_amount = orderInfo.total\_amount;  
 this.province\_id = orderInfo.province\_id;  
 this.user\_id = orderInfo.user\_id;  
 }  
 }  
  
 public void mergeOrderDetail(OrderDetail orderDetail ) {  
 if (orderDetail != null) {  
 this.detail\_id = orderDetail.id;  
 this.sku\_id = orderDetail.sku\_id;  
 this.sku\_name = orderDetail.sku\_name;  
 this.order\_price = orderDetail.order\_price;  
 this.sku\_num = orderDetail.sku\_num;  
 this.split\_activity\_amount=orderDetail.split\_activity\_amount;  
 this.split\_coupon\_amount=orderDetail.split\_coupon\_amount;  
 this.split\_total\_amount=orderDetail.split\_total\_amount;  
 }  
 }  
  
 public void mergeOtherOrderWide(OrderWide otherOrderWide){  
 this.order\_status = ObjectUtils.*firstNonNull*( this.order\_status ,otherOrderWide.order\_status);  
 this.create\_time = ObjectUtils.*firstNonNull*(this.create\_time,otherOrderWide.create\_time);  
 this.create\_date = ObjectUtils.*firstNonNull*(this.create\_date,otherOrderWide.create\_date);  
 this.coupon\_reduce\_amount = ObjectUtils.*firstNonNull*(this.coupon\_reduce\_amount,otherOrderWide.coupon\_reduce\_amount);  
 this.activity\_reduce\_amount = ObjectUtils.*firstNonNull*(this.activity\_reduce\_amount,otherOrderWide.activity\_reduce\_amount);  
 this.original\_total\_amount = ObjectUtils.*firstNonNull*(this.original\_total\_amount,otherOrderWide.original\_total\_amount);  
 this.feight\_fee = ObjectUtils.*firstNonNull*( this.feight\_fee,otherOrderWide.feight\_fee);  
 this.total\_amount = ObjectUtils.*firstNonNull*( this.total\_amount,otherOrderWide.total\_amount);  
 this.user\_id = ObjectUtils.<Long>*firstNonNull*(this.user\_id,otherOrderWide.user\_id);  
 this.sku\_id = ObjectUtils.*firstNonNull*( this.sku\_id,otherOrderWide.sku\_id);  
 this.sku\_name = ObjectUtils.*firstNonNull*(this.sku\_name,otherOrderWide.sku\_name);  
 this.order\_price = ObjectUtils.*firstNonNull*(this.order\_price,otherOrderWide.order\_price);  
 this.sku\_num = ObjectUtils.*firstNonNull*( this.sku\_num,otherOrderWide.sku\_num);  
 this.split\_activity\_amount=ObjectUtils.*firstNonNull*(this.split\_activity\_amount);  
 this.split\_coupon\_amount=ObjectUtils.*firstNonNull*(this.split\_coupon\_amount);  
 this.split\_total\_amount=ObjectUtils.*firstNonNull*(this.split\_total\_amount);  
 }  
}**

#### 设定关联的key

**//*TODO 3.设定关联的key***

**KeyedStream<OrderInfo, Long> orderInfoKeyedDstream = orderInfoWithEventTimeDstream.keyBy(orderInfo -> orderInfo.getId());  
KeyedStream<OrderDetail, Long> orderDetailKeyedStream = orderDetailWithEventTimeDstream.keyBy(orderDetail -> orderDetail.getOrder\_id());**

#### 订单和订单明细关联 intervalJoin

这里设置了正负5秒，以防止在业务系统中主表与从表保存的时间差

**//*TODO 4.订单和订单明细关联 intervalJoin***

**SingleOutputStreamOperator<OrderWide> orderWideDstream = orderInfoKeyedDstream.intervalJoin(orderDetailKeyedStream)  
 .between(Time.*seconds*(-5), Time.*seconds*(5))  
 .process(new ProcessJoinFunction<OrderInfo, OrderDetail, OrderWide>() {  
 @Override  
 public void processElement(OrderInfo orderInfo, OrderDetail orderDetail, Context ctx, Collector<OrderWide> out) throws Exception {  
 out.collect(new OrderWide(orderInfo, orderDetail));  
 }  
 });  
  
orderWideDstream.print("joined ::");**

#### 测试

测试过程和上面测试读取数据过程一样

## 维表关联代码实现

维度关联实际上就是在流中查询存储在hbase中的数据表。但是即使通过主键的方式查询，hbase速度的查询也是不及流之间的join。外部数据源的查询常常是流式计算的性能瓶颈，所以咱们再这个基础上还有进行一定的优化。

### 先实现基本的维度查询功能

#### 封装Phoenix查询的工具类PhoenixUtil

**package com.atguigu.gmall.realtime.utils;**

**import com.alibaba.fastjson.JSONObject;  
import com.atguigu.gmall.realtime.common.GmallConfig;  
import org.apache.commons.beanutils.BeanUtils;  
import java.sql.\*;  
import java.util.ArrayList;  
import java.util.List;  
  
*/\*\*  
 \* Author: Felix  
 \* Desc: 查询Phoenix的工具类  
 \*/*public class PhoenixUtil {  
 public static Connection *conn* = null;  
 public static void main(String[] args) {  
 List<JSONObject> objectList = *queryList*("select \* from base\_trademark", JSONObject.class);  
 System.*out*.println(objectList);  
 }  
  
  
 public static void queryInit() {  
 try {  
 Class.*forName*("org.apache.phoenix.jdbc.PhoenixDriver");  
 *conn* = DriverManager.*getConnection*(GmallConfig.*PHOENIX\_SERVER*);  
 *conn*.setSchema(GmallConfig.*HBASE\_SCHEMA*);  
 } catch (Exception e) {  
 e.printStackTrace();  
 }  
  
 }  
  
 public static <T> List<T> queryList(String sql, Class<T> clazz) {  
 if (*conn* == null) {  
 *queryInit*();  
 }  
 List<T> resultList = new ArrayList();  
 PreparedStatement ps = null;  
 try {  
 ps = *conn*.prepareStatement(sql);  
 ResultSet rs = ps.executeQuery();  
 ResultSetMetaData md = rs.getMetaData();  
 while (rs.next()) {  
 T rowData = clazz.newInstance();  
 for (int i = 1; i <= md.getColumnCount(); i++) {  
 BeanUtils.*setProperty*(rowData, md.getColumnName(i), rs.getObject(i));  
 }  
 resultList.add(rowData);  
 }  
 ps.close();  
 rs.close();  
 } catch (Exception e) {  
 e.printStackTrace();  
 }  
 return resultList;  
 }  
}**

#### 封装查询维度的工具类DimUtil（直接查询Phoenix）

**package com.atguigu.gmall.realtime.utils;**

**import com.alibaba.fastjson.JSONObject;  
import org.apache.flink.api.java.tuple.Tuple2;  
import java.util.List;  
  
*/\*\*  
 \* Author: Felix  
 \* Desc: 查询维度的工具类  
 \*/*public class DimUtil {  
 //直接从Phoenix查询，没有缓存  
 public static JSONObject getDimInfoNoCache(String tableName, Tuple2<String, String>... colNameAndValue) {  
 //组合查询条件  
 String wheresql = new String(" where ");  
 for (int i = 0; i < colNameAndValue.length; i++) {  
 //获取查询列名以及对应的值  
 Tuple2<String, String> nameValueTuple = colNameAndValue[i];  
 String fieldName = nameValueTuple.f0;  
 String fieldValue = nameValueTuple.f1;  
 if (i > 0) {  
 wheresql += " and ";  
 }  
 wheresql += fieldName + "='" + fieldValue + "'";  
 }  
 //组合查询SQL  
 String sql = "select \* from " + tableName + wheresql;  
 System.*out*.println("查询维度SQL:" + sql);  
 JSONObject dimInfoJsonObj = null;  
 List<JSONObject> dimList = PhoenixUtil.*queryList*(sql, JSONObject.class);  
 if (dimList != null && dimList.size() > 0) {  
 //因为关联维度，肯定都是根据key关联得到一条记录  
 dimInfoJsonObj = dimList.get(0);  
 }else{  
 System.*out*.println("维度数据未找到:" + sql);  
 }  
 return dimInfoJsonObj;  
 }  
  
 public static void main(String[] args) {  
 JSONObject dimInfooNoCache = DimUtil.*getDimInfooNoCache*("base\_trademark", Tuple2.*of*("id", "13"));  
 System.*out*.println(dimInfooNoCache);  
 }  
}**

#### 运行main方法测试

### 优化1：加入旁路缓存模式 （cache-aside-pattern）

我们在上面实现的功能中，直接查询的Hbase。外部数据源的查询常常是流式计算的性能瓶颈，所以我们需要在上面实现的基础上进行一定的优化。我们这里使用旁路缓存。

旁路缓存模式是一种非常常见的按需分配缓存的模式。如下图，任何请求优先访问缓存，缓存命中，直接获得数据返回请求。如果未命中则，查询数据库，同时把结果写入缓存以备后续请求使用。
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#### 这种缓存策略有几个注意点

缓存要设过期时间，不然冷数据会常驻缓存浪费资源。

要考虑维度数据是否会发生变化，如果发生变化要主动清除缓存。

#### 缓存的选型

一般两种：堆缓存或者独立缓存服务(redis，memcache)，

堆缓存，从性能角度看更好，毕竟访问数据路径更短，减少过程消耗。但是管理性差，其他进程无法维护缓存中的数据。

独立缓存服务（redis,memcache）本事性能也不错，不过会有创建连接、网络IO等消耗。但是考虑到数据如果会发生变化，那还是独立缓存服务管理性更强，而且如果数据量特别大，独立缓存更容易扩展。

因为咱们的维度数据都是可变数据，所以这里还是采用Redis管理缓存。

#### 代码实现

##### 在pom.xml文件中添加Redis的依赖包

**<dependency>**

**<groupId>redis.clients</groupId>  
 <artifactId>jedis</artifactId>  
 <version>3.3.0</version>  
</dependency>**

##### 封装RedisUtil，通过连接池获得Jedis

**package com.atguigu.gmall.realtime.utils;**

**import redis.clients.jedis.Jedis;  
import redis.clients.jedis.JedisPool;  
import redis.clients.jedis.JedisPoolConfig;  
  
*/\*\*  
 \* Author: Felix  
 \* Desc: 通过连接池获取Jedis的工具类  
 \*/*public class RedisUtil {  
   
 public static JedisPool *jedisPool*=null;  
 public static Jedis getJedis(){  
  
 if(*jedisPool*==null){  
 JedisPoolConfig jedisPoolConfig =new JedisPoolConfig();  
 jedisPoolConfig.setMaxTotal(100); //最大可用连接数  
 jedisPoolConfig.setBlockWhenExhausted(true); //连接耗尽是否等待  
 jedisPoolConfig.setMaxWaitMillis(2000); //等待时间  
  
 jedisPoolConfig.setMaxIdle(5); //最大闲置连接数  
 jedisPoolConfig.setMinIdle(5); //最小闲置连接数  
  
 jedisPoolConfig.setTestOnBorrow(true); //取连接的时候进行一下测试 ping pong  
  
 *jedisPool*=new JedisPool( jedisPoolConfig, "hadoop202",6379 ,1000);  
 System.*out*.println("开辟连接池");  
 return *jedisPool*.getResource();  
  
 }else{  
 System.*out*.println(" 连接池:"+*jedisPool*.getNumActive());  
 return *jedisPool*.getResource();  
 }  
 }  
}**

##### 在DimUtil中加入缓存，如果缓存没有再从的Phoenix查询

**//先从Redis中查，如果缓存中没有再通过Phoenix查询 固定id进行关联**

**public static JSONObject getDimInfo(String tableName, String id) {  
 Tuple2<String, String> kv = Tuple2.*of*("id", id);  
 return *getDimInfo*(tableName, kv);  
}  
  
//先从Redis中查，如果缓存中没有再通过Phoenix查询 可以使用其它字段灵活关联  
public static JSONObject getDimInfo(String tableName, Tuple2<String, String>... colNameAndValue) {  
 //组合查询条件  
 String wheresql = " where ";  
 String redisKey = "";  
 for (int i = 0; i < colNameAndValue.length; i++) {  
 Tuple2<String, String> nameValueTuple = colNameAndValue[i];  
 String fieldName = nameValueTuple.f0;  
 String fieldValue = nameValueTuple.f1;  
 if (i > 0) {  
 wheresql += " and ";  
 // 根据查询条件组合redis key ，  
 redisKey += "\_";  
 }  
 wheresql += fieldName + "='" + fieldValue + "'";  
 redisKey += fieldValue;  
 }  
   
 Jedis jedis = null;  
 String dimJson = null;  
 JSONObject dimInfo = null;  
 String key = "dim:" + tableName.toLowerCase() + ":" + redisKey;  
 try {  
 // 从连接池获得连接  
 jedis = RedisUtil.*getJedis*();  
 // 通过key查询缓存  
 dimJson = jedis.get(key);  
 } catch (Exception e) {  
 System.*out*.println("缓存异常！");  
 e.printStackTrace();  
 }  
   
 if (dimJson != null) {  
 dimInfo = JSON.*parseObject*(dimJson);  
 } else {  
 String sql = "select \* from " + tableName + wheresql;  
 System.*out*.println("查询维度sql:" + sql);  
 List<JSONObject> dimList = PhoenixUtil.*queryList*(sql, JSONObject.class);  
 if (dimList.size() > 0) {  
 dimInfo = dimList.get(0);  
 if (jedis != null) {  
 //把从数据库中查询的数据同步到缓存  
 jedis.setex(key, 3600 \* 24, dimInfo.toJSONString());  
 }  
 } else {  
 System.*out*.println("维度数据未找到：" + sql);  
 }  
 }  
 if (jedis != null) {  
 jedis.close();  
 System.*out*.println("关闭缓存连接 ");  
 }  
 return dimInfo;  
}**

##### 运行main方法测试和前面直接查询对比

使用缓存后，查询时间明显小于没有使用缓存之前

##### 在DimUtil中增加失效缓存的方法

维表数据变化时要失效缓存

**//根据key让Redis中的缓存失效**

**public static void deleteCached( String tableName, String id){  
 String key = "dim:" + tableName.toLowerCase() + ":" + id;  
 try {  
 Jedis jedis = RedisUtil.*getJedis*();  
 // 通过key清除缓存  
 jedis.del(key);  
 jedis.close();  
 } catch (Exception e) {  
 System.*out*.println("缓存异常！");  
 e.printStackTrace();  
 }  
}**

##### 修改DimSink的invoke方法

如果维度数据发生了变化，同时失效该数据对应的Redis中的缓存

**public void invoke(JSONObject jsonObject, Context context) throws Exception {**

**String tableName = jsonObject.getString("sink\_table");  
 JSONObject dataJsonObj = jsonObject.getJSONObject("data");  
 if (dataJsonObj != null && dataJsonObj.size() > 0) {  
 String upsertSql = genUpsertSql(tableName.toUpperCase(), jsonObject.getJSONObject("data"));  
 try {  
 System.*out*.println(upsertSql);  
 PreparedStatement ps = connection.prepareStatement(upsertSql);  
 ps.executeUpdate();  
 connection.commit();  
 ps.close();  
 } catch (Exception e) {  
 e.printStackTrace();  
 throw new RuntimeException("执行sql失败！");  
 }  
 }  
 //如果维度数据发生变化，那么清空当前数据在Redis中的缓存  
 if(jsonObject.getString("type").equals("update")  
 ||jsonObject.getString("type").equals("delete")){  
 DimUtil.*deleteCached*(tableName,dataJsonObj.getString("id"));  
 }  
}**

##### 思考：应该先失效缓存还是先写入数据库，为什么？

先写入数据库，再失效缓存

##### 测试

* 启动Maxwell、ZK、Kafka、HDFS、Hbase、Redis
* 确定在Redis中存在某一个维度数据的缓存，如果没有运行DimUtil的main方法生成
* 运行Idea中的BaseDBApp
* 修改数据库gmall2021中的维度表和Redis缓存对应的数据，该数据会通过Maxwell同步到Kafka，然后BaseDBApp同步到Hbase的维度表中
* 查看Redis中的缓存是否被删除了

### 优化2：异步查询

在Flink 流处理过程中，经常需要和外部系统进行交互，用维度表补全事实表中的字段。

例如：在电商场景中，需要一个商品的skuid去关联商品的一些属性，例如商品所属行业、商品的生产厂家、生产厂家的一些情况；在物流场景中，知道包裹id，需要去关联包裹的行业属性、发货信息、收货信息等等。

默认情况下，在Flink的MapFunction中，单个并行只能用同步方式去交互: 将请求发送到外部存储，IO阻塞，等待请求返回，然后继续发送下一个请求。这种同步交互的方式往往在网络等待上就耗费了大量时间。为了提高处理效率，可以增加MapFunction的并行度，但增加并行度就意味着更多的资源，并不是一种非常好的解决方式。

Flink 在1.2中引入了Async I/O，在异步模式下，将IO操作异步化，单个并行可以连续发送多个请求，哪个请求先返回就先处理，从而在连续的请求间不需要阻塞式等待，大大提高了流处理效率。

Async I/O 是阿里巴巴贡献给社区的一个呼声非常高的特性，解决与外部系统交互时网络延迟成为了系统瓶颈的问题。
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异步查询实际上是把维表的查询操作托管给单独的线程池完成，这样不会因为某一个查询造成阻塞，单个并行可以连续发送多个请求，提高并发效率。

这种方式特别针对涉及网络IO的操作，减少因为请求等待带来的消耗。

#### 封装线程池工具类

**package com.atguigu.gmall.realtime.utils;**

**import java.util.concurrent.LinkedBlockingDeque;  
import java.util.concurrent.ThreadPoolExecutor;  
import java.util.concurrent.TimeUnit;  
  
*/\*\*  
 \* Author: Felix  
 \* Desc: 线程池工具类  
 \*/*public class ThreadPoolUtil {  
 public static ThreadPoolExecutor *pool*;  
  
 /\*** **获取单例的线程池对象  
 corePoolSize:指定了线程池中的线程数量，它的数量决定了添加的任务是开辟新的线程去执行，还是放到workQueue任务队列中去；  
 maximumPoolSize:指定了线程池中的最大线程数量，这个参数会根据你使用的workQueue任务队列的类型，决定线程池会开辟的最大线程数量；  
 keepAliveTime:当线程池中空闲线程数量超过corePoolSize时，多余的线程会在多长时间内被销毁；  
 unit:keepAliveTime的单位  
 workQueue:任务队列，被添加到线程池中，但尚未被执行的任务  
 \*/  
 public static ThreadPoolExecutor getInstance() {  
 if (*pool* == null) {  
 synchronized (ThreadPoolUtil.class) {  
 if (*pool* == null) {  
 System.*out*.println ("开辟程池！！！！！");  
 *pool*=new ThreadPoolExecutor(4, 20, 300, TimeUnit.*SECONDS*,  
 new** **LinkedBlockingDeque<Runnable>(Integer.*MAX\_VALUE*));  
 }  
 }  
 }  
 return *pool*;  
 }  
}**

#### 自定义维度查询接口

这个异步维表查询的方法适用于各种维表的查询，用什么条件查，查出来的结果如何合并到数据流对象中，需要使用者自己定义。

这就是自己定义了一个接口DimJoinFunction<T>包括两个方法。

**package com.atguigu.gmall.realtime.app.func;**

**import com.alibaba.fastjson.JSONObject;  
  
*/\*\*  
 \* Author: Felix  
 \* Desc: 维度关联查询的接口  
 \*/*public interface DimJoinFunction<T> {  
 */\*\*  
 \* 需要实现如何把结果装配给数据流对象  
 \* @param t 数据流对象  
 \* @param jsonObject 异步查询结果  
 \* @throws Exception  
 \*/* public void join(T t , JSONObject jsonObject) throws Exception;  
  
 */\*\*  
 \* 需要实现如何从流中对象获取主键  
 \* @param t 数据流对象  
 \*/* public String getKey(T t);  
}**

#### 封装维度异步查询的函数类DimAsyncFunction

该类继承异步方法类RichAsyncFunction，实现自定义维度查询接口

其中RichAsyncFunction<IN,OUT>是Flink提供的异步方法类，此处因为是查询操作输入类和返回类一致，所以是<T,T>。

RichAsyncFunction这个类要实现两个方法:

open用于初始化异步连接池。

asyncInvoke方法是核心方法，里面的操作必须是异步的，如果你查询的数据库有异步api也可以用线程的异步方法，如果没有异步方法，就要自己利用线程池等方式实现异步查询。

**package com.atguigu.gmall.realtime.app.func;**

**import com.alibaba.fastjson.JSONObject;  
import org.apache.flink.configuration.Configuration;  
import org.apache.flink.streaming.api.functions.async.ResultFuture;  
import org.apache.flink.streaming.api.functions.async.RichAsyncFunction;  
import java.util.Arrays;  
import java.util.concurrent.ExecutorService;  
  
*/\*\*  
 \* Author: Felix  
 \* Desc: 自定义维度查询异步执行函数  
 \* RichAsyncFunction： 里面的方法负责异步查询  
 \* DimJoinFunction： 里面的方法负责将为表和主流进行关联  
 \*/*public abstract class DimAsyncFunction<T> extends RichAsyncFunction<T,T> implements DimJoinFunction<T>{  
  
 ExecutorService executorService = null;  
  
 public String tableName=null;  
  
  
 public DimAsyncFunction(String tableName){  
 this.tableName=tableName;  
 }  
  
 public void open(Configuration parameters ) {  
 System.*out*.println ("获得线程池！ ");  
 executorService = ThreadPoolUtil.*getInstance*() ;  
 }  
  
 @Override  
 public void asyncInvoke(T obj,** **ResultFuture<T> resultFuture) throws Exception {  
 executorService.submit(new Runnable() {  
 @Override  
 public void run() {  
 try {  
 long start = System.*currentTimeMillis*();  
 //从流对象中获取主键  
 String key = getKey(obj);  
 //根据主键获取维度对象数据  
 JSONObject dimJsonObject = DimUtil.*getDimInfo*(tableName,key);  
 System.*out*.println("dimJsonObject:"+dimJsonObject);  
 if(dimJsonObject!=null){  
 //维度数据和流数据关联  
 join(obj,dimJsonObject) ;  
 }  
 System.*out*.println("obj:"+obj);  
 long end = System.*currentTimeMillis*();  
 System.*out*.println("异步耗时："+(end-start)+"毫秒");  
 resultFuture.complete(Arrays.*asList*(obj));  
 } catch ( Exception e) {  
 System.*out*.println(String.*format*(tableName+"异步查询异常. %s", e));  
 e.printStackTrace();  
 }  
 }  
 });  
 }  
}**

#### 如何使用这个DimAsyncFunction

核心的类是AsyncDataStream，这个类有两个方法一个是有序等待（orderedWait），一个是无序等待（unorderedWait）。

* **无序等待（unorderedWait）**

后来的数据，如果异步查询速度快可以超过先来的数据，这样性能会更好一些，但是会有乱序出现。

* **有序等待**（orderedWait）

严格保留先来后到的顺序，所以后来的数据即使先完成也要等前面的数据。所以性能会差一些。

* **注意**
  + 这里实现了用户维表的查询，那么必须重写装配结果join方法和获取查询rowkey的getKey方法。
  + 方法的最后两个参数10, TimeUnit.***SECONDS*** ，标识次异步查询最多执行10秒，否则会报超时异常。

##### 关联用户维度（在OrderWideApp中）

**//*TODO 5.关联用户维度***

**SingleOutputStreamOperator<OrderWide> orderWideWithUserDstream = AsyncDataStream.*unorderedWait*(  
 orderWideDstream, new DimAsyncFunction<OrderWide>("DIM\_USER\_INFO") {  
 @Override  
 public void join(OrderWide orderWide, JSONObject jsonObject) throws Exception {  
 SimpleDateFormat formattor = new SimpleDateFormat("yyyy-MM-dd");  
 String birthday = jsonObject.getString("BIRTHDAY");  
 Date date = formattor.parse(birthday);  
  
 Long curTs = System.*currentTimeMillis*();  
 Long betweenMs = curTs - date.getTime();  
 Long ageLong = betweenMs / 1000L / 60L / 60L / 24L / 365L;  
 Integer age = ageLong.intValue();  
 orderWide.setUser\_age(age);  
 orderWide.setUser\_gender(jsonObject.getString("GENDER"));  
 }  
  
 @Override  
 public String getKey(OrderWide orderWide) {  
 return String.*valueOf*(orderWide.getUser\_id());  
 }  
 }, 60, TimeUnit.*SECONDS*);  
  
 orderWideWithUserDstream.print("dim join user:");**

* 测试用户维度关联
* 将table\_process表中的数据删除掉，执行2.资料的table\_process初始配置.sql
* 启动Maxwell、ZK、Kafka、HDFS、Hbase、Redis
* 运行运行Idea中的BaseDBApp
* 初始化用户维度数据到Hbase（通过Maxwell的Bootstrap）

bin/maxwell-bootstrap --user maxwell --password 123456 --host hadoop202 --database gmall2021 --table user\_info --client\_id maxwell\_1

* 运行Idea中的OrderWideApp
* 执行模拟生成业务数据的jar包
* 查看控制台输出可以看到用户的年龄以及性别

##### 关联省市维度

**//*TODO 6.关联省市维度***

**SingleOutputStreamOperator<OrderWide> orderWideWithProvinceDstream = AsyncDataStream.*unorderedWait*(  
 orderWideWithUserDstream, new DimAsyncFunction<OrderWide>("DIM\_BASE\_PROVINCE") {  
 @Override  
 public void join(OrderWide orderWide, JSONObject jsonObject) throws Exception {  
 orderWide.setProvince\_name(jsonObject.getString("NAME"));  
 orderWide.setProvince\_3166\_2\_code(jsonObject.getString("ISO\_3166\_2"));  
 orderWide.setProvince\_iso\_code(jsonObject.getString("ISO\_CODE"));  
 orderWide.setProvince\_area\_code(jsonObject.getString("AREA\_CODE"));  
 }  
  
 @Override  
 public String getKey(OrderWide orderWide) {  
 return String.*valueOf*(orderWide.getProvince\_id());  
 }  
 }, 60, TimeUnit.*SECONDS*);**

* 初始化省市维度数据到Hbase（通过Maxwell的Bootstrap）

bin/maxwell-bootstrap --user maxwell --password 123456 --host hadoop202 --database gmall2021 --table base\_province --client\_id maxwell\_1

* 测试省市维度关联

##### 关联SKU维度

**//*TODO 7.关联SKU维度***

**SingleOutputStreamOperator<OrderWide> orderWideWithSkuDstream = AsyncDataStream.*unorderedWait*(  
 orderWideWithProvinceDstream, new DimAsyncFunction<OrderWide>("DIM\_SKU\_INFO") {  
 @Override  
 public void join(OrderWide orderWide, JSONObject jsonObject) throws Exception {  
 orderWide.setSku\_name(jsonObject.getString("SKU\_NAME"));  
 orderWide.setCategory3\_id(jsonObject.getLong("CATEGORY3\_ID"));  
 orderWide.setSpu\_id(jsonObject.getLong("SPU\_ID"));  
 orderWide.setTm\_id(jsonObject.getLong("TM\_ID"));  
 }  
  
 @Override  
 public String getKey(OrderWide orderWide) {  
 return String.*valueOf*(orderWide.getSku\_id());  
 }  
 }, 60, TimeUnit.*SECONDS*);**

* 初始化SKU维度数据到Hbase（通过Maxwell的Bootstrap）

bin/maxwell-bootstrap --user maxwell --password 123456 --host hadoop202 --database gmall2021 --table sku\_info --client\_id maxwell\_1

* 测试SKU维度关联

##### 关联SPU维度

**//*TODO 8.关联SPU商品维度***

**SingleOutputStreamOperator<OrderWide> orderWideWithSpuDstream = AsyncDataStream.*unorderedWait*(  
 orderWideWithSkuDstream, new DimAsyncFunction<OrderWide>("DIM\_SPU\_INFO") {  
 @Override  
 public void join(OrderWide orderWide, JSONObject jsonObject) throws Exception {  
 orderWide.setSpu\_name(jsonObject.getString("SPU\_NAME"));  
 }  
  
 @Override  
 public String getKey(OrderWide orderWide) {  
 return String.*valueOf*(orderWide.getSpu\_id());  
 }  
 }, 60, TimeUnit.*SECONDS*);**

* 初始化SPU维度数据到Hbase（通过Maxwell的Bootstrap）

bin/maxwell-bootstrap --user maxwell --password 123456 --host hadoop202 --database gmall2021 --table spu\_info --client\_id maxwell\_1

* 测试SPU维度关联

##### 关联品类维度

**//*TODO 9.关联品类维度***

**SingleOutputStreamOperator<OrderWide> orderWideWithCategory3Dstream = AsyncDataStream.*unorderedWait*(  
 orderWideWithSpuDstream, new DimAsyncFunction<OrderWide>("DIM\_BASE\_CATEGORY3") {  
 @Override  
 public void join(OrderWide orderWide, JSONObject jsonObject) throws Exception {  
 orderWide.setCategory3\_name(jsonObject.getString("NAME"));  
 }  
  
 @Override  
 public String getKey(OrderWide orderWide) {  
 return String.*valueOf*(orderWide.getCategory3\_id());  
 }  
 }, 60, TimeUnit.*SECONDS*);**

* 初始化品类维度数据到Hbase（通过Maxwell的Bootstrap）

bin/maxwell-bootstrap --user maxwell --password 123456 --host hadoop202 --database gmall2021 --table base\_category3 --client\_id maxwell\_1

* 测试品类维度关联

##### 关联品牌维度

//*TODO 10.关联品牌维度*

SingleOutputStreamOperator<OrderWide> orderWideWithTmDstream = AsyncDataStream.*unorderedWait*(  
 orderWideWithCategory3Dstream, new DimAsyncFunction<OrderWide>("DIM\_BASE\_TRADEMARK") {  
 @Override  
 public void join(OrderWide orderWide, JSONObject jsonObject) throws Exception {  
 orderWide.setTm\_name(jsonObject.getString("TM\_NAME"));  
 }  
  
 @Override  
 public String getKey(OrderWide orderWide) {  
 return String.*valueOf*(orderWide.getTm\_id());  
 }  
 }, 60, TimeUnit.*SECONDS*);

* 初始化品牌维度数据到Hbase（通过Maxwell的Bootstrap）

bin/maxwell-bootstrap --user maxwell --password 123456 --host hadoop202 --database gmall2021 --table base\_trademark --client\_id maxwell\_1

* 测试整体维度关联

### 结果写入kafka sink

**//*TODO 11.将订单和订单明细Join之后以及维度关联的宽表写到Kafka的dwm层***

**orderWideWithTmDstream.map(orderWide -> JSON.*toJSONString*(orderWide))  
 .addSink(MyKafkaUtil.*getKafkaSink*(orderWideSinkTopic));**

# DWM层-支付宽表（练习）

## 需求分析与思路

支付宽表的目的，最主要的原因是支付表没有到订单明细，支付金额没有细分到商品上，没有办法统计商品级的支付状况。

所以本次宽表的核心就是要把支付表的信息与订单明细关联上。

**解决方案有两个**

* 一个是把订单明细表（或者宽表）输出到Hbase上，在支付宽表计算时查询hbase，这相当于把订单明细作为一种维度进行管理。
* 一个是用流的方式接收订单明细，然后用双流join方式进行合并。因为订单与支付产生有一定的时差。所以必须用intervalJoin来管理流的状态时间，保证当支付到达时订单明细还保存在状态中。

## 功能实现参考

### 创建支付实体类PaymentInfo

**package com.atguigu.gmall.realtime.bean;**

**import lombok.Data;  
import java.math.BigDecimal;  
*/\*\*  
 \* Author: Felix  
 \* Desc: 支付信息实体类  
 \*/*@Data  
public class PaymentInfo {  
 Long id;  
 Long order\_id;  
 Long user\_id;  
 BigDecimal total\_amount;  
 String subject;  
 String payment\_type;  
 String create\_time;  
 String callback\_time;  
}**

### 创建支付宽表实体类PaymentWide

**package com.atguigu.gmall.realtime.bean;**

**import lombok.AllArgsConstructor;  
import lombok.Data;  
import lombok.NoArgsConstructor;  
import org.apache.commons.beanutils.BeanUtils;  
import java.lang.reflect.InvocationTargetException;  
import java.math.BigDecimal;  
*/\*\*  
 \* Author: Felix  
 \* Desc: 支付宽表实体类  
 \*/*@Data  
@AllArgsConstructor  
@NoArgsConstructor  
public class PaymentWide {  
  
 Long payment\_id;  
 String subject;  
 String payment\_type;  
 String payment\_create\_time;  
 String callback\_time;  
 Long detail\_id;  
 Long order\_id ;  
 Long sku\_id;  
 BigDecimal order\_price ;  
 Long sku\_num ;  
 String sku\_name;  
 Long province\_id;  
 String order\_status;  
 Long user\_id;  
 BigDecimal total\_amount;  
 BigDecimal activity\_reduce\_amount;  
 BigDecimal coupon\_reduce\_amount;  
 BigDecimal original\_total\_amount;  
 BigDecimal feight\_fee;  
 BigDecimal split\_feight\_fee;  
 BigDecimal split\_activity\_amount;  
 BigDecimal split\_coupon\_amount;  
 BigDecimal split\_total\_amount;  
 String order\_create\_time;  
  
 String province\_name;//查询维表得到  
 String province\_area\_code;  
 String province\_iso\_code;  
 String province\_3166\_2\_code;  
 Integer user\_age ;  
 String user\_gender;  
  
 Long spu\_id; //作为维度数据 要关联进来  
 Long tm\_id;  
 Long category3\_id;  
 String spu\_name;  
 String tm\_name;  
 String category3\_name;  
  
 public PaymentWide(PaymentInfo paymentInfo, OrderWide orderWide){  
 mergeOrderWide(orderWide);  
 mergePaymentInfo(paymentInfo);  
  
  
 }  
  
 public void mergePaymentInfo(PaymentInfo paymentInfo ) {  
 if (paymentInfo != null) {  
 try {  
 BeanUtils.*copyProperties*(this,paymentInfo);  
 payment\_create\_time=paymentInfo.create\_time;  
 payment\_id = paymentInfo.id;  
 } catch (IllegalAccessException e) {  
 e.printStackTrace();  
 } catch (InvocationTargetException e) {  
 e.printStackTrace();  
 }  
 }  
 }  
  
 public void mergeOrderWide(OrderWide orderWide ) {  
 if (orderWide != null) {  
 try {  
 BeanUtils.*copyProperties*(this,orderWide);  
 order\_create\_time=orderWide.create\_time;  
 } catch (IllegalAccessException e) {  
 e.printStackTrace();  
 } catch (InvocationTargetException e) {  
 e.printStackTrace();  
 }  
 }  
 }  
}**

### 支付宽表处理主程序

**package com.atguigu.gmall.realtime.app.dwm;**

**import com.alibaba.fastjson.JSON;  
import com.atguigu.gmall.realtime.bean.OrderWide;  
import com.atguigu.gmall.realtime.bean.PaymentInfo;  
import com.atguigu.gmall.realtime.bean.PaymentWide;  
import com.atguigu.gmall.realtime.utils.DateTimeUtil;  
import com.atguigu.gmall.realtime.utils.MyKafkaUtil;  
import org.apache.flink.api.common.eventtime.WatermarkStrategy;  
import org.apache.flink.streaming.api.datastream.DataStream;  
import org.apache.flink.streaming.api.datastream.KeyedStream;  
import org.apache.flink.streaming.api.datastream.SingleOutputStreamOperator;  
import org.apache.flink.streaming.api.environment.StreamExecutionEnvironment;  
import org.apache.flink.streaming.api.functions.co.ProcessJoinFunction;  
import org.apache.flink.streaming.api.windowing.time.Time;  
import org.apache.flink.streaming.connectors.kafka.FlinkKafkaConsumer;  
import org.apache.flink.util.Collector;  
  
import java.time.Duration;  
  
*/\*\*  
 \* Author: Felix  
 \* Desc:支付宽表处理主程序  
 \*/*public class PaymentWideApp {  
 public static void main(String[] args) throws Exception {  
 //*TODO 0.基本环境准备* StreamExecutionEnvironment env = StreamExecutionEnvironment.*getExecutionEnvironment*();  
 env.setParallelism(4);  
 /\*  
 //设置CK相关配置  
 env.enableCheckpointing(5000, CheckpointingMode.EXACTLY\_ONCE);  
 env.getCheckpointConfig().setCheckpointTimeout(60000);  
 StateBackend fsStateBackend = new FsStateBackend("hdfs://hadoop:8020/gmall/flink/checkpoint/OrderWideApp");  
 env.setStateBackend(fsStateBackend);  
 System.setProperty("HADOOP\_USER\_NAME", "atguigu");  
 \*/  
  
 //*TODO 1.接收数据流* String groupId = "payment\_wide\_group";  
 String paymentInfoSourceTopic = "dwd\_payment\_info";  
 String orderWideSourceTopic = "dwm\_order\_wide";  
 String paymentWideSinkTopic = "dwm\_payment\_wide";  
  
 //封装Kafka消费者 读取支付流数据  
 FlinkKafkaConsumer<String> paymentInfoSource = MyKafkaUtil.*getKafkaSource*(paymentInfoSourceTopic, groupId);  
 DataStream<String> paymentInfojsonDstream = env.addSource(paymentInfoSource);  
 //对读取的支付数据进行转换  
 DataStream<PaymentInfo> paymentInfoDStream =  
 paymentInfojsonDstream.map(jsonString -> JSON.*parseObject*(jsonString, PaymentInfo.class));  
  
 //封装Kafka消费者 读取订单宽表流数据  
 FlinkKafkaConsumer<String> orderWideSource = MyKafkaUtil.*getKafkaSource*(orderWideSourceTopic, groupId);  
 DataStream<String> orderWidejsonDstream = env.addSource(orderWideSource);  
 //对读取的订单宽表数据进行转换  
 DataStream<OrderWide> orderWideDstream =  
 orderWidejsonDstream.map(jsonString -> JSON.*parseObject*(jsonString, OrderWide.class));  
  
 //设置水位线  
 SingleOutputStreamOperator<PaymentInfo> paymentInfoEventTimeDstream =  
 paymentInfoDStream.assignTimestampsAndWatermarks(  
 WatermarkStrategy.<PaymentInfo>*forBoundedOutOfOrderness*(Duration.*ofSeconds*(3))  
 .withTimestampAssigner(  
 (paymentInfo, ts) -> DateTimeUtil.*toTs*(paymentInfo.getCallback\_time())  
 ));  
  
 SingleOutputStreamOperator<OrderWide> orderInfoWithEventTimeDstream =  
 orderWideDstream.assignTimestampsAndWatermarks(WatermarkStrategy.  
 <OrderWide>*forBoundedOutOfOrderness*(Duration.*ofSeconds*(3))  
 .withTimestampAssigner(  
 (orderWide, ts) -> DateTimeUtil.*toTs*(orderWide.getCreate\_time())  
 )  
 );  
  
 //设置分区键  
 KeyedStream<PaymentInfo, Long> paymentInfoKeyedStream =  
 paymentInfoEventTimeDstream.keyBy(PaymentInfo::getOrder\_id);  
 KeyedStream<OrderWide, Long> orderWideKeyedStream =  
 orderInfoWithEventTimeDstream.keyBy(OrderWide::getOrder\_id);  
  
 //关联数据  
 SingleOutputStreamOperator<PaymentWide> paymentWideDstream =  
 paymentInfoKeyedStream.intervalJoin(orderWideKeyedStream).  
 between(Time.*seconds*(-1800), Time.*seconds*(0)).  
 process(new ProcessJoinFunction<PaymentInfo, OrderWide, PaymentWide>() {  
 @Override  
 public void processElement(PaymentInfo paymentInfo,  
 OrderWide orderWide,  
 Context ctx, Collector<PaymentWide> out) throws Exception {  
 out.collect(new PaymentWide(paymentInfo, orderWide));  
 }  
 }).uid("payment\_wide\_join");  
  
 SingleOutputStreamOperator<String> paymentWideStringDstream = paymentWideDstream.map(paymentWide -> JSON.*toJSONString*(paymentWide));  
 paymentWideStringDstream.print("pay:");  
 paymentWideStringDstream.addSink(  
 MyKafkaUtil.*getKafkaSink*(paymentWideSinkTopic));  
  
 env.execute();  
  
 }  
}**

### 封装日期转换工具类

**package com.atguigu.gmall.realtime.utils;**

**import java.time.LocalDateTime;  
import java.time.ZoneId;  
import java.time.ZoneOffset;  
import java.time.format.DateTimeFormatter;  
import java.util.Date;  
  
*/\*\*  
 \* Author: Felix  
 \* Desc:日期转换工具类***

***JDK8的DateTimeFormatter替换SimpleDateFormat，因为SimpleDateFormat存在线程安全问题  
 \*/*public class DateTimeUtil {  
 public final static** **DateTimeFormatter *formator* = DateTimeFormatter.*ofPattern*("yyyy-MM-dd HH:mm:ss");  
  
 public static String toYMDhms(Date date) {  
 LocalDateTime localDateTime = LocalDateTime.*ofInstant*(date.toInstant(), ZoneId.*systemDefault*());  
 return *formator*.format(localDateTime);  
 }  
  
 public static Long toTs(String YmDHms) {  
 // System.out.println ("YmDHms:"+YmDHms);  
 LocalDateTime localDateTime = LocalDateTime.*parse*(YmDHms, *formator*);  
 long ts = localDateTime.toInstant(ZoneOffset.*of*("+8")).toEpochMilli();  
 return ts;  
 }  
}**

# 总结

DWM层部分的代码主要的责任，是通过计算把一种明细转变为另一种明细以应对后续的统计。学完本阶段内容要求掌握

* 学会利用状态（state）进行去重操作。（需求：UV计算）
* 学会利用CEP可以针对一组数据进行筛选判断。需求：跳出行为计算
* 学会使用intervalJoin处理流join
* 学会处理维度关联，并通过缓存和异步查询对其进行性能优化。