**Assignment 11 - Video Textures**

**Introduction**

In this assignment we will be applying our computational photography magic to video, with the purpose of creating video textures, or infinitely looping pieces of video.

The input and output for the homework assignment is provided as a folder of images. The reasoning behind this, and suggestions for moving between different formats of video are given in the video Appendix in section 4.

The files in this homework are available under Resources > Assignments > Assignment 11 and contain the following files:

* **assignment11.py** - Contains the code you need to finish in order to complete the coding section of the homework assignment.
* **assignment11\_test.py**- Contains code that can test the assignment, and also run sample output.
* **split.py**- Convert a video file into a folder of images (details in appendix)
* **merge.py**- Convert a folder of images into a video file (details in appendix)
* **output (folder)**- Contains sample images for you to run your code on.
* **readme.html**- Contains these instructions.

**Part 0 - videoVolume and sumSquaredDifferences**

**videoVolume**

Hopefully, while implementing this function you will get more familiar with the 4d coordinate system of a video volume (time x row x column x channel). Your task is to take a list containing image numpy arrays, and turn them into a single array which contains the entire video volume.

The lectures, as well as the documentation string in the file contains further detail.

**sumSquaredDifferences**

In this function, you will find an image distance between every pair of frames in the video, as discussed in the lectures. SSD stands for sum of square distances, which as the name suggests, requires you to take the pixelwise difference of the two frames, square it, and sum them all together. Remember when dealing with the values to account for overflow (convert to float arrays first).

**Part 1 - transitionDifference**

**transitionDifference**

This function takes in a difference matrix created by ssd, and updates it with dynamic information.

The intuition behind this is as follows when considering the transition cost from frame i to j, we should not only look at the frames themselves, but also consider the preceding and following frames.

So,

![http://www.dcastro.me/omscs6475/assignment11/transitionDiff.png](data:image/png;base64,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)

In other words, we are going to take a weighting function, and sum across the ssd outputs of the preceding and following frames weighed by our function in order to update the transition costs with dynamic information of prior and future frames.

For this assignment, you will be using a binomial filter, which is given to you in the code. For more details about this filter, consult the video textures paper and further references at the end of this document.

The documentation string, and the lectures have further information. When you are finished with the assignment you'll be able to see a visualization of this matrix.

**Part 2 - findBiggestLoop and synthesizeLoop**

**findBiggestLoop**

Now that we have the costs of transitioning from one frame to another, we should find a suitable loop for our video texture. Simply taking the smallest transition distance here might not be desirable what if the resulting loop is only 1 frame long?

In order to state within the code that loop size matters, we will use a trick that is frequent in engineering disciplines.

We are going to find the transition which is optimal under a metric:

![http://www.dcastro.me/omscs6475/assignment11/scoreFunction.png](data:image/png;base64,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)

Note the two terms of the metric. The first is the difference between the final and starting frame of our loop. This term is large when the loop is large. The second term is the output of our diff2 function, which tells us the cost of transitioning from finish to start. Subtracting this term turns it into a ‘smoothness’ parameter. It is larger when the transition is less noticeable.

The last bit of compuytation is the alpha parameter. Because the size of the loop and the transition cost are likely to be in very different units, we introduce a new parameter to make them comparable. We can manipulate alpha to control the tradeoff between loop size and smoothness. Large alphas prefer large loop sizes, and small alphas prefer smoother transitions.

Your findBiggestLoop function has to compute this score for every choice of start and end, and return the start and end that corresponds to the largest score.

The documentation string has further details. As with previous score matrixes we will show you a visualization of this matrix after all functions run.

**synthesizeLoop**

The finishing step is to take our video volume, and turn it back into a series of images, now cropping it to only contain the loop we found. This function does just that. It is pretty much the inverse of the video\_volume function you implemented earlier, except for this time you’re starting with a full video volume, and you are returning a list of only the image frames between start and finish (inclusive of the ending index!).

The documentation string contains some more details but this should be fairly straightforward to you at this point. Once you’re finished with this, give yourself a pat on the back (or a hug!). You’re done with the homework assignments!

**Part 3 - Writeup**

This is what we want you to do for the PDF.

1. Demonstrate the output you got on the input images we gave you. Don't include all the images, just a link to the GIF output, and the start and ending index that your function got. Feel free to include your difference matrices too.
2. Demonstrate an example output of your own. Figure out a way to convert it to a GIF and host it on Imgur (just provide the link) or wherever you want to host it as long as we can see it.
3. Discuss which alpha values worked for the video you chose and why. Remember to pick a video that has a repetitive pattern (feel free to record a very short one) so the output makes sense.

**What to turn in:**

Please turn in the following files.**Keep the size limit of each file to 6MB**. If you need to compress your PDF before submitting, you can use <http://smallpdf.com/compress-pdf>:

* **assignment11.py** - Your code.
* **assignment11.pdf** - See above for the writeup, include the images in the PDF (only in the PDF)!

**Appendix - video**

Working with video is still not very user friendly. This is especially so when using free tools, it is very difficult to guarantee that a particular video codec will work on a given system. In order to avoid such issues, this assignments inputs and outputs are sequences of numbered images.

There are tools, discussed in this appendix, that will allow you to split your videos into frames, and put them back together into videos. We cannot guarantee they will work due to versioning systems, etc but hopefully it can help some of you.

**python**

OpenCV for python does support dealing with video, however this support is inconsistent across methods of installation and operating systems. If you have an installation capable of dealing with video, or you want to invest the time to set one up, this week’s assignment comes with two files, ‘split.py’ and ‘merge.py’ that handle the conversion between frame images and video, as their names suggest.

To split a video into frames, run this in terminal:

*python split.py path/to/video.avi*

To merge a folder of images into video, run this in terminal:

*python merge.py path/to/image/folder/*

You may have to change video formats and the output fourcc codec in order to make this work on your system. For details, see:

[OpenCV - Reading and Writing Images and Video](http://www.opencv.org.cn/opencvdoc/2.3.2/html/modules/highgui/doc/reading_and_writing_images_and_video.html?videowriter-videowriter#videowriter)

We are hoping that if you are motivated you will be able to use the install and support pages to use these programs.

**ffmpeg (avconv)**

ffmpeg is available [here](http://www.ffmpeg.org/).

avconv is available [here](https://libav.org/avconv.html).

Some of these calls may need to be updated depending on your versions, etc.

This is a free and very widely used software for dealing with video and audio. Once you have it installed, you can use this command to split your video into frames:

*ffmpeg -i video.ext -r 1 -f image2 image\_directory/%04d.png*

And this command to put them back together:

*ffmpeg -i image\_directory/%04d.png out\_video.gif*
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